***ॐ***

***"Nothing is impossible.***

***Impossible just takes a little longer"***

***"Time is the important resource"***

***Right the First Time:-***

***Proof of Concept. (NASA):-*** *A proof of concept (POC) is a demonstration, the purpose of which is to verify that certain concepts or theories have the potential for real-world application.*

***Data on the hard disk is always clean.***

***Client will always get only UI. (Application Layer)***

***Customer is always the market.***

***Investment. (Car Cost)***

***Cost of ownership. (Car maintance)***

***Assembly Line. (Sewing machine)***

***A truth table***

***Final Project***

1. *HR System*
2. *Maintenance Management System*
3. *Electronic Medical Records*
4. *Airline Management System*
5. *Library Management System*

***Sub system***

*Access Control System (Logins)*

*Localization of the screens (Forms)*

***Documentation***

*Features*

*Workflow diagram*

*DFD*

*Commands (BoM) – Bill of Material*

*ERD*

*Database Structure (BoM) – Bill of Material*

*Business object and ORM*

*UI (BoM) – Bill of Material*

***TODO***

[***http://fornera.com/helpdesk/oracleGettingStartedWithJavaStoredProcedures.html***](http://fornera.com/helpdesk/oracleGettingStartedWithJavaStoredProcedures.html)

***dbms relational algebra***

***Functional dependency (FD)***

***https://lagunita.stanford.edu/c4x/Engineering/CS145/asset/opt-rel-algebra.html***

[***http://www.jkinfoline.com/***](http://www.jkinfoline.com/)

***min max cardinational***

***Database Model***

* *Hierarchical Model*
* *Model*
* *Relational Model*

#### Hierarchical Model
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#### Network Model
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#### Relational Model
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***Data*** *are certain* ***facts and statistics*** *that can be* ***recorded*** *and that can be* ***processed*** *by a computer. (Text / Multimedia Data)*

***Information*** *is processed data. Information is the connection of data* ***plus*** *the* ***meaning*** *which becomes meaning full*

*Each* ***database*** *is a collection of tables, which are called* ***relations****, hence the name* ***"relational database"****.*

***Entity***

*An entity can be a* ***real-world object****, either animate* ***(living)*** *or inanimate* ***(non-living)*** *e.* ***For example****, in a school database, students, teachers, classes, and courses offered can be considered as entities.* ***All these entities have some attributes or properties that give them their identity.***

***Every entity has its own characteristics.***

***Entity Type***

*A set of entities that have the* ***same attributes*** *is called an* ***entity type.*** *Each entity type in the database is described by a name and a list of attributes.* ***For example*** *an entity employee is an entity type that has Name, Age and Address attributes.*

***Eg.***

***Entity TYPE Entity***

*Person (Age, Name, Address) - 16 , Sharmin, …*

*The database schema changes very infrequently. The database state changes every time the database is updated. Schema is also called intension, whereas state is called extension.*

***Attribute domain***

*The attribute domain is the set of values allowed in an attribute. Each value in the tuple must be of some basic type, like a* ***STRING*** *or an****INTEGER***

***Attribute***

***In general, an attribute is a characteristic.***

***In Entity Relationship(ER) Model attributes can be classified into the following types.***

1. ***Simple* / *Atomic Attribute --VS-- Composite Attribute***

*(Can’t be divided further) (Can be divided further)*

1. ***Single Value Attribute --VS-- Multivalued Attribute***

*(Only One value) (Multiple values)*

1. ***Stored Attribute --VS-- Derived Attribute***

*( ) (Virtual columns)*

1. ***Complex Attribute*** *(Composite & Multivalued)*

***Single Value Attribute***

***Composite Attribute***

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8bAwAI6gL1r4796gAAAABJRU5ErkJggg==)

***Attribute*** ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//87AwAI7AL2/bfpfgAAAABJRU5ErkJggg==)

*Age*![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8vAwAI+AL8ldyzEQAAAABJRU5ErkJggg==)

***Person***

***Name******First Name, Last Name, Middle Name***![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8XAwAI8gL5c60pfQAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//83AwAI9AL6IZQ96QAAAABJRU5ErkJggg==)

*Address*![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8fAwAI+gL9STzyuwAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

*Phone*![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//88AwAInALOROMHPgAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8cAwAImgLNFtoTqgAAAABJRU5ErkJggg==)

***Simple Attribute***

***ID***![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8sAwAImALMyjpSAAAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8MAwAIlgLLkX3TNQAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8mAwAIsALYQs7OawAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8GAwAIrgLXC3RkHAAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//86AwAIrALWEDRPwgAAAABJRU5ErkJggg==)

***ID Key Attribute***

***Multivalued***

***Attribute***

*Salary HRA* ***10%*** *DA* ***20% Phone1, Phone2***

***Of Salary of Salary*** ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8iAwAIoALQpHzBOgAAAABJRU5ErkJggg==)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8qAwAIqALUnu0a/AAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8KAwAIpgLTxaqbyQAAAABJRU5ErkJggg==)

***Derived***

***Attribute***

***Stored***

***Attribute***

* **Prime attribute** − An attribute, which is a part of the prime-key, is known as a prime attribute.
* **Non-prime attribute** − An attribute, which is not a part of the prime-key, is said to be a non-prime attribute.

***Entity and Attributes***

*Two Entities, Employee* ***e1*** *and Company* ***c1****, and* ***their Attributes****.*
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***Relation***

*A relation is usually described as a* ***table****, which is organized into* ***rows*** *and* ***columns****.*

|  |  |  |
| --- | --- | --- |
| **SQL term** | **Relational database term** | **Description** |
| ***Row*** | ***Tuple*** or ***record*** | A data set representing a single item |
| ***Column*** | ***Attribute*** or ***field*** | A labeled element of a tuple, e.g. "Address" or "Date of birth" |
| ***Table*** | ***Relation*** or ***Base relvar*** | A set of tuples sharing the same attributes; a set of columns and rows |
| ***View*** or ***result set*** | ***Derived relvar*** | Any set of tuples; a data report from the RDBMS in response to a query |
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***Relationships***
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*Degree of a Relation -* ***Number of attributes in a relation.***

*Cardinality of a Relation* ***- Number of tuples in a relation.***

***There are three types of relationship that exist between Entities.***

1. Unary Relationship
2. Binary Relationship
3. Ternary Relationship

Unary Relationship Image

***Difference Attribute and Column.***

*In the (logical) Entity Relationship Model (ERM),* ***an "Entity" has "Attributes".***

*When we implement the model into a relational database,* ***an "attribute" for an "entity" gets stored as a "column" in a "table".***

***Data Domain***

*Use* ***E-R model*** *to get a high-level* ***graphical view*** *to describe/* *represent the* ***"ENTITIES"*** *and their* ***"RELATIONSHIP"***

***Entity Relationship Symbols***

***Example for a strong & weak entity:*** *In a* ***parent/child relationship****, a* ***parent*** *is considered as a* ***strong entity*** *and the* ***child*** *is a* ***weak entity.***

*A member of a* ***strong entity set*** *is called* ***DOMINANT ENTITY*** *and member of* ***weak entity******set*** *is called as* ***SUBORDINATE ENTITY****.*

*The relationship between* ***weak entity and strong entity set*** *is called as* ***IDENTIFYING RELATIONSHIP****.*

***Strong Entity***

***Weak Entity***

***Attribute***

***Key Attribute***

***Derived Attribute***

***Multivalued Attribute***

***Composite Attribute***

***Relationship***

***Weak Relationship***

**Total Participation**

**Partial participation**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8eAwAIugLdpL9UBwAAAABJRU5ErkJggg==)

***Data modeling*** *is a process used to define and analyze data requirements.*

***Data modeling****involves a progression from conceptual model to logical model to physical schema.*

***The three levels of data modeling,***

1. *Conceptual data model*
2. *Logical data model*
3. *Physical data model*

|  |  |  |  |
| --- | --- | --- | --- |
| ***Feature*** | ***Conceptual*** | ***Logical*** | ***Physical*** |
| *Entity Names* | ✓ | ✓ |  |
| *Entity Relationships* | ✓ | ✓ |  |
| *Attributes* |  | ✓ |  |
| *Primary Keys* |  | ✓ | ✓ |
| *Foreign Keys* |  | ✓ | ✓ |
| *Table Names* |  |  | ✓ |
| *Column Names* |  |  | ✓ |
| *Column Data Types* |  |  | ✓ |

### *Conceptual Model Design*

*Features of conceptual data model include:*

1. *Includes the important entities and the relationships among them.*
2. *No attribute is specified.*
3. *No primary key is specified.*
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### *Logical Model Design*

*Features of a logical data model include:*

1. *Includes all entities and relationships among them.*
2. *All attributes for each entity are specified.*
3. *The primary key for each entity is specified.*
4. *Foreign keys (keys identifying the relationship between different entities) are specified.*
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### *Physical Model Design*

*Features of a physical data model include:*

1. *Convert entities into tables.*
2. *Convert relationships into foreign keys.*
3. *Convert attributes into columns.*
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***Relational Algebra Symbols***

***Unary Operators***

*Selection* **σ** ***(Sigma)***

*Projection* **π** ***(Pi)***

*Renaming* ρ ***(rho)***

***Binary Operators***

## *Union* ∪

## *Intersection* ∩

*Difference* **—**

*Cartesian* *product* **×**

*Join* **⋈**
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*Right Outer Join*  ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB8AAAAYBAMAAADwhTuyAAAAMFBMVEUAAACAAAAAgACAgAAAAICAAIAAgICAgIDAwMD/AAAA/wD//wAAAP//AP8A//////97H7HEAAAAfklEQVR42l2R0RHAIAhDo9f/sP923QAmaGlBKuVDz0eUgONCCzswFjIBeE5AEsR+eCYFeKQ2K5VCB/pKjAX4JkULQFEPBaCfhBuAikF3QCtBAE9rB1vMNCUNGLWVdVMsyUzXJVnN7WXDlH7dhilab26tz8TyOjFyptqcjv833NtvJveV1QABAAAAAElFTkSuQmCC)

*Full Outer Join* ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACYAAAAZBAMAAACvP0HlAAAAMFBMVEUAAACAAAAAgACAgAAAAICAAIAAgICAgIDAwMD/AAAA/wD//wAAAP//AP8A//////97H7HEAAAAh0lEQVR42n1RSQ7EMAiDau72/18JL8iElDRb1RyCsCywsRY53nVC8hOtPyzbaMrN84TuqjHPmURt9ZoJPu+AMApt3mtBcSxaWsdNn7FOsxWDC7H7MO20gUHw5ffB/DE4MJZDS9VrvmHVFjpxvsGmpenFcpe0ZTxu0FVriQgk03OOPLD40Jd8//U5Jx613eLUAAAAAElFTkSuQmCC)

*Assignment* ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8DAwAI3gLvJb+bdQAAAABJRU5ErkJggg==)

***Logic Symbols***

*Logical* *AND* **∧**

*Logical* *OR* **∨**

*Logical* *NOT* **¬**

***Sets***

*x* **∈** *A x* ***belongs to*** *A;* **∈**

*x is an element of the set A*

*x* **∉** *A x* ***does not belong*** *to A;* **∉**

*x is not an element of the set A*

*Such that* ***(so that)*****|**

*Therefore* **∴**

*Because* **∵**

*There exists* **∃**

*There does not exists* **∄**

*For all* **∀**

Selection (**σ**) Operators

σ<Selection condition>(R)

* *The* **σ** *would represent the SELECT command*
* *The* ***<selection condition>*** *would represent the condition for selection.*
* *The* ***(R)*** *would represent the Relation or the Table from which we are making a selection of the tuples.*

***Eg.***

**σempno = 7**(EMPLOYEE)

**σDOB <** **'01-Jan-1980'**(EMPLOYEE)

**σ((DOB < 1935) ∧ (state = 'Arizona'))**(EMPLOYEE)

Projection (**π)** Operators

**π**<attribute list>(R)

* **π** *would represent the ROJECT.*
* ***<attribute list>*** *would represent the attributes (columns) we want from a relational.*
* ***(R)*** *Would represent the relation or table we want to choose the attributes from.*

***Eg.***

**πdob, empno** (EMPLOYEE)

Selection and Projection

***Eg.***

**π** ename, sal (**σ** ((DOB < 1935) **∧** (state = **'**Arizona**'**)) (EMPLOYEE))

Renaming (ρ) Operators

ρ s (B1, B2, B3,….Bn)(R)

* **ρ** *is the RENAME operation.*
* **S** *is the new relation name.*
* **B1, B2, B3, …Bn** *are the new renamed attributes (columns).*
* **R** *is the relation or table from which the attributes are chosen.*
* *The* **arrow symbol ←** *means that we first get the PROJECT operation results on the right side of the arrow then apply the RENAME operation on the results on the left side of the arrow.*

***Eg***

**ρ s (Birth\_Date, Employee\_Number)** (EMPLOYEE) **← πdob, empno** (EMPLOYEE)

***IMP NOTES***

* *When operations of equal precedence are to be performed,* ***they are executed from left to right.***
* *AND and OR also obey precedence rules,* ***with AND having the highest precedence****.*

***Cannot perform a DML operation inside a query. That is if the FUNCTION is having INSERT, UPDATE, DELETE SQL statement then the function cannot be called using SELECT command on SQL prompt.***

***Display all employee earning same salaries.***

*SQL> SELECT a.\* from EMP a where 1 < (SELECT count (\*) from EMP b where b.sal = a.sal);*

*SQL> SELECT c1, c2, c3,* ***abs (c3-&no1) c4****, &no1 from NEAREST where c2= '&c2' order by c4;*

*with*

*a as (SELECT sysdate, sysdate+462 newdate from DUAL),*

*b as (SELECT trunk (months\_between (trunk (sysdate+462), trunk (sysdate))/12) days from DUAL),*

*c as (SELECT trunk (mod (months\_between (trunk (sysdate+462), trunk (sysdate)),12)) months from DUAL),*

*d as (SELECT trunk (trunk (sysdate) + 462 - add\_months (sysdate ,trunc (months\_between (trunc(sysdate+462), trunc (sysdate))))) days from DUAL)*

*SELECT \* from a, b, c, d*

*/*

*SELECT case*

*when (sysdate + 7) - sysdate between 1 and 7 then (sysdate + 7) - sysdate || ' days ago'*

*when (sysdate + 7) - sysdate between 8 and 7 then (sysdate + 7) - sysdate || ' days ago'*

*end case from DUAL*

***Find last 2 records***

*SQL> SELECT \* from (SELECT rownum r1, LOGIN.\* from LOGIN) where r1 > (SELECT count (rownum) - 2 from LOGIN);*

***Oracle SQL***

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//89AwAI3ALuqWChggAAAABJRU5ErkJggg==)

* ***container database (CDB)***
* ***pluggable databases (PDB)***

*SQL>* ***show con\_name***

*SQL>* ***SELECT NAME, CON\_ID, DBID, CON\_UID, GUID FROM V$CONTAINERS ORDER BY CON\_ID;***

*SQL>* ***SELECT PDB\_ID, PDB\_NAME, STATUS FROM DBA\_PDBS ORDER BY PDB\_ID;***

*Note: - When we ...................*

*SQL>* ***ALTER system flush SHARED\_POOL;***

*SQL>* ***SELECT HASH\_VALUE, OBJECT\_OWNER, OBJECT\_NAME, OBJECT\_TYPE from V$SQL\_PLAN where object\_owner = 'C##SALEEL';***

*SQL>* ***SELECT SQL\_ID, HASH\_VALUE, OBJECT\_OWNER, OBJECT\_NAME, OBJECT\_TYPE from V$SQL\_PLAN where object\_owner='C##SALEEL';***

***O/P***

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| ***SQL\_ID*** | ***HASH\_VALUE*** | ***OBJECT\_OWNER*** | ***OBJECT\_NAME*** | ***OBJECT\_TYPE*** |
| ***dmf6j59yz06mm*** | *2112887411* | *C##SALEEL* | *EMP* | *TABLE* |
| ***dt908h3g30k84*** | *3727706372* | *C##SALEEL* | *EMP* | *TABLE* |
| ***3d3qdug8d0q9z*** | *3503315263* | *C##SALEEL* | *EMP* | *TABLE* |
| ***50us5bnb1p58k*** | *370840850* | *C##SALEEL* | *EMP* | *TABLE* |
| ***a2dk8bdn0ujx7*** | *1745700775* | *C##SALEEL* | *EMP* | *TABLE* |

*SQL>* ***SELECT sql\_text from V$SQLTEXT where SQL\_ID='a2dk8bdn0ujx7';***

***O/P***

*SQL\_TEXT*

*----------------------------------------------------------------*

***SELECT \* FROM EMP***

*SQL>* ***SELECT sql\_text from V$SQLTEXT, V$SQL\_PLAN where OBJECT\_OWNER = 'C##SALEEL' and V$SQLTEXT.SQL\_ID= V$SQL\_PLAN.SQL\_ID;***

***O/P***

*SQL\_TEXT*

*----------------------------------------------------------------*

***SELECT \* from DEPT***

***SELECT \* from EMP***

***SELECT \* from EMP fetch first 7 row only***

***SELECT \* from EMP fetch first 5 rows only***

***Type of optimizer***

***RBO --- Ruled Based optimizer***

***CBO --- Cost Based optimizer***

***Types of Parsing***

*All statements, DDL or DML, are parsed whenever they are executed. The only key fact is that whether it was a* ***Soft parse*** *(statement is already parsed and available in memory) or a* ***Hard parse*** *(all parsing steps to be carried out).*

***Parsing process***

*Oracle internally does the following to arrive at the output of an SQL statement.*

1. ***Syntactical check****. The query fired is checked for its syntax.*
2. ***Semantic check****. Checks on the validity of the objects being referred in the statement and the privileges available to the user firing the statement. This is a data dictionary check.*
3. ***Allocation of private SQL area*** *in the memory for the statement.*
4. *Generating a parsed representation of the statement and allocating Shared SQL area. This involves finding an optimal execution path for the statement.*

***Identical statements***

*Oracle does the following to find identical statements to decide on a* ***soft parse or a hard parse.***

1. *When a new statement is fired, a hash value is generated for the text string. Oracle checks if this new hash value matches with any existing hash value in the shared pool.*
2. *Next, the text string of the new statement is compared with the hash value matching statements. This includes comparison of case, blanks and comments present in the statements.*
3. *If a match is found, the objects referred in the new statement are compared with the matching statement objects. Tables of the same name belonging to different a schema will not account for a match.*
4. *The bind variable types of the new statement should be of same type as the identified matching statement.*
5. *If all of the above is satisfied, Oracle re-uses the existing parse (soft). If a match is not found, Oracle goes through the process of parsing the statement and putting it in the shared pool (hard).*

***ROWID is the physical address for each record in the database and it is a fixed-length binary data.***

***BODMAS Rules***

***B - Brackets first***

***O - Orders (ie Powers and Square Roots, etc.)***

***DM - Division and Multiplication (left-to-right)***

***AS - Addition and Subtraction (left-to-right)***

***Online Transaction Processing (OLTP)***

***Online Analytical Processing (OLAP)***

* **Run sqlplusw (Window base)**
* **Cmd sqlplus (DOS Base)**
* **http://infoserver/isqlplus (9i)**
* **http://laba135:5560/isqlplus/ (10g)**
* [**http://localhost:5560/isqlplus/**](http://localhost:5560/isqlplus/) **(10g)**
* [**https://192.168.100.58:1158/em/console**](https://192.168.100.58:1158/em/console/logon/logon) **(11g)**
* **D:\app\infostaff\product\11.1.0\db\_1\sqldeveloper\sqldeveloper\bin\sqldeveloperw.exe**

Search in Google: - SQLPLUS\_FONT

Search in Google: - SQLPLUS\_FONT\_SIZE

***SQL was developed by IBM in the 1970s***

***Oracle Developed in C, C++ language.***

***Most of the compilers, JVMs, and Kernels used today are written in C/C++.***

HKEY\_LOCAL\_MACHINE/SYSTEM/CurrentControlSet/Services

**SYS user: change\_on\_install**

**If you fail to remember Oracle System password then**

Go to oracle server and give the following

Enter user-name: system as sysdba ⮠

Enter password: **⮠**

***User Roles***

*SQL> SELECT \* from SESSION\_ROLES;*

***Oracle parameters***

***SQL> show parameter***

***SQL> show parameter name***

***SQL> show parameter type***

***SQL> show parameter db\_name***

***SQL> show con\_name***

***SQL> show release***

*SQL> SELECT name from V$ACTIVE\_SERVICES;*

*SQL> set errorlogging on/off*

Error information is written in sperrorlog table.

*SQL> SELECT \* from SPERRORLOG;*

**Different generations of languages: -** *There are currently five generations of computer programming languages. In each generation, the languages syntax has become easier to understand and more human-readable.*

* ***First generation languages (1GL):-*** *Represent the very early, primitive computer languages that consisted entirely of 1's and 0's the actual language that the computer understands (machine language)*
* ***Second generation languages (2GL):-*** *Represent a step up from from the first generation languages. Allow for the use of symbolic names instead of just numbers. Second generation languages are known as assembly languages. Code written in an assembly language is converted into machine language (1GL).*

|  |
| --- |
| **E.G.**  *Add 12 , 8* |

* ***Third generation languages (3GL):-*** *With the languages introduced by the third generation of computer programming, words and commands (instead of just symbols and numbers) were being used. These languages therefore, had syntax that was much easier to understand. Third generation languages are known as "high level languages" and include C, C++, Java, and JavaScript, among others.*

|  |
| --- |
| **E.G.**  *public boolean handleEvent (Event evt) {*  *switch (evt.id) {*  *case Event.ACTION\_EVENT: {*  *if ("Try me" .equald(evt.arg)) {* |

* ***Fourth generation languages (4GL):-*** *The syntax used in 4GL is very close to human language, an improvement from the pervious generation of languages. 4GL languages are typically used to access databases and include SQL and ColdFusion, among others.*

|  |
| --- |
| **E.G.**  *SELECT ALL CUSTOMERS WHERE "PREVIOUS PURCHASES" TOTAL MORE THAN $1000* |

* ***Fifth generation languages (5GL):-*** *Fifth generation languages are currently being used for neural networks. A neural network is a form of artificial intelligence that attempts to imitate how the human mind works.*

***Difference between .DLL and .EXE***

1. DLL - Dynamic Link Library

***.DLL*** *runs is an in process server running in the same memory space as the client process.*

1. EXE – Executable File

***.EXE*** *is an out of process server which runs in its own separate memory space*.

***Escape sequences in ‘C’***

* ***\’***  *Single quotation mark used for character literals*
* ***\”***  *Double quotation mark used for string literals*
* ***\\***  *Backslash used for file path*
* ***\?*** *Question mark*
* ***\a***  *Alert*
* ***\b***  *Backspace*
* ***\f***  *Form feed*
* ***\n***  *New line*
* ***\r***  *Carriage return*
* ***\t***  *Horizontal tab*
* ***\v***  *Vertical tab*
* ***\0***  *Null*

***File access mode***

|  |  |
| --- | --- |
| **mode** | **Description** |
| "r" | Opens a file for reading. The file must exist. |
| "w" | Creates an empty file for writing. If a file with the same name already exists, its content is erased and the file is considered as a new empty file. |
| "a" | Appends to a file. Writing operations, append data at the end of the file. The file is created if it does not exist. |
| "r+" | Opens a file to update both reading and writing. The file must exist. |
| "w+" | Creates an empty file for both reading and writing. |
| "a+" | Opens a file for reading and appending. |

***Difference between Primary storage and secondary storage***

* *Primary memory storages are temporary; whereas the secondary storage is permanent.*
* *Primary memory is expensive and smaller, whereas secondary memory is cheaper and larger*
* *Primary memory storages are faster, whereas secondary storages are slower.*
* *Primary memory storages are connected through data buses to CPU, whereas the secondary storages are connect through data cables to CPU*

***Types of software***

* *System software*
* *Programming software*
* *Application software*

***Server***

A **computer** or **device** on a **network** that manages **network** resources.

***Types of Networks***

* Personal area network, or PAN
* Local area network, or LAN
* Metropolitan area network, or MAN
* Wide area network, or WAN

***Platform Independent***

*Software that can run on any hardware platform (PC, Mac, SunSparc, etc.) or software platform (Linux, MacOS, UNIX, Windows, etc.). In general, programs written in Java language can be executed on practically every platform.*

***Flat-file***

*A collection of data or information that has a name, called the filename. Almost all information stored in a computer must be in a file. There are many different types of files: data files, text files, program files, directory files, and so on.*

***Distributed database***

*A database that consists of two or more data files located at different sites on a computer network. Because the database is distributed, different users can access it without interfering with one another. However, the database must be synchronize to make sure that they all have consistent data.*

***Cloud database***

*A cloud database is a database that typically runs on a cloud computing platform. There are two common deployment models: users can run databases on the cloud independently, using a virtual machine image, or they can purchase access to a database service, maintained by a cloud database provider.*

***Difference between DBMS and RDBMS***

***DBMS:***

1. *In dbms no relationship concept*
2. *It supports Single User only*
3. *It treats Data as Files internally*
4. *It supports 3 rules of E.F.CODD out off 12 rules*
5. *It requires low Software and Hardware Requirements.*
6. *FoxPro, IMS are some examples*

***RDBMS:***

1. *It is used to establish the relationship concept between two database objects, i.e, tables*
2. *It supports multiple users*
3. *It treats data as Tables internally*
4. *It supports minimum 6 rules of E.F.CODD*
5. *It requires High software and Hardware Requirements.*
6. *SQL-Server, Oracle are some examples*

***RDBMS supports***

1. ***C/S Technology***
2. ***Highly Secured***
3. ***Relationship (PK/FK)***

***What is Business Intelligence?***

*Business Intelligence is the process of transforming data into information.*

***ACID properties of transactions***

***Atomicity***

*All changes to data are performed as if they are a single operation. That is, all the changes are performed, or none of them are.*

*For example, in an application that transfers funds from one account to another, the atomicity property ensures that, if a debit is made successfully from one account, the corresponding credit is made to the other account.*

***Consistency***

*Data is in a consistent state when a transaction starts and when it ends.*

*For example, in an application that transfers funds from one account to another, the consistency property ensures that the total value of funds in both the accounts is the same at the start and end of each transaction.*

***Isolation***

*The intermediate state of a transaction is invisible to other transactions. Data modifications made by one transaction must be isolated from the data modifications made by all other transactions.*

*For example, in an application that transfers funds from one account to another, the isolation property ensures that another transaction sees the transferred funds in one account or the other, but not in both, nor in neither.*

***Durability***

*After a transaction successfully completes, changes to data persist and are not undone, even in the event of a system failure.*

*For example, in an application that transfers funds from one account to another, the durability property ensures that the changes made to each account will not be reversed.*

*Advantages of RDBMS: - Large data storage, Security, Client/Server Technology.*

***Rownum: -*** *For each row returned by a query, the ROWNUM pseudo column returns a number indicating the order in which Oracle selects the row from a table or set of joined rows.*

***Cardinality: -*** *Total row’s present in Table.*

***Degree: -*** *Total column’s present in Table.*

***What is degree of a Relation?*** *It is the number of attribute of its relation schema.*

***What is Oracle?*** *Oracle is a company; it is also a database server, which manages the data in as structured manner.*

***What is a data?*** *Data is any facts, number or text that can be processed by a computer.*

***What is a database?*** *A database is a system to organize, store and retrieve large amounts of data easily which is stored in one or more data files by one or more users.*

***SQL Structured Query Language*** *is a database language designed and developed for managing data in relational database management systems (RDBMS).* ***SQL is common language for all Relational Databases.***

***Edgar F. Codd Database Rules***

***Rule (0):*** *The system must qualify as relational, as a database, and as a management system.*

***Rule (1): The information rule:*** *All information in the database is to be represented in only one way, namely by values in column positions within rows of tables.*

***Rule (2): The guaranteed access rule:*** *All data must be accessible.*

***Rule (3): Systematic treatment of null values:*** *The DBMS must allow each field to remain null (or empty). Specifically, it must support a representation of "missing information and inapplicable information" that is systematic, distinct from all regular values.*

***Rule (4): Active online catalog based on the relational model:*** *The system must support an online, inline, relational catalog that is accessible to authorized users by means of their regular query language. That is, users must be able to access the database's structure (catalog) using the same query language that they use to access the database's data.*

***Rule (5): The comprehensive data sublanguage rule:*** *The system must support at least one relational language that*

*1. Has a linear syntax*

*2. Can be used both interactively and within application programs,*

*3. Supports data definition operations (including view definitions), data manipulation operations (update as well as retrieval), security and integrity constraints, and transaction management operations (begin, commit, and rollback).*

***Rule (6): The view updating rule:*** *All views that are theoretically updatable must be updatable by the system.*

***Rule (7): High-level insert, update, and delete:*** *The system must support insert, update, and delete operators. This means that data can be retrieved from a relational database in sets constructed of data from multiple rows and/or multiple tables. This rule states that insert, update, and delete operations should be supported for any retrievable set rather than just for a single row in a single table.*

***Rule (8): Physical data independence:*** *Changes to the physical level (how the data is stored, whether in arrays or linked lists etc.) must not require a change to an application based on the structure.*

***Rule (9): Logical data independence:*** *Changes to the logical level (tables, columns, rows, and so on) must not require a change to an application based on the structure. Logical data independence is more difficult to achieve than physical data independence.*

***Rule (10): Integrity independence:*** *Integrity constraints must be specified separately from application programs and stored in the catalog. It must be possible to change such constraints as and when appropriate without unnecessarily affecting existing applications.*

***Rule (11): Distribution independence:*** *The distribution of portions of the database to various locations should be invisible to users of the database. Existing applications should continue to operate successfully:*

*1. When a distributed version of the DBMS is first introduced; and*

*2. When existing distributed data are redistributed around the system.*

***Rule (12): The nonsubversion rule:*** *If the system provides a low-level (record-at-a-time) interface, then that interface cannot be used to subvert the system, for example, bypassing a relational security or integrity constraint.*

***Compile-time error***

*Compile time error is any type of error that prevent a java program compile like a syntax error, a class not found, a bad file name for the defined class*

***Runtime errors***

*Run time errors are those that passed compiler’s checking, but fails when the code gets executed. There are a lot of causes may result in runtime errors, such as incompatible type-casting, referencing an invalid index in an array, using an null-object, trying to invoke a method on an uninitialized variable, trying to open a file that doesn't exist. etc*

***Oracle Client configuration parameters***

* *Service Name (orcl)*
* *Host Name (Server Name / IP address)*
* *Protocol (TCP/IP)* ***(Transmission Control Protocol / Internet Protocol)***
* *Port (1521, 1810, 7778, 2481)* ***(Port number is the gateway from where the data is send or received.)***

**Note: - The term port can refer to either physical or virtual connection points.**

* + ***Physical ports*** *allow connecting cables to computers, routers, modems and other peripheral devices.*
  + ***Virtual ports*** *are part of TCP/IP networking. These ports allow software applications to share hardware resources.*

**What is SID in oracle?** *SID stands for System Identifier and it is a unique name or number to assign to the system on which the oracle has been installed*.

**Extension and Intension**

***Extension*** - *It is the number of tuples present in a table at any instance.*

***Intension*** - *It is a constant value that gives the name, structure of table and the constraints laid on it.*

***Oracle database architecture consists of a combination of three main components.***

1. **Oracle Memory Components**
2. **Oracle Server Process**
3. **Oracle Physical Files.**
4. **Oracle Memory Components & Oracle Server Process**: - *Oracle Memory Components and Oracle Server Process runs in the main memory of the Windows NT on which Oracle engine is installed and run.*
5. **Oracle Physical Files**: - *Oracle Physical files are all on the Windows NT server's hard disk drive from which their instance is loaded in main memory.*

Oracle Physical file Structure

a. **Data Files:** - *These are the files that actually store the physical data is been stored.*

b. **Redo Log Files:** - *Redo Log Files or Redo Files as they are known to store copies of every transaction.*

c. **Control Files:** - *Oracle control files store the structure, location and size of all files within a database.*

d. **Parameter File:** - *It is known as init.ora file. This file stores all initialization parameters of an Oracle database. This tells the Oracle engine how to configure its memory and background process. The init.ora file is read every time an Oracle database instance is started.*

***Oracle Background Process***

***SMON (System Monitor):*** *- SMON checks, if changes recorded in the Redo Log File are written to the database or not. If these changes are not written to the data files on the hard disk, it only means that the database was not shutdown normally.*

***PMON (Process Monitor)****: - The Process Monitor performs a memory clean up after any user process fails or crash. It includes*

*(A) Freeing up database locks.*

*(B) Cleaning up Caches*

*(C) Removing the process ID of the failed process from list of active processes.*

***DBWR (Database Writer):*** *- Database Writer is responsible for writing of data from Redo Log file to the data files on the hard disk.*

***LGWR (Log Writer):*** *- Log Writer is responsible for physically writing data from the on-line Redo Log Buffer in memory to the Redo Log Files on the hard disk.*

***CKPT (Checkpoint):*** *- Checkpoint is an event that occurs when the DBWR process writes all modified Database Buffer contents.*

***Normalization***

***First Normal Form (1NF)***

1. Eliminate duplicative columns from the same table.
2. Create separate tables for each group of related data and identify each row with a unique column or set of columns (the primary key).

* Manager
* Subordinate1
* Subordinate2
* Subordinate3
* Subordinate4

**[Manager Table]**

ManagerID

SubordinateID

***Second Normal Form (2NF)***

1. Remove subsets of data that apply to multiple rows of a table and place them in separate tables.
2. Create relationships between these new tables and their predecessors through the use of foreign keys.

* SubordinateID
* FirstName
* LastName
* Address
* City
* State
* ZIP
* Working Hrs
* Rate / Hrs

**[ZIP Table]**

* ZIP (PK)
* City
* State

**[Employee Details]**

* SubordinateID (PK)
* FirstName
* LastName
* Address
* ZIP (FK)
* Working Hrs
* Rate / Hrs

***Third Normal Form (3NF)***

1. Meet all the requirements of the second normal form.
2. Remove columns that are not dependent upon the primary key.

**[Hour Table]**

* WorkingID (PK)
* Working Hrs
* Rate / Hrs

**[Employee WorkingHrs]**

* SubordinateID (PK)
* WorkingID (FK)

***Fourth Normal Form (4NF)***

* Meet all the requirements of the third normal form.
* A relation is in 4NF if it has no multi-valued dependencies.

*http://databases.about.com/od/specificproducts/a/normalization.htm*

***Tablespaces and Data Files*** *The usable data of an ORACLE database is logically stored in the tablespaces and physically stored in the data files associated with the corresponding tablespace.*

***SGA*** *The System Global Area (SGA) is a memory area that contains data shared between all database users such as buffer cache and a shared pool of SQL statements. The SGA is allocated in memory when an Oracle database instance is started.*

***Oracle Instance*** *Every running Oracle database is associated with an Oracle instance. When a database is started on a database server (regardless of the type of computer), Oracle allocates a memory area called the System Global Area (SGA) and starts one or more Oracle processes. This combination of the SGA and the Oracle processes is called an Oracle instance. The memory and processes of an instance manage the associated database's data efficiently and serve the one or multiple users of the database.*

***REDO Buffer File*** *The Redo Log file is a memory component within the SGA, which records all the changes made to the Database. Such as INSERT, UPDATE, DELETE*

***Transport Network Substrate (TNS)?*** *TNS, Transport Network Substrate, is a foundation technology, built into the Oracle Net foundation layer that works with any standard network transport protocol.*

***Library cache:*** *Stores the text, parsed format, and execution plan of SQL statements that have been submitted to the RDBMS, as well as the headers of PL/SQL packages and procedures that have been executed. For each SQL statement the server first checks the library cache to see if an identical statement has already been submitted and cached. If it has, then the server uses the stored parse tree and execution path for the statement, rather than building these structures from scratch.*

***User Scott / tiger*** *Bruce Scott (one of the original Oracle employees) and the password is the name of his daughter's cat.*

***Physical Backups and Logical Backups***

**Physical backups** *are backups of the physical files used in storing and recovering your database, such as datafiles, control files, and archived redo logs. Ultimately, every physical backup is a copy of files storing database information to some other location, whether on disk or some offline storage such as tape.*

**Logical backups** *contain logical data (for example, tables or stored procedures) exported from a database with an Oracle export utility and stored in a binary file, for later re-importing into a database using the corresponding Oracle import utility.*

***Types of Commands in Oracle***

* Set System Variable Commands (Sets a system variable to alter the SQL\*Plus environment settings for your current session.)
* SQL+ Commands
* SQL Commands
* PL/SQL Commands

***SQL> Select all \* from EMP;***

***Expressions in where clause process in the following order:***

|  |  |
| --- | --- |
| **Number** | **Expression** |
| **1** | Arithmetic Operators |
| **2** | Concatenation Operator |
| **3** | Comparison Condition |
| **4** | IS [NOT] NULL, LIKE, [NOT] IN |
| **5** | [NOT] BETWEEN |
| **6** | Not Equal To |
| **7** | NOT Logical Condition |
| **8** | AND Logical Condition |
| **9** | OR Logical Condition |

***Types of Objects (12)***

1. ***Table Object***
2. ***View Object***
3. ***Synonym Object***
4. ***Sequence Object***
5. ***Index Object***
6. ***Type Object***
7. ***User Object***
8. ***Java Object***
9. ***Procedure Object***
10. ***Function Object***
11. ***Trigger Object***
12. ***Package Object***

***CREATE table as statement***

*SQL> CREATE table TEMP as SELECT \* from EMP;*

***Rollback*** *will not work because CREATE is DDL which is auto committed.*

***There are five types of keys in database***

<https://www.youtube.com/watch?v=EavNLiTk-eo>

* *Candidate key*
* *Primary Key*
* *Foreign Key*
* *Alternate Key*
* *Composite Key*

*'ll take example of an Employee table:*

*Employee (  
Employee ID,   
FullName,   
SSN,   
DeptID)****1. Candidate Key:****are individual columns in a table that qualifies for uniqueness of all the rows. Here in Employee table EmployeeID & SSN are Candidate keys.****2. Primary Key:****is the columns you choose to maintain uniqueness in a table. Here in Employee table you can choose either EmployeeID or SSN columns, EmployeeID is preferable choice, as SSN is a secure value.****3. Alternate Key:****Candidate column other the Primary column, like if EmployeeID is PK then SSN would be the Alternate key.****4. Super Key:****If you add any other column/attribute to a Primary Key then it became a super key, like EmployeeID + FullName is a Super Key.****5. Composite Key:****If a table do have a single columns that qualifies for a Candidate key, then you have to select 2 or more columns to make a row unique. Like if there is no EmployeeID or SSN columns, then you can make FullName + DateOfBirth as Composite primary Key. But still there can be a narrow chance of duplicate row.*

***Types of Constraints***

1. *Primary Key (32 cols)*
2. *Foreign Key (32 cols)* ***(On Delete Cascade / On Delete Set Null)***
3. *Unique (32 cols)*
4. *Check (****ENUM*** *datatype in MySQL)*
5. *Not Null*
6. *Default*

|  |  |
| --- | --- |
| ***Constraint Type*** | ***Character*** |
| *PRIMARY KEY* | ***P*** |
| *UNIQUE KEY* | ***U*** |
| *FOREIGN KEY* | ***R*** |
| *CHECK, NOT NULL* | ***C*** |

***A composite unique key cannot have more than 32 columns.***

***A composite primary key cannot have more than 32 columns***

***A composite foreign key cannot have more than 32 columns***

***NOT NULL Constraint***

***Syntax:***

1. *COLUMN [data type] [NOT NULL]*
2. *COLUMN [data type] [CONSTRAINT constraint\_name ] constraint\_type*

***UNIQUE constraint***

***Syntax:***

1. *COLUMN [data type] [CONSTRAINT <name>] [UNIQUE]*

***Primary Key***

*If the primary key was created using an existing index,* ***then the index is not dropped.***

*If the primary key was created using a system-generated index,* ***then the index is dropped.***

***Syntax:***

***Column level:***

1. *COLUMN [data type] [CONSTRAINT <constraint name> PRIMARY KEY]*

***Table level:***

1. *CONSTRAINT [constraint name] PRIMARY KEY [column (s)]*

*SQL> CREATE table DEMO (C1 integer* ***primary key [deferrable] initially immediate****);*

***// constraint is evaluated immediately i.e. once the INSERT is performed.***

*SQL> CREATE table DEMO (C1 integer* ***primary key [deferrable] initially deferred****);*

***// constraint is evaluated when you perform a COMMIT.***

***Foreign Key***

***Syntax:***

***Column Level:***

1. *COLUMN [data type] [CONSTRAINT] [constraint name] [REFERENCES] [table name (column name)]*

***Table level:***

1. *CONSTRAINT [constraint name] [FOREIGN KEY (foreign key column name) REFERENCES] [referenced table name (referenced column name)]*

***Check constraint***

***Syntax:***

***Column level:***

1. *COLUMN [data type] CONSTRAINT [name] [CHECK (condition)]*

***Table level:***

1. *CONSTRAINT [name] CHECK (condition)*

*SQL> ALTER table DEMO* ***modify (c1 primary key);***

*SQL> ALTER table DEMO* ***drop primary key;***

*SQL> ALTER table DEMO drop* ***unique (c2);***

*SQL> INSERT into EMP values (1,* ***default****)*

*SQL> CREATE table Table2 (ID number, SAL number constraint chk\_sal check (sal>2000) constraint NN\_sal not null);*

*SQL> CREATE table Table2 (ID number, ENAME varchar2 (10) check (regexp\_like (ENAME, '^S')));*

*SQL> CREATE table Table2 (ID number, ENAME varchar2 (10) check (regexp\_like (ENAME,'[[:alpha:]]' )));*

***Foreign Key (On Delete Cascade / On Delete Set Null)***

*SQL> CREATE table Table2 (c1 number references t1* ***on delete cascade****, c2 varchar2 (10));*

*SQL> CREATE table Table2 (c1 number references t1* ***on delete set null****, c2 varchar2 (10));*

*SQL> CREATE table Table2 (c1 number constraint fk\_c1 references Table1, c2 varchar2 (10));*

*SQL> CREATE table Table2 (c1 number constraint fk\_id references Table1* ***on delete cascade,*** *c2 varchar2 (10));*

***A foreign key with cascade delete means that if a record in the parent table is deleted, then the corresponding records in the child table with automatically be deleted. This is called a cascade delete in Oracle.***

***Primary Key / Foreign Key***

***Steps***

*SQL> CREATE table TEMP (****no number constraint pk\_no primary key****, c1 number);*

*SQL> CREATE table TEMP (****no number constraint fk\_no references t****, c1 number);*

*SQL> SELECT CONSTRAINT\_NAME, CONSTRAINT\_TYPE, STATUS from user\_constraints where TABLE\_NAME=' TEMP';*

*SQL> SELECT CONSTRAINT\_NAME, CONSTRAINT\_TYPE, STATUS from user\_constraints where TABLE\_NAME='TEMP'*

*SQL> ALTER table TEMP* ***disable constraint pk\_no cascade;***

*SQL> SELECT CONSTRAINT\_NAME, CONSTRAINT\_TYPE, STATUS from user\_constraints where TABLE\_NAME='TEMP';*

*SQL> SELECT CONSTRAINT\_NAME, CONSTRAINT\_TYPE, STATUS from user\_constraints where TABLE\_NAME='TEMP'*

***Note: -*** *It (constraint) would remain disabled and has to be enabled manually using the ALTER TABLE command.*

***Self Reference FOREIGN KEY***

*SQL> CREATE table TEMP (c1 number primary key, c2 number* ***references TEMP);***

*SQL> CREATE table TEMP (c1 number primary key, c2 number* ***constraint foreignkey\_c2 references TEMP);***

*SQL> CREATE table TEMP (c1 number primary key, c2 number* ***constraint foreignkey\_c2 references TEMP (c1));***

***Default variable in PL/SQL***

1. *varSalary number not null := 10;* ***in PL/SQL***
2. *varSalary number default 10;* ***in PL/SQL***

***declare***

***-- Global variables***

num1 number := 95;

num2 number := 85;

begin

dbms\_output.put\_line ('Outer Variable num1: ' || num1);

dbms\_output.put\_line ('Outer Variable num2: ' || num2);

***declare***

***-- Local variables***

num1 number := 195;

num2 number := 185;

begin

dbms\_output.put\_line ('Inner Variable num1: ' || num1);

dbms\_output.put\_line ('Inner Variable num2: ' || num2);

end;

end;

/

***Rollback***

***\* ROLL*** */ ROLLBACK;*

***Types of Subqueries***

***In terms of the placement of the subquery, there are three types:***

***1. Nested Subquery:*** *The subquery appears in the WHERE clause of the SQL. You can nest as many as 255 levels of subqueries in the WHERE clause.*

***2. Inline View:*** *The subquery appears in the FROM clause of the SQL.*

***3. Scalar Subquery:*** *The subquery appears in the SELECT clause of the SQL.*

Find out employees who are not working as MANAGER

*SQL> SELECT \* from EMP where empno not in (SELECT m.empno from EMP E, EMP M WHERE E.MGR = M.EMPNO);*

***Types of Tables (9)***

1. ***Relational tables***
2. ***Object-relational tables***
3. ***Index tables***
4. ***View tables***
5. ***Partitioned tables***
6. ***Temporary tables (global, private)***
7. ***Dropped tables***
8. ***Clustered tables***
9. ***External tables***

Read only table

*SQL> create table a (c1 int, c2 number) read only;*

***System Date***

1. *sysdate*
2. *current\_date*
3. *systimestamp*
4. *current\_timestamp*

***CURRENT\_DATE:-*** *Represents the date time from the computer. CURRENT\_DATE returns the current date in the session time zone.*

***SYSDATE: -*** *Represents the date time from your database server. This could be set different from your computer physically hosting the db server.*

*SYSDATE, SYSTIMESTAMP returns the* ***Database's date*** *and timestamp, whereas CURRENT\_DATE, CURRENT\_TIMESTAMP returns the date and timestamp of* ***the location from where you work.***

*SQL> ALTER SESSION SET TIME\_ZONE = '+05:30';*

***Quite simply the number is the precision of the timestamp, the fraction of a second held in the column***

*SQL>* ***CREATE table T1 (ts0 timestamp (0), ts3 timestamp (3), ts6 timestamp (6));***

***Output***

TS0

---------------------------------------------------------------------------

TS3

---------------------------------------------------------------------------

TS6

---------------------------------------------------------------------------

24-JAN-12 05.57.12 AM

24-JAN-12 05.57.12.003 AM

24-JAN-12 05.57.12.002648 AM

***Aggregate functions***

***Note: If we use aggregate function on table having no records, then it will return NULL***

1. ***SUM( [ALL | DISTINCT/UNIQUE] expression )***

![Description of sum.gif follows](data:image/png;base64,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)

1. ***AVG( [ALL | DISTINCT/UNIQUE] expression )***

![Description of avg.gif follows](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAloAAABPCAAAAAAWtDQ3AAAMNUlEQVR42u2du6okuRnHFe4Gg5Ejr7ETYQ5OFhYLw4C9njXIcGCSBVNwnJ1gKCacjRRtYjAUTpyYATkdR0rmARSsH0CvoFfQK5R1K12q1Pfuc6pPS3BOdXdVd+vyK32fPv2lBmNLLV0kgVYFLb1otAQ4SxKtQRtaC7TEGVJDq6FVQesshWloNbQaWg2thlZLLwYt645j4XKmOwB6PRLnohP7ChhCngUGiMczDa2G1j5omT+OlD12dNR9F7Np0UL+qJAYBRSzAjS0Glq70Bpp70AyjzQo0CLMHXtqng+0odXQOhQthewR8uJFi5ZA7mh6tUoBGloNrZ1omf/mOADYsRKt0XRbIM92Q6uhdQRaoxoIoCVagjS0Glr7J/lpbhCxPVpSBCzRGpGYDKJc+Fp/l61FG1oZVx1AD3M3njqQdEbVhBYj1o1n/qIZWn9GoGt0NbRConDQc4MofPCh7/VIuxlaIzL/JLTBB7U0iHqAQ2vVhpYjC6txGTKVMWTa6TlazEe+3EUVX0ti2pq1oWVdKT1z408pjHPjFWzefEMrhq7OOofIUWvXhpYg4/nRGlFz5RtaA70EWiHO2tIto/W3f10CrQ/vW8PePFpUXAIt0caIDa2GVkOrodXStaJ1zsViDa1bRYvLBVpanCXphtZto8WgnKN13tTQulmDmNhqaDW0zpTkZ2e4fnj10Vuwx8ug9VDayZ9adP6FozUQgB+pTY9f3Lsjvb8MWq9pkX7AgPDW1i8WLUXw1LwSsic2iJqjTrfWfploaRjbO5H1hL6Wpqix9TLR6lJzZ7PHT+nGd9fr3HPd0NpcOfU+48CQ6Ulo6eeRCIpTtwnTgiKAOirqfClOCQRnSrgfNlSSYpRsOf2MaG3QuSS09giIDqehFRU8T43WaduEccMNoaZdAeQ1O283vaD8PCFn1uPNXwMJtaexXBlaG9R5B80hihPREuR50DrYkmRo6Q6QUHWSgMVQRCBAzxxZEZWvkRhQFUmnq0JLb/ieJ0XreeLDJ6GlYL5AaYCwbHS6fx9ySJAIzlwHDpAoYF9Vr7UhNw+fLoHWv388KBMrRovAAh0Ju7LJL2PiFS4Q1pAURA9guAK0KL0EWnR4IWgtGnEAvGjyC+VZFQh3UM0c5/kLa0SL15ZdoD5lDBzTSESsFC3jGlnT4m8oIKdhr/2fOaMRLZXYmTwqkvUn21p4+lKxoYl3VGWOMJ/4Zvwgpp8ZLRVqJ69/CeFpaEkwrhMtt+EcUqO0q9kEjIWzxwEv0WJAz7OuAEsfPOxuV3BkuxOYCJ5ypnEiT68erZGSBTUDRfIktPCwGrRYkWu34Rw1fbK9ofzudKmQoETLRklpXFDJolPlJzUGexaOl0MrREDYZER8/kV5dt1ojX4ZfU4NkbYJjkeLknEtaGnc57n2++sgvxsK4WX7wxItivVIukWjjsQVordnY3EYtFNngAJ7CE+4+dcNBLjdpChIDr9/DKbr/Ne7JxTanWOnIf0Q8q9T58gjZPuMH54dLYltFCWnBo4MH4+WIlitBi3bNpWtw0ZmW0w7HwuE2yiL5/ouwdCTGjCVifoPMWfTpCyU2hQN9G7deHiiO9c5un0yaK8VCo5SeAym63yGoFSdOaN7Wji8Pv8ijRxjfrorQGvUFHb0Y8qHuTUUUHW0dkWTP1EC6TGZuED6yeXo890fK2hpNPIus1oBsenpP91b396lRs2qJ1TC29/kg0VF/JZRID4xhRU4bMFie0upUs8pffWqDC3TgdmpOB1NcPdNyP+3oEIL/S7U+P/0itFys2BvQBYGNInV0aI70gPlalwBWppi8LXP0ndfVAyi6YVsgCQ3iBzEISJ48KI2UENrqoTsLCeEgomS+IQKSgNaYNngoHjTyDFk5TQt/VnI/5dVtP4QavwdQJt2NFsDWqWtszU/dCcFH54bLYG6OMiDHytu/EiZNXGlGy9KgyhNY7NlM4WJVHt28oGgjhtEgfSE0bCVlH+NyXSxeQzSmzSwIQrhXtEzn87lXy1p6VJVymGDoVgdWqrz4YMrRkukCV4GZSX4YOcD8bgdLStqQ8nXinanR4GsEffJ1eoTWtMThd0e+8ajG/s+7HNn3+8fg3Cdyao5GOdLIOdrkdJRN/mXyfAmX6ugScWcrButwd2LiGfRRHBdaOlElkayFjKd2iaGTF2RaYGWlYqkviGNEH0zImY9+cgv6HsQ0EpP3Adi+9BAFNWX4TEI15mD6QelyZdFLU1Me6C0CwPRxQgxi675YvKrMIgnXvT8aPX0xFzH/ovGt/LE3ZBM4/bpFnLKzHX24SnIQXkcS8hZP60bWk+QZpHqE9DK4u0kNrlMveO28mg938DuEDVlPolI43xStIfdPFpbW9XS0Dp3kmg8F1ojia0a5hCLeWO+baZHgFM2GcunKiPCjEW+519M6UXRUkLfClpiyzwH686Hlpp3TKSwPB280ALLQmCxQFgtu0tOdqO1v5J79mGSUeAU3NeHlha0QwfIxMXQudP1dhXvz4eWadU+Y0l3RZOb/uQiO5lrCsrboyu+RuKl4kJ/tw9ae8qoezLLjeVqs3Z6xWhZ8Tnu2VyIb2mrya4VsZc7GKtLG+cS19MEzDQTeIqFdlgRcP7llVYUPQOnA0TVcrS1asGxzVdMAtvchCJyVJ26XC1atto29E66VpYBTuN4bR7yS6NlZel2MY9dt1O7a00eNq71OcZRZPWv4RDaTtycRkU/enG0eH57mw6MHIHWOReLHYCW3GpTTFlmk9193k2YZh/2QOvExWKUBA+kGvRW0+kzJUiq9aGtQXKn+b5Vew605tpptqxweb/DvO9nhU9E609LHwHh7cEhUbqsc4+24kj/48ejilbZJizvTJjc2tecZ62Y4FunYMWw8XRSCZ4XrT2006wfV5CWd1wPdo2xCpgWoSQN8e4vuYVUkZ1uRctqdiYdt1sHh1gFrazyQ/RlGcyjq/hNpkX0ZZ8lMfl90k+PGd/4CXstSXhxqeKvbkPLidQnHbefW42bzWRodXhhcdkMYr2O359Y/MIKwnsMxbMoZeQoGQBC5hb0Fsnyeo4taLGaSD3ouP0tn0JjHq1SOx0V3NJ5ojr1Zt1K7q3UxUhpZ1n3MV5eg675NGfr+69ynk/GxS7oNjfyyjfUCJufgMIX6ysi9aDjzn5JPEOrL7TTaX7e3d56ElswuJKdVlSKFkhz2/A4B+tl4RTbKgIE2GEJmCJ3zF1lZSwszdlGEYBw3lrc16nvxttMPDkCDOtFr1UquYNIPei456YzGMQ+106n0ZZfMODZ0t16fo5JQKoTW3FNzCQLR4O5V0x5bC8NUhfce/eApRU2Sbqk/VydZ0ticrObeGW/cerZKoPvhZI7iNSDjjssDFmoo99+W/uJ8XD2892bh9+9evgsVpM+v/nqzcN/3MOPX/1qMu+TLJzbTRWI7d6LxVtf++tfvSEVTwI/hrN/MUV9J243fby7e/vuv36v2jvbF5Xi8lzJHUTqQccdDOJCHX3/ZRWtcPYb+Pvv39NVpfffvybuwYdf/HqyajEgC80rYe12Jql+69/525/X0CL34dN++frhA73p9Hj/+q9hr1o+N3OFkjuI1IOO2/+SeLKXtKKdTu8N+sger9c+GGvdTwZukoULq2IhdjScFWZyJnv8iCtoeS2vxv3YUgwtsMUIMVdyTyL1oON2wQeFZ2iZd2TDrASSV+OunKy0vnyShRNlimV8rb7PakbEdYEULH0tf7aRtSCrHCEWSu5JpB419lZAPQs+uHhVkuDHEaLXTqs1+7TWU48jkCALl30+QhyL8IIwt0k2YokjRI/n0MjKIgtsdzR+a9OQZdAwKrg5uI4fAagG4+c1QPDcNI6ZTLxvP3S9qXJPR4smjqbXyJWEpGntFpjVQK64TNH7GHuArb+6HFrZFG2YQ9xz27gVOFxo54x9oUYXUzcXZeLdbU4ZPhFaqcJja5BrKb7YOT9dqtHn3Ry/lpvoStEyFZ43UE07vWKTuFUBLPFMjY4K9e5wPTfRlaKlO5Dv0oOu6Ye86irkVBaxYC1OFWk/lGzpgmi5GRIr0XbaaXpd1a02/IiDW3hRKYvBzVxuVwFdZj3NC0bruMViOki00x4t15NYZamYXy5W7c9kuBz3zYM/BK39ldxLq1dTdV9J0ocJ8fXpOv2Xn/4PoKtEBjG/7S4AAAAASUVORK5CYII=)

1. ***COUNT( [ALL | DISTINCT/UNIQUE] expression ) // Counts non-null data in***

***// the columns.***

1. ***COUNT(\*) // Counts total number of rows in the table, it includes blank***

***// (NULL) rows also.***

![Description of count.gif follows](data:image/png;base64,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)

1. ***APPROX\_COUNT\_DISTINCT(expression)***

![Description of approx_count_distinct.gif follows](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATEAAAAbCAAAAAAxTudQAAAE2klEQVR42u2Zu60uNRDHJwGRmgRiSwQQICQHN0AicgtuwTFEbmErQHIL28IGNOAW3MK04Dt+rF/r3Q8EBOfTdfKds7b/6/l5ZvxYCF/KPyvwBcG/JHbAxynjyJ01Epg0Oy4NTdVzic39srm/VbsSOz5I2cahm2R/pMKPBQCZqieJPUE0C2APaldiHyU6hpE6AaY4y05/zo6xMbatfSk4BcLNz5racVF7D2JH7wpoQAwtUYL090I7Azsps713N4FvRwz5aNQ+RpqB7VGJiPZehpw/qb0FMQ1uTkNH39C8kEIm7jpfHzwRwzQ3cU3h7vrrFYAiZ5eaGsk6KEdLTIz8sxrO12SxkBcseb6eijhyA4w9KKTyOhh7yNLVZa2xaxtp5wTGnW5y6zLLwOygVsB2bwp/k5hlsrQwavzdBM3LhrgxpB4+HOwclGeWFibdqhsxfr4OxtfvPINVJqBWXSOAzNKzjWrE1LWN1LD6UFYE1es2OF47rAF/UUPRgB5rYmhGYmoD7MY//hqd4oG6aBlEnaL4gJwTa3UjJu2aWJIqwgg9MZUhJ83A9xWx6M5S1jk+x+FTMo8GdbUPxeXkP6rpYwi2YK/EhB6IsTTKJTEW8pLsRHQr3byWl7mq1Y3YwW+I+VxRF6j6Jh9HClVzRUxTzm8hVW0MzBSD8l/Fe0CjkTRgD+nvALqmB3NV23W1Sp9qU1TSs47YroLWN1F5+k5+CvvFpFrdiAVysiWxMg8bMGUHYmQjVok1MTLyr/Z6UdlmTyGDfN06GI2oDbKdki7QLJBxoNzQflTzNSyVCBUZmL78/v3P3QpkKZPl5By3M/0vzX1HTHd584nYIR+JBb/JpNSIITMPxPKYf/kO8Fptfi0G/VQzWlwAkJNNPLsUstB6mlPt2/asyVW132J2GcoPX7eXsojGzQxyspZdVB7M1sRfIki5RVRS5bGOSpF4JgxsIBYsRWbRNHYmlof8Y3fA7Ih9KgZ9VQmURRgjLbDddGZiuf0nWM1PVfvGT2ulZX/WB473qXvyHtZlfkr7csz8vquOG5GkFe2X68wfTQjMnw/6jClUyfzI3DIqLfzR1sUuQGQ16MxtcVrxCEbSmyI1Sp+tfY674Fin1qrzQk1qbspj9KRbs+M4rVgTg7Z9sDzvMErs02LhiWGtNpRbnNhyP74iduTdRWyIWk/EDppzz2nHouQyj1mw2Lb0besv1GliTRkpj0lK+zGBcY+dN5TcTsB6tZbHmtq0VpI/NGJpNccYFSsf8+cWFZltU5pPsTz5WdnBxhWKb6WfvRCLO9gyDmrINE7EgoK8K041V2Lx7Vxf18rEKRpUrI3/6bhDpnDwjHIgMNPJFU5xA8TVda1sau9xSlJtq2napVWlyPD1taBt7VXdKpn9qvYfEsup0f1PzR+Jdbv609VVW/EcqJfE+oNlUxPt3IrvdRLvTo7lXDlcN/TbxRuzFXPdprSoWbu8vHiLu4v5dmK8iwiCvTiK2+E6yD2rvceNohmMpMXHjYdGtj/d9RiQ07G8v3ad1d6DWLx2dc3gGRAZrW7d7OCXW27TXelubFJ7k3v+aHf8LuSs4Ss6Zv3ZKH1gWnxJaWpX1m/z9Q3LxzUmlxHoyPZVYXLDZaTeqs3E8Pg45YrF7v7JK+389e2x+Y3aZ6pOVCunXWg0AAAAAElFTkSuQmCC)

1. ***MAX(expression)***

![Description of max.gif follows](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAloAAABPCAAAAAAWtDQ3AAAMZElEQVR42u2du4oluRnHv3DMMmA5c2QQS3sdrDFTgRfGZjtQsHgyg6AjM8EgJlmYxWBFiyNDsbEZ0CtUMjhWMPMA9Qr1CnoFWbfSparOrU+d7jrdEkyPTtU5Vbr8Svr06S8V6BpquEiAWgQ1PG20CKwSaoVWtGZoMXl+aCtaFa05WnyFi8iKVkWrolXRqmjV8GTQstZ4I33SFAVgypv4xB6AdkyzbAB3ejxV0apoHYGW+dfhwUUo14rRMZkWLRw+DFhqiWSZg4pWResQWpozT5KJKsjRIsJ/YPb7La9oVbRORGvALoK6/KBFS/oT2jZrsxxUtCpaB9EKTVYLiIoCLW2aLSjSXdGqaN0DLT20BHiBliQVrYrWKW6D20mH2LiINdMlKtDSWMYOsZ/ZWp9UrdKKVgptA+TPEzOee5JUOJChJYgz40X4VonWa8C8VmpFy4eBWC9W2SHK4HxgTGlOS7Q0tn96ZJ0Pw7xD7EnT12qtaFnfAuITW8u6THsdXaZUTdAS7kOH/bfmtlaLKlsVLe28oiVa51hsEDrYWq8VLdP4qNXRWudiNVw5WqzV66MlSa3YipabiF4brSrLrmil+6+L1refa80+e7TIRdDistZsRauiVdGqaNVwnWitulisovVM0VLtHK1erhIqWs8crYbN0Fo3VLSea4eYsVXRqmitBNVn1299uvkh9GCvL3KbD7/4q/8v3OXLUGv6SaOlGIa/cRduX7z3kVcXudP7O3/1n/x//A4hWul6umh1iI9qFxF1Lw/VIQ4ctbW2nyhaAsf6TmQ9oK3VN1UP8TTRGhJOCvePMUJU6GqN+0FWtHaHHe7201ym5By0dIcfpYhP9wZPstkLDtCwdgdf5vRKDmd7ay52aHRlyxp7etgcWjtuFNE6Zn8tdh5aUcHzwGidunVYmU1luEKEU2zqfVjq5wEwbdfxOMuWIEPxjts0jNvTXG0LrV3qvJPmEPmZaLFHseRPnh4tsikxcF/VSqD5UIQD7tZdIDcs3aZFSKgwHgIsN4VWyzeAVsuuDi0B2QIlRaHMgWqObkNOcRJRIOVVmV/8EmHvtoTWLv/4Hy6C1t2X5aaTXxtaA6KTRqqoVXqhkUkHxW0FFM2YIkhdAVrjtiDrogXqiaA1q8QmP9DCpXr4AuEBkelon14BWrSblz9mKWVwH7T6HUPBR0fL9CXWUHGrvjX0OiiB7J/MIZOy2aYaDu7mAbHdVb5UsXK5jg/Ve44wQf75F91CuraLVktn5d8jdCZanG4TLbffnGmnHfp2LwtIlZAtnkzZJM3MKOWQdYfD4YqF+9V7jjDw0bJL5NHto6VwN0Wr5bg/C61+V5E/PFp9l2fN7Tdnd6WzCQy708VMwiSbIqtU84lHM8gWjrKlhri+GFqaNWP6JYx1x2Ilcrx9tMzD20/QIj3j56Clml0WyCOghUSWNb+9DvaboZCuRAuV2bTCoz71O7FWFYhw3cHFPHgI2d0SOZj/fFxDZ/7Sltj+1jR1CVIfh/gjd38f5wiYin3emP60G3/HkmGvto+WyVVbooW0aM5Aq9v9MD9Ch2jqZmHrMMEMIsrvb2EqGkrvjM+mYUtAbH6TG9NvxWOu69svX2S9Mr8BZiccfNyMZKhrHe1GGZypIfQOOsQh/silCPUDtacUG5MR2ipzHxr7wSHGepBXgJbum4a1aX8t82gMMCyjdXvAmfxJ8GaPQ+9B0VJfXJI+vvz9HC2FdUdT7gJhk2x+uvnr0gZ15H247vd52QzEj4shxO3+iVo2YW9hU5z9kFrOfgi7mCW0bENn90hQsaeDf4X7fM0XUgEfQ5F/3jJabnrqj3mDDSCW0XrN94cPOyfaHhitnmIIYrFvXs47RNMI8VYXHWLWBo3ZvP3VIlpBi/bNbyIFHSE8bOMDIW57QTnuUgbzCofiR7prDFzla45gvM9Xi2iNUrhvgezw2m4CraJDxGHceMYI8dHR4qjtozl8OzfjNRfNoCdmvJxkU6AfF9Hi4br/jvYOUnGHKAhxaz9x68iHcGycdQ5xyH6k7K2lP6LGVAzBzjPpp/NUqKxDlBT3V4HWQF1XftVosTSPzBo1dz64Deb0AbQE6tPYTDeqdAWY66azxmpiES0fNx+Gxm2yr4wNxsI2d/aHPg7jj1CnmX25g8Te1iJxJDqE+3A0t7Uk9IV5K68BrdYN76yhGb2JcGVojRs7WT4MEnOXaXQcjC7TZJ6nEaJpClTytscRogdKWtSieSbMyI75y0CIu11f7fnGHDcMoXE0GeIw/sj810KPrcvWnEpzhR4oe58uDibSCJHDrhxvuUPcd5GrQGsqOTxjogfHuuzio5eG/c2B4iDn7I6I48WH6ALh0RdCJ7emvKL1EI0W1WuhRdN0y3isSc7K/VOISk3cmie9jDSfRIzzSckLMXXwKKhoPURW+WpoZfPAYQ6xmDfeO9Mjk0f1HiPcXPowIiziBefShwVLfk20pHw2aMk9dUrkamjN5oGLKjdd76W2PywEFjOEF2anqTiIljxeRs2n9UYAml3S6k2jNXROmVsGRHi3DJDqON5z+lath5ZpH/JalLhsLjq4yE7mfVM62xUqbtMuaGreyyPQOlZGXa69Ctppq+Be9KBtGK0gPu/K7Hna2EJeOmRXJ9jTy0sbiV4RLUUygSeHab9j0rK+ZGsuUTYjyORByVO0r37naB2bgKLErEQ7VtTSVMt20Uri83lrtpAXq+7tRxfc4kKIVdFysnQ7x9AL01TOn1qTnGb/FMSJRdSyxduYkrAdkjmNUHdc07EOWjQH2TRg4nS0Vl0sdgJafG+fYvLCJ56FvKky1T4cRuvMxWKDqWwnFqTLS+AohjVDwxZvI4PJ0LBBPyBa01EwmRf4u/8e6N6P6oTPNCy+3M0rBvjxo3Bn0RZpWBJ6Nuo+WdubTSX5vnU7Soq1FovtawGGbvfpn/9zEbRm5bswciFbWP+r0PzIwYawGGh3U9NmdmDRxfP0Q0dPQcu3y+49Xs4r3LmZzVjQCa3USI37hXSzLhE28TY5PG1N93qGZr6lRGKSic+u8DzfhzDgk9CC8W9QqxMDGBbzVis9uLFUp3MQj7QmfuZ9mTpMjhlfZV6cOJ2WZOJqegn6PHctmc9QF2iJSavVufFTVKv3MAhcdoildlqkGVbHYt/Hp30b+2Fke5roVs1mWXeVmstW14/ZsiHZun6er1XxIXqeb/vM8h32qs3L1sqxc7SsppZ3ENXqmuVLKj1ahXY6lbeX3o6bHanNPMltsrGZFSWQ9CwAU7xxDwEQu3oYor6EjCKX7PtJBOD1vSxceEDPda9LynKOpq2WOZaj1Td2uANRrV7a62TUaLPYOSQBd1gw4NmSmG7mSebJK2NoiLOsQRaOW8accoqzbDUN94oUk5nMcdikIaRObLVIPFOytErvOPVslc73Tzd/yYWNWBmbAqJa3TRpmckUNdpf84XeNWinf3pJ7169/FluJ/zy25s37z656JvfxdFGkIV3yI5SiBtLQjYK/DFkJnNEQLLX/IXf4H+8ubn5KJ9vePfy1d0/A0d/t3KyIty+yNFiXcf9UiOnVjcNFU42K5lrp3O0vHb6w6/Rd3cf+KbC3e2ffOQtRCtxFJy4hZ3ukcsyI0Nm3r7IptYytMar3fzwlj/r8OHuu+8DR18NkxGiQB9ztDrGpW28tFerS6xEJiAaNdpJOw2Zc0dkve42g+nLYwcXZOHS+VGIG0tDNkSM32/naIl4VtcQOeqnI0Qrx84LDxuqIKrVG1F4s0aNdhpmJRvZjxq3TlZaXx5k4WSw83cm7cbkSgURFhLb77MFWwtXspbIKkeIuNclWtSurBnV6s6Ul1Eo7dDy2ul+NkL0uPENk6WJyNaXe1l4z/IRYvymB4qLEbJyhEjoeLUaEkd6lYmetEA8Crg1vY43iwtYmpWcFMGQusHkZ0kycagbOy+HNeYQk0uCRNckv5LnqzlcJtkkYh8paxJt9aUtl0MrTdGOc4jHbRu3gSDh4FKUiRrd5zDKxI/bxayidU+0jtFObzVwOCDUmarRm51NWg0XQEuhQozZXtGTrPD+F6y0aKpGz2cWFL2eh+g60TpCO71dtpZVyDvzIjIBb4eqDX9ptJx2mrVSSU6XtdMbDh1aXJ3jlvks5MXg1piv29OXWU/zdNG652IxGSTaDbs640MtLBULbxVZzIvwX0ekvqvsFLTU8bORs+dcSXnFL1g6SYg/SFnfr3gg/B9/8C3XV4zKkQAAAABJRU5ErkJggg==)

1. ***MIN(expression)***

![Description of min.gif follows](data:image/png;base64,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)

***Group by***

***Rules***

* ***GROUP BY clause does not support the use of column alias, but the actual names.***
* ***Aggregate functions cannot be used in a GROUP BY clause.***

*SQL> SELECT \* from DEPT group by deptno, dname, loc, walletid;*

***Window Functions***

1. ***rank() over([partition by cols] order by cols)***
2. ***dense\_rank() over([partition by cols] order by cols)***
3. ***row\_number() over([partition by cols] order by cols)***

*SQL> SELECT \* from (SELECT row\_number() over (partition by job order by job) as "R1", emp.\* from EMP) where to\_number ("R1") = 2;*

*SQL> SELECT row\_number() over (order by null), ename, job, sal from EMP;*

*SQL> SELECT job, sum (sal),* ***dense\_rank() over(order by sum(Sal)) r1*** *from EMP group by job;*

***Obtain a cumulative salary total, row by row, by department***

*SQL> SELECT ename, job, sal, deptno, sum (sal) over (partition by deptno order by job, ename) as "R1" from EMP;*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **ENAME** | **JOB** | **SAL** | **DEPTNO** | ***R2*** |
| MILLER | CLERK | 1300 | 10 | ***1300*** |
| CLARK | MANAGER | 2450 | 10 | ***3750*** |
| KING | PRESIDENT | 5000 | 10 | ***8750*** |
| FORD | ANALYST | 3000 | 20 | ***3000*** |
| SCOTT | ANALYST | 3000 | 20 | ***6000*** |
| ADAMS | CLERK | 1100 | 20 | ***7100*** |
| SMITH | CLERK | 800 | 20 | ***7900*** |
| JONES | MANAGER | 2975 | 20 | ***10875*** |
| JAMES | CLERK | 950 | 30 | ***950*** |
| BLAKE | MANAGER | 2850 | 30 | ***3800*** |
| ALLEN | SALESMAN | 1600 | 30 | ***5400*** |
| MARTIN | SALESMAN | 1250 | 30 | ***6650*** |
| TURNER | SALESMAN | 1500 | 30 | ***8150*** |
| WARD | SALESMAN | 1250 | 30 | ***9400*** |

***Cursor in Select command***

*SQL> SELECT DEPT.\*,* ***cursor (SELECT \* from EMP where emp.deptno = dept.deptno)*** *from DEPT;*

*SQL> SELECT location.\*,* ***cursor (SELECT dept1.\*, cursor (SELECT \* from EMP1 where emp1.deptno = dept1.deptno) from DEPT1 where dept1.locationid = location.locationid)*** *from LOCATION;*

*SQL> SELECT count (\*), DEPT.\*, cursor (SELECT EMP3.\*, count (\*) from EMP3 where EMP3.DEPTNO = DEPT.DEPTNO group by EMPNO, ENAME, JOB, MGR, HIREDATE, SAL, COMM, DEPTNO, WALLETID, TOTAL) from DEPT group by DEPTNO, DNAME, LOC, WALLETID;*

***Count Records in table***

*SQL> SELECT count (1) from EMP;*

***Type’s of Lock***

**There Are 2 types of Lock**

* SHARE
* EXCLUSIVE

**SHARE: -** SHARE permits concurrent queries but prohibits updates to the locked table.

**\* Eg.**

**Lock table EMP in share mode;**

**EXCLUSIVE**: - EXCLUSIVE permits queries on the locked table but prohibits any other activity on it.

**\* Eg.**

**Lock table EMP in exclusive mode;**

Note: - If an arithmetic expression contains more than one operator, **multiplication and division are evaluated first**, if operators in as expression are of the same priority, then **evaluation is done from left to right**

**1521, 1810, 2481, 7778.** These are just a few of the port numbers Oracle uses in networking.

* ***D:\app\infostaff\product\11.1.0\db\_1\sqlplus\admin\glogin.sql*** (Login.sql file)

***SQL> SVRMGRL***

***D:\> LSNRCTL***

***Demobld7.sql for EMP, DEPT etc. tables***

*Note: - Total number of Primary key given in table is on* ***32 columns***

*Note: - Nested group function without* ***GROUP BY*** *will not work.*

**\* Eg.**

*SELECT* ***max (sum (sal))*** *from EMP;* ***(error)***

***Order by clause.***

*SQL> SELECT* ***distinct (job)*** *from EMP order by sal;* ***(error)***

*SQL> SELECT ename from EMP* ***union*** *SELECT dname from DEPT* ***order by dname;******(error)***

***Rules of Precedence:***

* *Multiplication and division occurs before addition and subtraction*
* *Operators of the same priority are evaluated from left to right*
* *Parentheses are used to override the default precedence or to clarity the statement*

**\* Eg.**

*SELECT* ***12 \* 5 + 100*** *from DUAL;*

**O/P: - 160**

**\* Eg.**

*SELECT* ***12 \* (5 + 100)*** *from DUAL;*

**O/P: - 1260**

***Data Type***

* *A* ***char*** *value can contain up to* ***2000 bytes*** *of* [*data*](http://www.orafaq.com/glossary/faqglosd.htm#Data)
* *A* ***varchar2*** *value can contain up to* ***4000 bytes*** *of* [*data*](http://www.orafaq.com/glossary/faqglosd.htm#Data)*,* ***and in PL/SQL 32767***
* *Date data type used to store* ***date and time*** *values in a* ***7-byte*** *structure.*

***SQL Statements***

|  |  |
| --- | --- |
| *SELECT (pick out, choose, take)* | *Data query language (DQL)* |
| *INSERT (to put, to place, Include)*  *UPDATE (adding new information or making corrections)*  *DELETE (to strike out, remove, cancel, erase)*  *MERGE* | *Data manipulation language (DML)* |
| *CREATE (to develop, to build)*  *ALTER (to change, to renovate, to recast, to revise)*  *DROP*  *RENAME*  *TRUNCATE*  *COMMENT* | *Data definition language (DDL)* |
| *COMMIT (to act, to carry out, to complete)*  *ROLLBACK (to undo, to reverse an action)*  *SAVEPOINT*  *SET TRANSACTION* | *Transaction control language (DTL / TCL)* |
| *GRANT*  *REVOKE* | *Data control language (DCL)* |

***Capabilities of SQL SELECT Statements***

***Selection: -*** *You can use the selection capability in SQL to choose the rows in a table that you want to return by a query. You can use various criteria to restrict the row that you see.*

|  |  |  |  |
| --- | --- | --- | --- |
| ***EMPNO*** | ***ENAME*** | ***JOB*** | ***HIREDATE*** |
| *1* | *Saleel* | *Manager* | *01-Jan-95* |
| ***2*** | ***Arati*** | ***Sales*** | ***20-Dec-94*** |
| *3* | *Snehal* | *Manager* | *21-May-97* |
| ***4*** | ***Rahul*** | ***Account*** | ***30-Jul-97*** |
| *5* | *Ketan* | *Sales* | *01-Jan-94* |

***Projection: -*** *You can use the projection capability in SQL to choose the columns in a table that you want to return by your query. You can choose as few or as many columns of the table as you required.*

|  |  |  |  |
| --- | --- | --- | --- |
| ***EMPNO*** | ***ENAME*** | ***JOB*** | ***HIREDATE*** |
| ***1*** | *Saleel* | ***Manager*** | *01-Jan-95* |
| ***2*** | *Arati* | ***Sales*** | *20-Dec-94* |
| ***3*** | *Snehal* | ***Manager*** | *21-May-97* |
| ***4*** | *Rahul* | ***Account*** | *30-Jul-97* |
| ***5*** | *Ketan* | ***Sales*** | *01-Jan-94* |

***Joining: -*** *You can use the join capability in SQL to bring together data that is stored in different tables by creating a link between them.*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| ***EMPNO*** | ***ENAME*** | ***JOB*** | ***HIREDATE*** | ***DEPTNO*** |
| *1* | *Saleel* | *Manager* | *01-Jan-95* | ***10*** |
| *2* | *Arati* | *Sales* | *20-Dec-94* | ***20*** |
| *3* | *Snehal* | *Manager* | *21-May-97* | ***10*** |
| *4* | *Rahul* | *Accountant* | *30-Jul-97* | ***30*** |
| *5* | *Ketan* | *Sales* | *01-Jan-94* | ***20*** |

|  |  |
| --- | --- |
| ***DEPTNO*** | ***DNAME*** |
| ***10*** | *Purchase* |
| ***20*** | *Sales* |
| ***30*** | *Account* |
| ***40*** | *HRD* |

**Parent Child Table**

|  |  |
| --- | --- |
| ***Parent ID*** | ***Child Id*** |
| ***1*** | *2* |
| ***1*** | *3* |
| ***2*** | *4* |
| ***2*** | *5* |
| ***3*** | *6* |
| ***3*** | *7* |
| ***3*** | *8* |
| ***8*** | *9* |

**Arithmetic Operators**

|  |  |  |
| --- | --- | --- |
| ***Precedence Level*** | ***Operator Symbol*** | ***Operation*** |
| *Highest* | *( )* | *Brackets or parentheses* |
| *Medium* | */* | *Division* |
| *Medium* | *\** | *Multiplication* |
| *Lowest* | *-* | *Subtraction* |
| *Lowest* | *+* | *Addition* |

***Join Types***

***A join is a query that combines rows from two or more tables or views.***

* ***Cartesian product Join / Cross Join*** *(Table with less record in the table will be compared with the records with more record in the table.* ***To prove this use autotrace on and rowid (block) of the rows in the table.)***
* ***Equiv Join / Inner Join (Simple Join)***
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* ***Outer Join (Left, Full, Right)***

*Note :- outer join operator (+) not allowed for* ***[ OR or IN ]*** *operators.*

***LEFT OUTER JOIN:*** *(To write a query that performs an outer join of tables Table1 and Table1 and returns all rows from Table1 (a left outer join), use the LEFT [OUTER] JOIN syntax in the FROM clause, or apply the outer join operator (+) to all columns of Table2 in the join condition in the WHERE clause.)*
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***RIGHT OUTER JOIN:*** *(To write a query that performs an outer join of tables Table1 and Table2 and returns all rows from Table2 (a right outer join), use the RIGHT [OUTER] JOIN syntax in the FROM clause, or apply the outer join operator (+) to all columns of Table1 in the join condition in the WHERE clause.)*
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***Eg.***

*SQL> SELECT col1, col2, col3 c3, col4 c4,* ***nvl2 (to\_char (col3),'True','False') col3, nvl2 (to\_char (col4),'True', 'False') col4*** *from* ***TABLEA LEFT JOIN TABLEB*** *on col2=col4 order by col3*

* ***Self Joins*** *(A self join is a join of a table to itself. This table appears twice in the FROM clause and is followed by table aliases that qualify column names in the join condition. To perform a self join, Oracle Database combines and returns rows of the table that satisfy the join condition.)*
* ***Natural Join*** *(A natural join offers a further specialization of equi-joins. The join predicate arises implicitly by comparing all columns in both tables that have the same column-names in the joined tables. The resulting joined table contains only one column for each pair of equally-named columns.)*

|  |  |  |  |
| --- | --- | --- | --- |
| ***Table A*** | | ***Table B*** | |
| ***Col1*** | ***Col2*** | ***Col3*** | ***Col4*** |
| *1* | *2* | *5* | *7* |
| *3* | *4* | *3* | *8* |
| *5* | *6* | *1* | *4* |
| *7* | *8* | *8* | *7* |
| *9* | *10* |  | *10* |
| *11* | *12* |  |  |

***What will be the output of the following?***

* *SELECT Col1, Col4 from A, B where Col1= Col3;*
* *SELECT Col3, Col4 from A, B;*
* *SELECT Col1, Col4 from B, A;*
* *SELECT \* from A union SELECT \* from B;*
* *SELECT Col1, Col4 from A, B where Col2 = Col4;*

***The UNION [ALL], INTERSECT, MINUS Operators***

*If a SQL statement contains multiple set operators, then Oracle Database evaluates them from the* ***left to right unless parentheses*** *explicitly specify another order.*

*The output in sub sets will be in* ***ascending order always****.*

*SQL> SELECT ename from EMP* ***union*** *SELECT dname from dept* ***order by dname;******(error)***

**Eg.**

*SQL> SELECT 2 col1, 'y' col2 FROM DUAL* ***UNION*** *SELECT 1, 'x' FROM DUAL* ***UNION*** *SELECT 3, NULL from DUAL ORDER BY 2*;

COL1 C

---------- -

1 x

2 y

3

**Eg.**

*SQL> SELECT COL4 from TableB* ***intersect*** *SELECT COL2 from TableA* ***minus*** *SELECT COL1 from TableA*

COL4

--------

4

8

10

* ***Outer Join (Left, Full, Right)***

*SQL> SELECT \* from EMP* ***left join*** *DEPT on EMP.deptno = DEPT.deptno (+);*

*SQL> SELECT \* from EMP* ***right join*** *DEPT on EMP.deptno (+) = DEPT.deptno;*

*SQL> SELECT \* from DEPT d* ***left outer join*** *(SELECT deptno from EMP where deptno=10) s on d.deptno = s.deptno;*

*SQL> SELECT \* from DEPT d* ***left outer join*** *(SELECT deptno from EMP where deptno=10) s using (deptno)*

* ***Natural Join***

***NATURAL [ { LEFT | RIGHT } [ OUTER ] | INNER ] JOIN { TableViewOrFunctionExpression | ( TableExpression ) }***

*SQL> SELECT \* from DEPT* ***natural left outer join*** *EMP;*

***Data Types***

|  |  |
| --- | --- |
| ***Data Types*** | ***Size*** |
| *char* | *Size optional 2000 char* |
| *varchar2* | *Size compulsory 4000 char*  *32767 char in oracle r12c* |
| *number* | *Size optional (default size 38)* |
| *number****(\*,1)*** | Oracle guarantees portability of numbers with a precision equal to or less than 38 digits. You can specify a scale and no precision: |
| *int / integer* | *Size not to be given (default size 38)* |
| *float* | *Size not to be given (default size 126)* |
| *dec* | *Size optional (38 auto roundup)* |
| *double PRECISION* | *create table t(c1 double PRECISION);* |
| *date* | *Size not to be given 7 bit*  *(century, year, month, day, hours, minutes and seconds)*  *Jan 1, 4712 B.C to Dec 31, 9999 A.D* |
| *timestamp* |  |
| *long* | *2GB* |
| *user* | *Size not to be given* |
| *rowid* | *Size not to be given* |
| *simple\_integer (PL/SQL)* | *Cannot be keep null (Assign value).* |
| *natural (PL/SQL)* | *Nonnegative* |
| *naturaln (PL/SQL)* | *Nonnegative Cannot be keep null (Assign value).* |
| *positive (PL/SQL)* | *Positive* |
| *positiven (PL/SQL)* | *Positive Cannot be keep null (Assign value).* |
| *pls\_integer (PL/SQL) Range 1..100* |  |
| *SUBTYPE x is varchar2 (100);* | *y x;*  *x datatype of assigned to variable y* |
| *Constant variable* | *X CONSTANT NUMBER (3) := 2;*  *x CONSTANT NUMBER (8,7) DEFAULT 3.14;* |

***Tablespace***

* *OnLine*
* *OffLine*
* *Read Only*
* *Read Write*

***OffLine: -*** *Making a tablespace offline prevents (SELECT, INSERT, UPDATE, DELETE, ALTER (DROP, MODIFY),* ***ALTER (ADD, RENAME) will work****.*

***Read Only: -*** *Making a tablespace read-only prevents updates on all tables in the tablespace, regardless of a user's update privilege level.*

a) *Create tablespace InfoDataFile*

*Datafile 'InfoDataFile.dat' size 1m* ***AUTOEXTEND ON***;

Note: - The integer can be followed by **B, K, M, or G (indicating bytes, kilobytes, megabytes, and gigabytes respectively).** Byte is the default.

b) Select tablespace\_name from DBA\_TABLESPACES / USER\_TABLESPACES;

c) Alter tablespace InfoDataFile offline / online (Lock Tablespace) / (Unlock Tablespace)

d) Select table\_name, tablespace\_name from user\_tables; (see, Where Table Is Stored)

e) Alter tablespace InfoDataFile ADD datafile ‘InfoDataFile2’; (Add’s new datafile to existing tablespace)

f) ALTER TABLESPACE my\_space RENAME TO your\_space;

**\*** Create user sharmin identified by sharmin default tablespace InfoDataFile;

**\*** Alter user saleel default tablespace InfoDataFile (To attach tablespace to the user)

**\*** Drop tablespace info2; (If, ‘USER’ is dropped [using cascade option] the tablespace is not removed)

**\*** Drop tablespace info2 including contents;

**\*** Drop tablespace info2 including contents cascade constraints;

**\*** Drop tablespace info2 including contents and datafiles;

**\*** ALTER TABLESPACE InfoDataFile READ ONLY; (To make the tablespace Readonly.)

**\*** ALTER TABLESPACE InfoDataFile READ WRITE; (To make the tablespace Readonly.)

**\*** DBA\_TABLESPACES / USER\_TABLESPACES (Oracle Data Dictionary)

***Exporting files (CommandLine)***

**\*** Exp saleel/sharmin@orcl file=file1.dmp tables = (saleel.emp, saleel.dept)

**\*** Exp saleel/sony@orcl file=d:\file1.dmp tables=saleel.emp query=\ "WHERE job='MANAGER' \"

***Exporting oracle data into Excel files***

SQL> Spool emp.csv;

SQL> Select EMPNO || ‘,’ || ENAME || ‘,’ || JOB from EMP;

SQL> Open emp.csv in Excel.exe

***Importing FILE (CommandLine)***

**\*** Imp saleel/sharmin@orcl File=file1.dmp fromuser=saleel touser=saleel rows=y

***Importing FILE from Excel***

**\*** Create an Excel File in “C:\LoadData.csv”

**\*** Create a CONTROL File in “C:\ ControlFile.ctl”

In that

Load data

Infile ‘c:\ LoadData.csv’

Into table <Table NM>

Fields terminated by “,”

(Empno, ename, job,...,)

**Execute .CTL file**

**\*** C:\> sqlldr Username/Password@hoststring control=C:\ControlFile.ctl

***Connect by***

*SELECT* ***sysdate + rownum*** *as "New Date" from* ***DUAL connect by level <=10;***

New Date

------------------------------

29-Mar-2011 15:40:54

30-Mar-2011 15:40:54

31-Mar-2011 15:40:54

01-Apr-2011 15:40:54

02-Apr-2011 15:40:54

03-Apr-2011 15:40:54

04-Apr-2011 15:40:54

05-Apr-2011 15:40:54

06-Apr-2011 15:40:54

07-Apr-2011 15:40:54

10 rows selected.

*SELECT to\_char (sysdate, 'hh: mi: ss’) as "R1",* ***to\_char (sysdate + rownum/24, 'hh: mi: ssam’) as "R2” from*** *DUAL* ***connect by level <= 24;***

R1 R2

------------ ----------------

02:38:32 03:38:32pm

02:38:32 04:38:32pm

02:38:32 05:38:32pm

02:38:32 06:38:32pm

02:38:32 07:38:32pm

02:38:32 08:38:32pm

02:38:32 09:38:32pm

02:38:32 10:38:32pm

02:38:32 11:38:32pm

02:38:32 12:38:32am

02:38:32 01:38:32am

02:38:32 02:38:32am

02:38:32 03:38:32am

02:38:32 04:38:32am

02:38:32 05:38:32am

02:38:32 06:38:32am

02:38:32 07:38:32am

02:38:32 08:38:32am

02:38:32 09:38:32am

02:38:32 10:38:32am

02:38:32 11:38:32am

02:38:32 12:38:32pm

02:38:32 01:38:32pm

02:38:32 02:38:32pm

24 rows selected.

***SEQUENCE***

**\*** *CREATE sequence S1*

*start with 5*

*increment by 1*

*maxvalue 10*

*minvalue 4*

*cycle*

*cache 2;*

***The cache option specifies how many sequence values will be stored in memory for faster access.***

*Note: - START WITH cannot be less than MINVALUE.*

*Note: - If MINVALUE not given then cycle will start from 1.*

*Note: - START WITH only for the first time will start’s then it starts with MINVAUE.*

***NOTE: - You cannot alter starting sequence number***

***EG.***

*SQL>* ***ALTER sequence S1 START WITH 1;*** *//* ***START WITH cannot be altered.***

***Session wise Sequence***

*SQL> CREATE sequence S1* ***SESSION****;*

***EG.***

*SQL> CREATE table TEMP*

*(COL1 NUMBER* ***DEFAULT S1.NEXTVAL,***

*COL2 NUMBER* ***DEFAULT ON NULL S2.NEXTVAL,***

*ENAME VARCHAR2 (10));*

***In PL block***

***EG.***

*X number;*

*begin*

***X := s1.nextval;***

*dbms\_output.put\_line (X);*

*end;*

/

***SYNONYM***

*CREATE SYNONYM statement to create a synonym, which is an alternative name for a* ***table, view, sequence, procedure, stored function, package, materialized view, Java class schema object, user-defined object type, or another synonym.***

***Syntax:***

*CREATE [PUBLIC] SYNONYM [synonym name]*

*FOR OBJECT;*

*SQL>* ***CREATE synonym E for EMP;***

*SQL>* ***CREATE public synonym E;***

***VIEWS***

***Syntax:***

*CREATE [OR REPLACE] [FORCE|NOFORCE] VIEW [ViewName]*

*[(Column Alias Name...)]*

*AS [Query]*

*[WITH [CHECK OPTION] [READ ONLY] [CONSTRAINT]];*

***A VIEW is a logical representation of one or more tables. A view contains no data itself. The tables upon which a view is based are called******base tables.***

***A VIEW is a predefined, named query stored in the database.***

*SQL> CREATE or* ***REPLACE******force*** *view V1 as SELECT \* from EMP;*

*SQL> ALTER view V1* ***compile;***

***user\_updatable\_columns*** ***/\* USER\_UPDATABLE\_COLUMNS describes columns in a join view that can be updated by the current user*** \****/***

*View with (****with check option)***

***Note: - INSERT, UPDATE AND DELETE on view (with check option given on view) will work only when the*** DATA MATCHES IN WHERE CLAUSE.

*SQL>* *CREATE or REPLACE view V1 as SELECT \* from EMP* ***where deptno = 10 with check option;***

*SQL> CREATE or REPLACE view V1 as SELECT \* from EMP* ***where deptno=10 with check option;***

*Insert with Check option*

*SQL> INSERT into V1 (empno, deptno) values (1, 20);*

*INSERT into V1 (empno, deptno) values (1, 20)*

*\**

*ERROR at line 1:*

*ORA-01402: view WITH CHECK OPTION where-clause violation*

*View with (with read only)*

***Note: - Cannot perform a DML operation on a read-only view.***

*SQL> CREATE or REPLACE view V1 as SELECT \* from EMP* ***with read only;***

***If a VIEW is created by giving following statement then***

*SQL> CREATE or REPLACE view V1 as SELECT \* from DEPT* ***where deptno=10;***

*SQL> DELETE from V1* ***where deptno=20;***

***0 rows deleted.***

*SQL> UPDATE V1 set loc='ABC'* ***where deptno=20;***

***0 rows updated.***

***0 rows updated message will come because the condition in where clause of DELETE and UPDATE is not matching with the condition given to create a VIEW***

***Replaceable view***

*SQL> CREATE or REPLACE view V1 as SELECT \* from EMP;*

*SQL> SELECT view\_name, text from USER\_VIEWS;*

*SQL> CREATE or REPLACE view V1 as SELECT \* from DEPT;*

*SQL> SELECT view\_name, text from USER\_VIEWS;*

***INDEXES***

An index is a performance-tuning method of allowing faster retrieval of records. An index creates an entry for each value that appears in the indexed columns. **By default, Oracle creates B-tree indexes.**

1. *Indexes are optional structures associated with tables.*
2. *An index is also a schema object.*
3. *We can drop an index without dropping the table it indexes.*
4. *An index can be created explicitly or automatically.*
5. *When we drop a table the corresponding indexes of the table are dropped.*
6. *A unique index gets created when we create a unique key or primary key in a table definition.*
7. *The name of the index is the name of the constraint.*
8. *Indexes can be unique or non-unique. Unique indexes guarantee that no two rows of a table have duplicate values in the columns that define the index. Non-unique indexes do not impose this restriction on the column values.*
9. *The presences of more number of indexes on a table decreases the performance of DML statements, because Oracle must make changes to the indexes associated with the table*

*SQL> SELECT empno from EMP;* ***// will use EMP\_PRIMARY\_KEY index file***

***Index Explicitly***

*SQL>CREATE* ***index*** *emp\_ENAME on EMP (ename)* ***TABLESPACE tSpace1;***

***Unique Index Explicitly***

*SQL> CREATE* ***UNIQUE******index*** *DEPT\_UNIQUE\_INDEX on DEPT (dname)* ***TABLESPACE tSpace1;***

***Invisible Index***

*SQL> CREATE index EMP\_ENAME on EMP (ename) TABLESPACE tSpace1* ***INVISIBLE****;*

Note: - An invisible index is an index that is maintained by the database but ignored by the optimizer unless explicitly specified.

*SQL> ALTER index INDEX\_NAME* ***INVISIBLE;***

*SQL> ALTER index INDEX\_NAME* ***VISIBLE;***

*SQL>* ***ALTER session set optimizer\_use\_invisible\_indexes = true;***

***Function based index***

*SQL> CREATE index EMP\_ENAME on EMP* ***(UPPER (ename));***

***Enable / Disable Function based index***

*SQL> ALTER index EMP\_ENAME* ***Enable / Disable;***

***Listagg***

*SQL> SELECT deptno,* ***listagg (ename, ',') WITHIN GROUP (ORDER BY ename)*** *enames from EMP group by deptno;*

*SQL> SELECT deptno,* ***listagg (ename ||' (' || job || ')', ';') within group (order by job, name) as "R1"*** *from EMP group by deptno*

***With clause***

*SQL>* ***WITH***

***A as*** *(SELECT sum (sal) as "R1" from EMP where deptno=10),*

***B as*** *(SELECT sum (sal) as "R2" from EMP where deptno=20),*

***C as*** *(SELECT "R2" - "R1" from A, B)*

*SELECT \* from* ***C***

*SQL>* ***WITH***

***A as*** *(SELECT max (count (\*)) as "R1" from EMP group by deptno),*

***B as*** *(SELECT deptno, count (deptno) as "R2" from EMP group by deptno)*

*SELECT deptno,"R1","R2" from* ***A, B*** *group by deptno,"R1","R2" having "R2" = "R1"*

*SQL> SELECT (****SELECT max (sal) from EMP****), (SELECT max (sal) from EMP) - sal from EMP where deptno=10*

***WITH clause for PL/SQL***

***EG.***

***WITH***

*function F1 (x number, y number) return number is*

*begin*

*return (x + y);*

*end F1;*

*function F2 (x1 number, y1 number) return number is*

*begin*

*return (F1 (10, 10) + x1 + y1);*

*end F2;*

*SELECT F2 (1, 1) from DUAL*

*/*

***Inline View Table***

*SQL> SELECT "R1" - "R2" from (SELECT sum (sal) as "R1" from EMP where deptno = 10)* ***TableA****, (SELECT sum (sal) as "R2" from EMP where deptno = 20)* ***TableB****;*

*SQL> SELECT rownum,* ***e.\**** *from (SELECT rownum as "R1", emp.\* from EMP order by job) as* ***e;***

*SQL> SELECT rownum, e.\* from (SELECT rownum as "R1”, emp.\* from EMP)* ***e where e.deptno=10;***

***Pivot***

***It is used to display the output in columnar format.***

*SQL****>*** *SELECT \* from (SELECT deptno, sal, job from EMP)* ***pivot*** *(sum (sal) for deptno in (10, 20, 30));*

*SQL****>*** *SELECT \* from (SELECT deptno from EMP)* ***pivot*** *(count (deptno) for deptno in (10, 20, 30));*

*SQL****>*** *SELECT \* from EMP* ***pivot*** *(sum (sal) for deptno in (10, 20, 30));*

***Case***

Note: - IN, LIKE, and BETWEEN SQL operators can be used with cases.

*SQL> SELECT* ***case when ename like 'A%' then 'data1' end case*** *from EMP;*

*SQL> SELECT deptno,* ***case when deptno in (10, 20) then 'data1' end case*** *from EMP;*

*SQL> SELECT sal,* ***case when sal between 1000 and 3000 then 'data1' end case*** *from EMP;*

*SQL> SELECT job, deptno,* ***case when deptno = 30 then******(case when job ='MANAGER' then 'Good' end)******end*** *from EMP;*

**Case in SELECT where clause**

*SQL> SELECT \* from EMP* ***where (case when :x = 100 and :y=100 then deptno end) = 20;***

**Case in UPDATE**

*SQL> UPDATE EMP*

*set job = case deptno*

*when 10 then 'a'*

*when 20 then 'b'*

*when 30 then 'c'*

*end;*

*SQL> UPDATE EMP*

*set job = case*

*when deptno=10 then 'a'*

*when deptno = 20 then 'b'*

*when deptno = 30 then 'c'*

*end;*

*SQL> UPDATE EMP Set comm = case when deptno=10 then 1000 else comm End;*

*SQL> UPDATE (SELECT \* from EMP2 where empno in (5,10,15,20,25,30,35,40,45,50,55)) set comm=1;*

*SQL> UPDATE (SELECT \* from EMP2 where empno in(5,10,15,20,25,30,35,40,45,50,55)) set comm =*

*case deptno*

*when 10 then 1*

*when 20 then 2*

*when 30 then 3*

*else 4*

*end;*

*SQL> UPDATE EMP set sal = - 1 where (empno, 0) in (SELECT empno, mod (rownum, 2) from EMP); // (UPDATES all even records)*

*SQL> SELECT ename, job, deptno,*

*case deptno*

*when 10 then 'ACCOUNTING'*

*when 20 then 'RESEARCH'*

*when 30 then 'SALES'*

*end*

*, case job*

*when 'MANAGER' then 'M'*

*when 'CLERK' then 'C'*

*when 'SALESMAN' then 'S'*

*when 'PRESIDENT' then 'P'*

*when 'ANALYST' then 'A'*

*end from EMP;*

*SQL> SELECT rownum, case when rownum between 1 and 5 then '1 to 5' when rownum between 6 and 10 then '6 to 10' else 'Remaining' end "R1" from EMP;*

*SQL>**SELECT case when sum (sal) > 5500 then sum (sal) else 100 end “Salary”, job from EMP group by job;*

Note: - The WHEN clause can be repeated for 128 times only and ELSE is optional

Note: - In / like / between predicates can be used in cases.

***boolean datatype***

***Note:-*** *The only value that you can assign to a BOOLEAN variable is a BOOLEAN expression. You cannot pass a BOOLEAN value to the DBMS\_OUTPUT.PUT or DBMS\_OUTPUT.PUTLINE subprogram.* ***To print a BOOLEAN value, use an IF or CASE statement to translate it to a character value.***

***EG.***

*CREATE or REPLACE procedure PL1 (****b BOOLEAN****)*

*AS*

*begin*

***DBMS\_OUTPUT.put\_line (***

***CASE***

***WHEN b IS NULL THEN 'Unknown'***

***WHEN b THEN 'Yes'***

***WHEN NOT b THEN 'No'***

***END***

***);***

*end PL1;*

*/*

**How to Call**

*begin*

***pl1 (TRUE);***

***pl1 (FALSE);***

***pl1 (NULL);***

*end;*

*/*

***Update command***

*SQL> UPDATE EMP* ***set walletid = (SELECT dept.walletid from dept where emp.deptno = dept.deptno);***

**Multiple column update**

*SQL> UPDATE EMP* ***set (sal, comm) = (SELECT -1,-2 from DUAL);***

***EG.***

*declare*

*TYPE DEPTRecord is RECORD (*

*DEPTNO NUMBER (2),*

*DNAME VARCHAR2 (10),*

*LOC VARCHAR2 (10),*

*WALLETID NUMBER (5)*

*);*

*xRecord DEPTRecord;*

*begin*

***xRecord.loc := -1;***

*for i in 1..30*

*loop*

***xRecord.DEPTNO := i;***

***UPDATE DEPT set Row = xRecord where DEPTNO = i;***

*end loop;*

*end;*

*/*

***Kill Session***

*SQL> ALTER system* ***kill session*** *'8, 1245’* ***/\* '<sid>, <serial#>'***

*SQL> ALTER system* ***disconnect session*** *'8, 1245’* ***post\_transaction****;*

***Session***

*SQL>**ALTER SESSION SET SQL\_TRACE = True / False*

*SQL>**ALTER SESSION SET NLS\_DATE\_FORMAT = 'dd-mm-yy’ (National Language Support)*

*SQL>**ALTER SESSION SET NLS\_LANGUAGE= AMERICAN;*

*SQL>**ALTER SESSION SET NLS\_CURRENCY= ‘Rs.’;*

*SQL>**ALTER SESSION SET CURRENT\_SCHEMA = <other schema name>;*

*SQL>**SELECT \* from NLS\_DATABASE\_PARAMETERS;*

*SQL>**SELECT \* from NLS\_SESSION\_PARAMETERS;*

***TOP N Row***

*SQL>**SELECT \* from (SELECT \* from EMP order by sal desc) where rownum < 3;*

***Or***

*SQL>**SELECT ename, job, sal from EMP e where 3 > (SELECT count (\*) from EMP where e.sal < sal)*

***First 3 Highest***

*SQL>**SELECT job, Sal from (****SELECT job, Sal from EMP group by job, Sal order by sal desc****) where rownum <=3;*

*SQL>**SELECT \** ***from (SELECT emp.\*, dense\_rank () over (order by sal desc) as "R1" from EMP) where R1<=3;***

***Only First Highest Salary Row***

*SQL>**SELECT \* from EMP where* ***sal = (SELECT sal from (select rownum as "R1", sal from EMP order by sal desc) where "R1" = 1)***

*SQL>**SELECT \* from EMP where* ***sal = (SELECT max (sal) from EMP);***

*SQL>**SELECT \* from* ***(SELECT row\_number () over (order by sal desc) as "R1", emp.\* from EMP) where "R1" = 1***

***Second Highest Salary onwards***

*SQL>**SELECT \* from (****SELECT row\_number () over (order by sal desc) as "R1", sal from EMP group by sal****) where "R1"=3*

*SQL>**SELECT \* from (****SELECT dense\_rank () over (order by sal desc) as "R1", sal from EMP****) where "R1"=4*

***Grouping Sets***

*SQL>**SELECT job, deptno, sum (Sal), min (sal), max (Sal) from EMP* ***group by grouping sets ((job, deptno), (deptno, mgr));***

***Rollup***

*SQL>**SELECT deptno, job, sum (sal) from EMP* ***group by rollup (deptno, job)***

***Cube***

*SQL>**SELECT deptno, job, sum (sal) from EMP* ***group by cube (deptno, job)***

***Alter Table Rename***

*SQL>**ALTER table EMP* ***RENAME column old\_name to new\_name;***

*SQL>**ALTER table EMP* ***RENAME constraint old\_name to new\_name;***

*SQL>**ALTER table EMP* ***RENAME to NEWEMP;*** (Table rename)

*SQL>**ALTER table EMP* ***RENAME PARTITION cPart2 to NewName;***

***Alter Table Drop***

*SQL>**ALTER table EMP* ***DROP column hiredate;***

*SQL>**ALTER table EMP* ***DROP (mgr, hiredate);*** (Multiple columns)

***Visible / Invisible columns***

***Following operations don’t see invisible columns***

* *SELECT \* FROM statements in SQL*
* *DESCRIBE commands in SQL\*Plus*
* *%ROWTYPE attribute declarations in PL/SQL*
* *Describes in Oracle Call Interface (OCI)*

***Any columns can be made invisible if records are present.***

***SQL> set colinvisible on***

*SQL>**ALTER table EMP* ***modify sal visible;***

*SQL> ALTER table EMP* ***modify sal invisible;***

*SQL> CREATE table NEW (C1 number generated always as identity, C2 number, NEW varchar2 (10), OLD varchar2 (10), C3 number invisible, C4 number invisible encrypt);*

***SHOW INVISIBLE COLUMNS***

*SQL> SELECT COLUMN\_NAME, HIDDEN\_COLUMN, VIRTUAL\_COLUMN, DEFAULT\_ON\_NULL, IDENTITY\_COLUMN from* ***USER\_TAB\_COLS*** *where table\_name='NEW';*

***DBMS\_RANDOM***

***Note: - dbms\_random package can be used in where clause.***

*SQL>**SELECT dbms\_random.NORMAL () from DUAL;* (Will, generate Random No.)

*SQL>**SELECT round (dbms\_random.VALUE (1, 10)) from DUAL;* (Will, generate Random No. between 1 to 10)

*SQL>**SELECT dbms\_random.VALUE () from DUAL;* (Will, generate Random No.)

*SQL>**SELECT dbms\_random.STRING ('1', 20) STR from DUAL;* (Will, generate Random Char.)

***(u -> upper, l ->lower, a ->upper & lower, x ->alpha & number, p ->any printable chars)***

***EXIT***

*SQL> EXIT [success|failure|warning|n|variable| :bindvariable]*

*[COMMIT | ROLLBACK]*

***dbms\_transaction***

***Commit / Rollback are used to remove the transaction handle.***

*SQL > exec dbms\_transaction.COMMIT;*

*SQL > exec dbms\_transaction.ROLLBACK;*

*SQL> exec dbms\_transaction.SAVEPOINT ('S1');*

*SQL> exec dbms\_transaction.ROLLBACK\_SAVEPOINT ('S1');*

*SQL> exec dbms\_transaction.READ\_ONLY;*

*SQL> exec dbms\_transaction.READ\_WRITE;*

***Define Editor***

*DEFINE \_EDITOR = notepad*

***DISABLE '&'***

*Set define on / off / c*

*SQL> SELECT 'You & me' FROM DUAL;*

*SQL> SELECT 'You '|| chr (38) ||' me' FROM DUAL*

***SET Options***

*SQL> Set linesize 100*

*SQL> Set pagesize 40*

*SQL> Set colsep “ “*

*SQL> Set verify off (will not display old line when we user “&” sign)*

*SQL> Set markup html on 🡪 spool on 🡪 spool a.html*

***Set Transaction***

***Commit / Rollback are used to remove the transaction handle.***

*SQL>* ***Set transaction read only;***

*(will not perform insert/delete/update operation inside a READ ONLY transaction)*

*SQL>* ***Set transaction read write;***

*(Will perform insert/delete/update operation inside a READ WRITE transaction)*

***& and &&***

**\* *'&'*** *is used to create a temporary substitution variable and will prompt you for a value every time it is referenced.*

**\* *'&&'*** *is used to create a permanent substitution variable as with the DEFINE command and the* ***OLD\_VALUE*** *or* ***NEW\_VALUE*** *clauses of a COLUMN statement.*

***Copy***

Copy from scott/tiger@local\_db to scott/tiger@remote\_db \_

Create image\_table using select image\_no, image from images;

***NVL2***

*SQL> SELECT* ***nvl2 (comm, 100, 200)*** *from EMP where empno=7654;*

Output

NVL2 (COMM, 100, 200)

--------------------------------

100

**Note: - If COMM IS NULL then will return 200, else if COMM IS NOT NULL then will return 100.**

**Note: - Only the functions CONCAT, DECODE, DUMP, NVL, NVL2 and REPLACE can return non-NULL values when called with a NULL argument.**

***COALESCE***

*SQL> SELECT sal, mgr, comm,* ***coalesce (sal, mgr, comm)*** *from EMP;*

***EG.***

*SQL> SELECT* ***coalesce (address1, address2, address3) as result*** *from EMP;*

The above **coalesce** statement is equivalent to the following **IF-THEN-ELSE** statement:

*IF address1 is not null THEN*

*result := address1;*

*ELSIF address2 is not null THEN*

*result := address2;*

*ELSIF address3 is not null THEN*

*result := address3;*

*ELSE*

*result := null;*

*END IF;*

**Note: - The coalesce function will compare each value, one by one.**

***Decode***

***Syntax: DECODE (value, if1, then1, if2, then2 if3, then3, . . . . . . else)***

*SQL> SELECT count (a1) as "Manger Count”, count (a2) as "Salesman Count" from (SELECT decode (job, 'MANAGER', 1) as a1, decode (job, 'SALESMAN', sal) as a2 from EMP)*

***Nullif***

*SQL> SELECT length (ename), length (job),* ***nullif (length (ename), length (job))*** *from EMP1;*

**Note: - The NULLIF function compares two expression. If they are equal, the function returns null.**

***CACHE Table***

***CACHE*** *For data that is accessed frequently, this clause indicates that the blocks retrieved for this table are placed at the most recently used end of the least recently used (LRU) list in the buffer cache when a full table scan is performed. This attribute is useful for small lookup tables.You cannot specify CACHE for an index-organized table. However, index-organized tables implicitly provide CACHE behavior.*

***NOCACHE*** *For data that is not accessed frequently, this clause indicates that the blocks retrieved for this table are placed at the least recently used end of the LRU list in the buffer cache when a full table scan is performed. NOCACHE is the default for LOB storage.*

***EG.***

*SQL> CREATE table TEMP (No VARCHAR2 (20))* ***CACHE****;*

*SQL> ALTER table TEMP* ***nocache;***

***Row Movement for (HWM)***

***EG.***

*CREATE table EMP (no number)* ***enable row movement;***

***Global Temporary Table***

* ***on commit delete rows (default)***
* ***on commit preserve rows***

***Note: - The data in a global temporary table is PRIVATE***

***Note: - Each user sees only his or her rows in the table.***

***EG.***

***CREATE GLOBAL TEMPORARY table TEMP***

***(No number) on commit delete rows*** (Record will be deleted on commit)

***EG.***

***CREATE GLOBAL TEMPORARY table TEMP***

***(No number) on commit preserve rows*** (Record will be delete when the session is closed)

***EG.***

***CREATE GLOBAL TEMPORARY table TEMP on commit preserve rows as SELECT \* from EMP;***

***Steps (Global Temporary Table)***

**SQL> *CREATE GLOBAL TEMPORARY TABLE temp (no number);***

**SQL> INSERT into TEMP values (1);**

**SQL> INSERT into TEMP values (2);**

**SQL> INSERT into TEMP values (3);**

**SQL> INSERT into TEMP values (4);**

**SQL> INSERT into TEMP values (5);**

**SQL> CREATE table TEMP as SELECT \* from EMP;**

***Steps (Private Temporary Table)***

***Private Temporary Table***

***Note: The PRIVATE\_TEMP\_TABLE\_PREFIX initialisation parameter, which defaults to "ORA$PTT\_", defines the prefix that must be used in the name when creating the private temporary table.***

**SQL> *CREATE PRIVATE TEMPORARY TABLE ora$ptt\_a(c1 number, c2 number) on commit preserve DEFINITION;***

**SQL> *CREATE PRIVATE TEMPORARY TABLE ora$ptt\_b(c1 number, c2 number) on commit drop DEFINITION;***

***External Table***

**Step 1:**

**Create a folder in 'C:\Temp\_DIR'**

The **dataFile**.**txt** text file contains the following rows of information:

1,Saleel Bagde,1000

2,Vrushali Bagde,2000

3,Sharmin Bagde,3000

**and save in Temp\_DIR Folder.**

**Step 2:**

**SQL> Create directory Temp\_DIR as 'C:\Temp\_DIR ';**

**SQL> Grant read, write on directory Temp\_DIR to saleel;**

**Step 3:**

**Create table indata1**

**(**

**Cust\_id number,**

**Cust\_name varchar2 (20),**

**Credit\_limit number (10)**

**)**

**organization external**

**(**

**Type oracle\_loader**

**Default directory Temp\_DIR**

**Access parameters**

**(**

**Records delimited by newline**

**Fields terminated by ","**

**Missing field values are null**

**)**

**Location ('indata1.txt')**

**)**

***fetch last inserted / updated***

***ORA\_ROWSCN:*** *Is pseudo column & used to find-out* ***system change-number (SCN)*** *of that row or multiple rows committed once in single block.*

*Consider following query in this we create table with* ***ROWDEPENDENCIES****. Using* ***scn\_to\_timestamp*** *function we can find-out last inserted or updated query.*

***Step’s***

*SQL> CREATE table DEMO (n NUMBER (9))* ***ROWDEPENDENCIES;***

*SQL> SELECT n,* ***ora\_rowscn, scn\_to\_timestamp (ora\_rowscn)*** *from DEMO;*

*SQL> COMMIT; (commit the data after INSERT / UPDATE records)*

*With the help of* ***ORA\_ROWSCN column & scn\_to\_timestamp*** *function we can easily find-out recently inserted row from any oracle table.*

***NOTE:***

* *If single row are committed then we can find-out recent inserted or updated row.*
* *If multiple rows are committed then we cannot find-out exact row to be inserted or updated.*

***Virtual columns in table***

* *The values are not physically stored, it is generated when needed.*
* *Case and other functions can be used for virtual columns.*
* *Indexes and partitions can be created on virtual columns.*
* *Primary & Foreign key can be given on virtual columns.*
* *Virtual column cannot be encrypted.*
* *Virtual column cannot be redirected to another table. (CREATE table TEMP as SELECT \* from TEMP2;* ***Note: One of the column in TEMP2 table is a virtual column****)*

*If you wanted to see what columns have a default value assigned; the view DBA\_TAB\_COLUMNS has a* ***DATA\_DEFAULT column*** *which will give you the information.*

***EG.***

*CREATE table EMP*

*(*

*Id number,*

*Salary number (9, 2),*

*Comm1 number (3),*

*Comm2 number (3),*

***Salary1 AS (ROUND (salary\*(1+comm1/100), 2)),***

***Salary2 number GENERATED ALWAYS AS (ROUND (salary\*(1+comm2/100), 2)) VIRTUAL***

*)*

*SQL> INSERT into EMP (id, salary, comm1, comm2) values (1, 5000, 100, 200);*

*SQL> INSERT into EMP values (1, 5000, 100, 200****, default, default);***

***EG.***

CREATE table VEMP

(

*Empno number,*

*Ename varchar2 (10),*

*Hra number,*

*Sal number,*

***Total as (hra + sal)***

) tablespace iway;

SQL> *INSERT into VEMP (Empno, Ename, Hra, Sal) values (1, 'Saleel', 1000, 9100);*

SQL> *INSERT into VEMP values (1, 'Saleel ', 1000, 9100,* ***default);***

***EG. with case***

*CREATE table EMP*

*(*

*Empno number,*

*Ename varchar2 (10),*

*ZoneID number (1),*

***Zone varchar2 (10) as***

***(Case ZoneID***

***When 1 then 'NORTH'***

***When 2 then 'SOUTH'***

***When 3 then 'EAST'***

***When 4 then 'WEST' END) VIRTUAL***

*)*

***EG.***

*CREATE table EMP*

*(*

*Ename varchar2 (10),*

*Ename1 varchar2 (10)* ***as (TRANSLATE (Ename, 'abcdefghijklmnopqrstuvwxyz', 'defghijklmnopqrstuvwxyzabc'))***

*)*

***EG.1***

*CREATE or REPLACE FUNCTION F1 (x NUMBER, y NUMBER) RETURN NUMBER*

***DETERMINISTIC***

*is*

*begin*

*RETURN x + y;*

*end F1;*

*/*

*CREATE table EMPLOYEE*

(*Empl\_id number,*

*Empl\_nm varchar2 (50),*

*Monthly\_sal number (10, 2),*

*Bonus number (10, 2),*

*Total\_sal number (10, 2)* ***GENERATED ALWAYS AS (F1 (monthly\_sal, bonus)) VIRTUAL***

);

*SQL> CREATE table TEMP (c1 number, c2 number, c3 number* ***invisible generated always as (c1+c2)****);*

***EG.2***

***Step1***

***F1.JAVA File***

*public class F1 {*

*public static java.lang.Integer* ***F1****(java.lang.Integer x, java.lang.Integer y) {*

*return (x+y);*

*}*

*}*

***Step2***

***C:\> loadjava -u c##saleel/saleel F1.class -v***

***Step3***

*CREATE or REPLACE FUNCTION* ***F2****(x number, y number) return number* ***DETERMINISTIC*** *is* ***language java name ‘F1.F1 (java.lang.Integer, java.lang.Integer) return java.lang.Integer';***

*/*

***Step4***

*SQL> (c1 number, c2 number, c3 number* ***generated always as (F2 (c1, c2)) virtual****);*

***Types of Partition***

* *Partition by Hash*
* *Partition by Range*
* *Partition by List*

Note: - Tables with Long columns cannot be partitioned.

Note: - If, we ***DROP PARTITION*** then it will also delete the records.

Note: - After giving **UPDATE** statement on the partitioned table, and if the record is been moved from one partition to another partition then will **show error ORA-14402: updating partition key column would cause a partition change.**

**Then give *Alter Table emp Enable Row Movement.***

**Note:- Alter *Table emp Enable Row Movement* is used for *UPDATE* command.**

**Partitioned Table**

***Partitioning is a way to make the tables and indexes more manageable by breaking them down into smaller pieces.***

*(Data Dictionary user\_tab\_partitions, user\_part\_tables)*

## *Partition by Interval*

***EG.***

*CREATE table EMP*

*(Empl\_id NUMBER,*

*Empl\_nm VARCHAR2 (50),*

*Sal NUMBER)*

***Partition by RANGE (Sal) interval (1000)***

***(Partition p1 values less than (1000))***

**Note: - The default partition name will start with *SYS\_P*.**

***EG.***

*CREATE table EMP*

*(Empl\_id NUMBER,*

*Empl\_nm VARCHAR2 (50),*

*Sal NUMBER)*

***Partition by RANGE (Sal) interval (1000)***

***(Partition p1 values less than (1000),***

***Partition p2 values less than (2000),***

***Partition p3 values less than (3000))***

*SQL> ALTER table EMP* ***SET INTERVAL ();*** *(The table is converted back to a range partitioned table and the boundaries for the interval partitions are set to the boundaries for the range partitions.)*

*SQL> ALTER table EMP* ***SET INTERVAL (1000);*** *(back to 1000 interval)*

## *Partition by System*

***EG.***

*CREATE table EMPLOYEE*

*(Empl\_id NUMBER,*

*Empl\_nm VARCHAR2 (50),*

*Sal NUMBER)*

***Partition by SYSTEM***

***(Partition PART1,***

***Partition PART2,***

***Partition PART3)***

**\*** INSERT into EMPLOYEE ***partition (part1) values (100, 'Saleel', 5000);***

## *Partition by Range*

***EG.* *(on Number)***

*CREATE table PART*

*(Partno number (5),*

*PartName varchar2 (20))*

***Partition by RANGE (partno)***

***(Partition PART1 values less than (10),***

***Partition PART2 values less than (20)***

***Partition PART3 values less than (MAXVALUE))***

*SQL>* ***SELECT \* from PART partition (PART1)***

***EG. (on Virtual Columns)***

*CREATE table EMPLOYEE*

*(Empl\_id NUMBER,*

*Empl\_nm VARCHAR2 (50),*

*Monthly\_sal NUMBER (10, 2),*

*Bonus NUMBER (10, 2),*

*Total\_sal NUMBER (10, 2)* ***AS (monthly\_sal\*12 + bonus))***

***PARTITION BY RANGE (total\_sal)***

*(PARTITION sal\_200000 VALUES LESS THAN (200000),*

*PARTITION sal\_400000 VALUES LESS THAN (400000),*

*PARTITION sal\_600000 VALUES LESS THAN (600000),*

*PARTITION sal\_800000 VALUES LESS THAN (800000),*

*PARTITION sal\_default VALUES LESS THAN* ***(MAXVALUE));***

***EG.(on Character)***

*CREATE table PART*

*(Empno number,*

*Ename varchar2 (20))*

***Partition by RANGE (ename)***

*(Partition PART1 values less than ('H'),*

*Partition PART2 values less than ('N'),*

*Partition PART3 values less than (MAXVALUE))*

## *Partition by List*

***EG.***

*CREATE table CITY*

*(Empl\_id NUMBER,*

*City varchar2 (20))*

***Partition by LIST (city)***

***(Partition PART1 values ('PUNE','MUMBAI'),***

***Partition PART2 values ('BARODA','SURAT'))***

***EG.***

*CREATE table CITY*

*(Empl\_id NUMBER,*

*City varchar2 (10))*

***Partition by LIST (city)***

***(Partition PART1 values ('PUNE','MUMBAI'),***

***Partition PART2 values (NULL),***

***Partition PART3 values (DEFAULT))***

***Note: - The DEFAULT works like MAXVALUE of Range partition.***

*SQL> ALTER TABLE "byRange"* ***ADD*** *partition part4 values less than (6000);*

*SQL> Alter table city* ***ADD*** *partition PART3 values ('SURAT');*

*SQL> ALTER TABLE city MODIFY PARTITION cPart2* ***ADD*** *VALUES (‘ANAND’*); (add new value to existing list)

*SQL> ALTER TABLE city* ***MODIFY*** *PARTITION cPart2* ***DROP*** *VALUES (' ANAND’);* (deleting the value from existing list)

*SQL> ALTER TABLE city* ***RENAME*** *partition cPart2 to NewName;*

*SQL> ALTER TABLE city* ***DROP*** *partition cPart2;*

***Note: - We cannot drop the partition VALUE if partition contains rows corresponding to values.***

*SQL> ALTER table city DROP PARTITION cPart2;* (dropping the entire partition with records)

*SQL> INSERT into part partition (part1) values (1, 1);*

*SQL> UPDATE part partition (part1) set sal = 3001;*

*SQL> DELETE from part partition (part1);*

***Type Table***

**\*** **CREATE TYPE Type1 AS Table OF varchar2 (4000);**

**\* Select deptno, cast (collect (ename) as type1) from EMP group by deptno;**

***Type Varray***

**\*** **CREATE TYPE VLOCATION AS VARRAY (3) OF NUMBER (3);**

CREATE table DEPT3 (

DEPTNO NUMBER (2) NOT NULL,

DNAME VARCHAR2 (20),

**LOC VLOCATION,**

CONSTRAINT DEPT3\_PRIMARY\_KEY3 PRIMARY KEY (DEPTNO));

**SQL>** desc **VLOCATION**

***Alter Varray***

**SQL> Alter type VLOCATION modify limit 4 cascade;**

Note: The limit of a VARRAY can only be increased and to a maximum 2147483647

**SQL> Alter type VLOCATION modify element type NUMBER (6) cascade;**

***SELECTING from Varray***

**SQL>** Select dname, **n.\* from DEPT3, TABLE (DEPT3.LOC) n;**

**SQL>** Select dname, **n.column\_value from DEPT3, TABLE (DEPT3.LOC) n;**

**SQL>** Select dname, **n.column\_value from DEPT3, TABLE (DEPT3.LOC) n, LOCATION where n.column\_value=location.locationid and locationname='DALLAS';**

**SQL>** Select locationname, dname, **n.column\_value from DEPT3, TABLE (DEPT3.LOC) n, LOCATION where n.column\_value=1 and n.column\_value=location.locationid;**

***INSERTING into Varray***

**SQL>** Insert into DEPT3 values(10,'ACCOUNTING', **VLOCATION (1, 2, 3));**

***UPDATING into Varray***

**SQL>** Update **DEPT3 set LOC = VLOCATION (5, 6, 7);**

***Nested Table (Type)***

**First create the Type**  
  
Create or replace type **bankAddress** as object

(Add1 varchar2 (10),

City varchar2 (10));

**SQL>** desc bankAddress

**Then create the table**  
  
Create table **BANK**

(Bankid number,

**Address bankaddress**);

**SQL> set desc depth 3**

**SQL>** desc bank

***Alter type***

**SQL> Alter type bank** **Add attribute (Clo1 number, Col2 number) cascade;**

**SQL> Alter type bank Modify attribute (Col1 number (4)) cascade; (**You can increase the length of a VARCHAR2 attribute, or you can increase the precision or scale of a numeric attribute.**)**

**SQL> Alter type bank** **Drop attribute (Col1, Col2) cascade;**

**SQL> Alter type bank compile;**

Note: The user needs to exit application and modify application to accommodate the type change.

Note: **Cascade** is used if records are present in the table.

***INSERTING into Nested Table***

**SQL>** insert into bank values (100, **bankaddress ('paud road', 'pune'));**

**SQL>** insert into bank values (&no, **bankaddress ('&add’,’ City'));**

**SQL>** **insert all**

Into bank values (300, **bankaddress ('1','1'))**

Into bank values (300, **bankaddress ('2','2'))**

Into bank values (300, **bankaddress ('3','3'))**

Select \* from tab;

***UPDATING into Nested Table***

**SQL> Update** bank **b set b.address.city = '555' where b.address.city = '1';**

***SELECTING from Nested Table***

**SQL> Select** bankid, **n.address.city from bank n;**

**SQL> Select** \* from bank n where **n.address.city = ‘555’;**

***Drop type force***

**SQL>** Droptype **bankAddress force;**

***Combination of Varray & Nested Table***

**\*** **Create or replace type CITY as varray (3) of varchar2 (10);**

**\* Create or replace type BANK as object**

**(Bankname varchar2 (10),**

**Area CITY);**

**\* Create table EMPL**

**(Empno number,**

**Ename varchar2 (10),**

**Bankname BANK)**

**\*** Insert into empl values (1,'saleel ', **BANK** ('HDFC', **CITY** ('Pune','Mumbai','Surat')));

Insert into empl values (2,'sharmin', **BANK** ('ICIC', **CITY** ('Baroda', 'Anand', 'Surat')));

Insert into empl values (3,'vrushali', **BANK** ('BOI', **CITY** ('Pune', 'Nagar', 'Nasik')));

**\*** Select empno, ename, **n.bankname.bankname**, **nn.column\_value** from **empl n**, **table (n.bankname.area) nn;**

***Create Table***

*SQL> CREATE table "Emp"*

*("Srno" number,*

*Ename varchar2 (20),*

*Job varchar2 (20 char),*

*Job1 varchar2 (20 byte),*

*Job2 char (10),*

*Job3 char (10 char),*

*Job4 char (10 byte),*

*UserName user*

*XRow rowid)* ***tablespace tspace1;***

*SQL> desc "Emp"*

*SQL> ALTER table "Emp" move tablespace tspace2;*

***Table***

*CREATE table V$DATETIME*

*(Date1 date,*

*Date2* ***timestamp****,*

*Date3* ***timestamp with time zone****);*

*SQL> INSERT into V$DATETIME values* ***(to\_date ('01-Jan-08 18:35:22', 'dd-Mon-yy hh24: mi: ss’), '01-Jan-08 05:23:25pm','01-Jan-08 05:23:25am'****);*

*SQL> CREATE table NEWTABLE*

*(Empno number (2),*

*Ename varchar2 (20))* ***tablespace tspace1;***

*SQL> CREATE table EMP1* ***tablespace tspace1*** *as SELECT \* from EMP;*

*SQL> CREATE table EMP1* ***(no, no1)*** *as SELECT empno, sal from EMP;*

*SQL> CREATE table EMP1 as SELECT* ***empno as no, sal as no1*** *from EMP;*

*The keyword* ***SNAPSHOT*** *is supported in place of* ***MATERIALIZED VIEW*** *for backward compatibility.*

***Snapshot***

***A SNAPSHOT is a recent copy of a table from db or in some cases, a subset of rows/cols of a table. They are used to dynamically replicate the data between distributed databases.***

*SQL> CREATE snapshot S1* ***as SELECT \* from EMP where deptno=10;***

*SQL> CREATE snapshot S2* ***as SELECT \* from EMP where deptno=20;***

*SQL> INSERT into EMP (empno, ename, deptno) values (1, 1, 10);*

*SQL> INSERT into EMP (empno, ename, deptno) values (2, 2, 20);*

*SQL> desc* ***user\_mviews****;*

*SQL> desc* ***all\_mviews***

*SQL> desc* ***user\_mview\_logs***

*SQL> desc* ***user\_refresh***

***Refresh***

*SQL>* ***exec DBMS\_SNAPSHOT.REFRESH ('s1','cf');***

*SQL>* ***exec DBMS\_MVIEW.REFRESH ('mview');***

1. ***C - Complete***
2. ***F - Full***

*SQL> SELECT \* from S1;*

*SQL> SELECT \* from S2;*

***Automatic Refresh***

***Steps***

*SQL> CREATE MATERIALIZED VIEW LOG ON DEMO;*

*SQL> CREATE SNAPSHOT SNAP* ***REFRESH COMPLETE START WITH SYSDATE NEXT SYSDATE + 5/1440*** *AS SELECT \* FROM DEMO;*

*SQL> INSERT INTO DEMO VALUES (1, 1, 1, 1);*

*SQL> INSERT INTO DEMO VALUES (2, 2, 2, 2);*

*SQL> INSERT INTO DEMO VALUES (3, 3, 3, 3);*

*SQL> COMMIT;*

*SQL> SELECT \* FROM SNAP;*

***MATERIALIZED VIEW***

1. ***DML*** *operations are not allowed on materialized view*
2. *IF we* ***DROP*** *the base table, still the records will be present in materialized view*
3. *Both* ***TABLES******(Table & Materialized view table)*** *will have different* ***ROWID****.*

|  |  |  |
| --- | --- | --- |
| *SELECT rowid from DEMO;* | *SELECT rowid from VIEW1;* | *SELECT rowid from MVIEW;* |
| *ROWID*  *------------------*  *AAAWerAAGAAAAHLAAA*  *AAAWerAAGAAAAHLAAB*  *AAAWerAAGAAAAHLAAC*  *AAAWerAAGAAAAHLAAD* | *ROWID*  *------------------*  *AAAWerAAGAAAAHLAAA*  *AAAWerAAGAAAAHLAAB*  *AAAWerAAGAAAAHLAAC*  *AAAWerAAGAAAAHLAAD* | *ROWID*  *------------------*  *AAAWwxAAGAAAAITAAF*  *AAAWwxAAGAAAAITAAG*  *AAAWwxAAGAAAAITAAH*  *AAAWwxAAGAAAAITAAI* |

*Note: ROWID will remain same for the records in TABLE and VIEW, but will change in MATERIALIZED VIEW*
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***Syntax***

***CREATE MATERIALIZED VIEW view-name***

***BUILD [IMMEDIATE | DEFERRED]***

***REFRESH [FAST | COMPLETE | FORCE]***

***ON [COMMIT | DEMAND]***

***[[ENABLE | DISABLE] QUERY REWRITE]***

***[ON PREBUILT TABLE]***

***AS***

***SELECT ...;***

***The BUILD clause options are shown below.***

* ***IMMEDIATE*** *: The materialized view is populated immediately.*
* ***DEFERRED*** *: The materialized view is populated on the first requested refresh.*

***The following refresh types are available.***

* ***FAST*** *: A fast refresh is attempted. If materialized view logs are not present against the source tables in advance, the creation fails.*
* ***COMPLETE*** *: The table segment supporting the materialized view is truncated and repopulated completely using the associated query.*
* ***FORCE*** *: A fast refresh is attempted. If one is not possible a complete refresh is performed.*

***A refresh can be triggered in one of two ways.***

* ***ON COMMIT*** *: The refresh is triggered by a committed data change in one of the dependent tables.*
* ***ON DEMAND*** *: The refresh is initiated by a manual request or a scheduled task.*

***The QUERY REWRITE*** *clause tells the optimizer if the materialized view should be consider for query rewrite operations. An example of the query rewrite functionality is shown below.*

***The ON PREBUILT TABLE*** *clause tells the database to use an existing table segment, which must have the same name as the materialized view and support the same column structure as the query.*

*SQL>* ***CREATE MATERIALIZED VIEW LOG ON DEMO;***

*SQL> CREATE MATERIALIZED VIEW MVIEW* ***BUILD IMMEDIATE REFRESH FAST ON COMMIT*** *AS SELECT \* FROM DEMO;*

*SQL> CREATE MATERIALIZED VIEW MVIEW* ***BUILD IMMEDIATE REFRESH COMPLETE START WITH SYSDATE NEXT SYSDATE + 5/1440*** *AS SELECT \* FROM DEMO;*

***Drop materialized view log***

*SQL> DROP materialized view log on DEMO;*

***Drop materialized view***

*SQL> DROP materialized view MVIEW;*

***Cluster***

![](data:image/png;base64,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)

***A cluster is an object that contains data from one or more tables, all of which have one or more columns in common. Oracle Database stores together all the rows from all the tables that share the same cluster key.***

**A cluster is a group of tables that share the same data blocks because they share common columns and are often used together.**

*SQL> CREATE cluster* ***department (deptno number);***

*SQL> CREATE index indCluster* ***on cluster department;***

*SQL> CREATE table ONE*

*(Deptno number,*

*Dname varchar2 (20))* ***cluster department (deptno);***

*SQL> CREATE table TWO*

*(Empno number,*

*Ename varchar2 (20),*

*Deptno number)* ***cluster department (deptno);***

*SQL> CREATE table THREE*

*(Empno number,*

*Designation number,*

*Deptno number)* ***cluster department (deptno);***

*SQL> DROP cluster* ***department including tables cascade constraints;***

***Note: - Specify INCLUDING TABLES to drop all tables that belong to the cluster.***

***Note: - A cluster can contain a maximum of 32 tables.***

***Note: - You can specify up to 16 cluster key columns.***

***You cannot specify a cluster key column of datatype LONG, LONG RAW, REF, nested table, varray, BLOB, CLOB, BFILE, or user-defined object type.***

***Transparent data encryption***

* ***Virtual column cannot be encrypted***
* ***You cannot encrypt a foreign key column.***

There are 4 encryption algorithms available for Transparent Data Encryption (TDE).

* 3DES168
* AES128
* AES192
* AES256

**AES192 is the default.**

***Step 1:*** *Create a folder with the* ***wallet.***

***Step 2:*** *Edit* ***sqlnet.ora*** *file (D:\app\Administrator\product\11.1.0\db\_1\NETWORK\ADMIN)*

*SQLNET.AUTHENTICATION\_SERVICES= (NTS)*

*NAMES.DIRECTORY\_PATH= (TNSNAMES, EZCONNECT)*

*ENCRYPTION\_WALLET\_LOCATION = (SOURCE = (METHOD=FILE) (METHOD\_DATA = (DIRECTORY =* ***C:\Wallet****)))*

***(C:\Wallet) is the folder***

***Step 3:*** *Re-start Oracle Services.*

***Step 4: SQL>*** *ALTER SYSTEM SET ENCRYPTION KEY AUTHENTICATED BY saleel;*

*SQL> ALTER SYSTEM SET ENCRYPTION WALLET OPEN IDENTIFIED BY saleel;*

*SQL> ALTER SYSTEM SET WALLET OPEN IDENTIFIED BY saleel;*

*SQL> ALTER SYSTEM SET WALLET CLOSE IDENTIFIED BY saleel;*

*SQL> ALTER SYSTEM SET ENCRYPTION WALLET CLOSE IDENTIFIED BY saleel;*

***EG.***

*SQL> CREATE table EMP (empno number, ename varchar2 (10)* ***encrypt****)*

*SQL> CREATE table TEMP (empno, ename, job, mgr, hiredate, sal, comm****, deptno encrypt) as SELECT \* from EMP;***

*SQL> ALTER table EMP* ***modify walletid number (5) encrypt;***

*SQL> desc* ***v$encryption\_wallet***

*SQL> SELECT status from* ***v$encryption\_wallet;***

***Define Variables***

***\**** *DEFINE V\_DEPTNO = 20*

***\**** *DEFINE x = ''' SALESMAN'', ''MANAGER'''*

***\**** *DEFINE y = '&x'*

***\**** *UNDEFINED V\_DEPTNO*

***\**** *SELECT last\_name, salary from EMPLOYEE where department\_id = &****V\_DEPTNO;***

***\**** *SELECT* ***&V\_DEPTNO*** *from DUAL;*

***Define x = 1;***

***\**** *SELECT* ***'100 &x.st Street'*** *from DUAL;*

Note: - The live of the defined variable is till the instance is activated **(SQL Plus editor is open).**

***Accept***

***\* ACCEPT variable data type***

***EG.***

*SQL>* ***Accept*** *x number* ***prompt*** *'Enter Employee No. '*

*SQL> Accept y char prompt 'Enter Name ';*

*SQL> Accept z number* ***default 2000*** *prompt 'Enter No ';*

*SQL>* ***Define***

***Bind Variables***

*SQL> var <var NM> <Data Type>*

***EG.***

*SQL> var X varchar2 (10)*

*SQL> var Y number*

*SQL> var Z date*

*SQL> execute :X := 10000;*

***Step***

*SQL>* ***var :c1 refcursor ;***

***EG.***

*Begin*

***Open :c1 for SELECT \* from EMP;***

*End;*

*/*

*SQL> Print****:c1 ;***

***Step***

*SQL> var x number*

***EG.***

*begin*

***:x := 1001;***

*end;*

*/*

*SQL> Print :x*

Note: - This variable is used to store the value of OUT parameter of PL Block.

*SQL> var x number*

*SQL> exec* ***:x :=10***

*SQL> SELECT \* from EMP where* ***deptno = :x***

***Deadlock***

*SQL> SELECT \* from EMP where job=’MANAGER’* ***for update;***

*SQL> SELECT \* from EMP where job=’MANAGER’* ***for update of sal, comm;***

*SQL> SELECT \* from EMP* ***for update skip locked;***

*SQL> INSERT into DEPT values (****(SELECT max (deptno) + 1 from DEPT)****,'a','a',1);*

***// For multiple instances of same user.***

***Insert all***

***INSERT all***

*into DEPT1 values (11, 'IBM', 'PUNE')*

*into DEPT1 values (12, 'Microsoft', 'PUNE')*

*into DEPT1 values (13, 'Google', 'PUNE')*

*SELECT \* from DUAL*

***INSERT all***

***when deptno <= 20 then***

*into T values (empno, ename, job, mgr, hiredate, sal, comm, deptno, grade)*

***when deptno < 30 then***

*into TT values (empno, ename, job, mgr, hiredate, sal, comm, deptno, grade)*

*SELECT \* from EMP1;*

***Insert when***

***INSERT all***

***when deptno = 10 then***

*into D1 values (deptno, dname, loc, walletid)*

***else***

*into D2 values (deptno, dname, loc, walletid)*

*SELECT \* from DEPT*

***Insert first***

***INSERT first***

***when job in ('MANAGER','SALESMAN') then***

*into T1 (empno ,ename, mgr, job, deptno) values(empno, ename, mgr, job, deptno)*

***when job in ('CLERK','SALESMAN') then***

*into T2 (empno, ename, mgr, job, deptno) values(empno, ename, mgr, job, deptno)*

*SELECT \* from EMP*

*/*

***Different SELECT statement***

*SQL>* *SELECT trunc (sal,-3)/1000 as "R1", count (trunc (sal,-3)/1000) as "R2" from emp1 group by trunc (sal,-3)/1000 order by "R2"; (count total no of employees having salary in one, two, three … thousands)*

*SQL>* *SELECT \* from DEPT where not exists (SELECT deptno from EMP where dept.deptno = emp.deptno)*

*SQL>* *SELECT orderid, order, order\_date from ORDERS where to\_number (to\_char (order\_date, 'HH24MI')) between 1200 and 1400 (Will, show result between two Time.)*

*SQL>* *SELECT rank (1300) within group (order by sal desc) from PART;*

*SQL>* *INSERT into EMP (empno, ename) values (555, (SELECT dname from DEPT where deptno=40))*

*SQL>* *INSERT into PART PARTITION (part3) values (9000,'SALEEL','MANAGER', 9000);*

*SQL>* *SELECT Ename “Employee Name”, job JOB from EMP; (The column alias name Job appears in all capital letters because we did not enclose it in double quotation marks.)*

*SQL>* *SELECT job ejob from EMP order by ejob (COLUMN alias name can be given in ORDER BY clause)*

***Comparison operators ANY, SOME and ALL***

***ANY/ SOME***

**Assuming subqueries don't return zero rows, the following statements can be made for both list and subquery versions:**

* *"x = ANY (...)": The value must match one or more values in the list to evaluate to TRUE.*
* *"x != ANY (...)": The value must not match one or more values in the list to evaluate to TRUE.*
* *"x > ANY (...)": The value must be greater than the smallest value in the list to evaluate to TRUE.*
* *"x < ANY (...)": The value must be smaller than the biggest value in the list to evaluate to TRUE.*
* *"x >= ANY (...)": The value must be greater than or equal to the smallest value in the list to evaluate to TRUE.*
* *"x <= ANY (...)": The value must be smaller than or equal to the biggest value in the list to evaluate to TRUE.*

***ALL***

**Assuming subqueries don't return zero rows, the following statements can be made for both list and sub query versions:**

* *"x = ALL (...)": The value must match all the values in the list to evaluate to TRUE.*
* *"x != ALL (...)": The value must not match any values in the list to evaluate to TRUE.*
* *"x > ALL (...)": The value must be greater than the biggest value in the list to evaluate to TRUE.*
* *"x < ALL (...)": The value must be smaller than the smallest value in the list to evaluate to TRUE.*
* *"x >= ALL (...)": The value must be greater than or equal to the biggest value in the list to evaluate to TRUE.*
* *"x <= ALL (...)": The value must be smaller than or equal to the smallest value in the list to evaluate to TRUE.*

*SQL>* *SELECT \* from EMP where sal <=ANY (2000, 3000);*

*SQL> SELECT \* from EMP where job = SOME ('SALESMAN','MANAGER','A');*

*SQL>* *SELECT \* from EMP where sal >=ALL (2000, 3000)*

*SQL>* *SELECT USER from DUAL;*

*SQL>* *SELECT ora\_login\_user from DUAL;*

*SQL>* *SELECT job, comm from EMP order by comm NULLS FIRST;*

*SQL>* *SELECT job, comm from EMP order by comm NULLS LAST;*

*SQL>* *ALTER table EMP RENAME to Employee;*

*SQL>* *ALTER table EMP RENAME COLUMN sal to salary; (Oracle9i Release 2)*

*SQL>* *ALTER table EMP RENAME CONSTRAINT test1\_pk to test\_pk; (Oracle9i Release 2)*

*SQL>* *UPDATE xdate set srno = ROWNUM;*

*SQL>* *SELECT job, sum (sal) from EMP group by rollup (job, sal)*

*SQL>* *SELECT \* from EMP1 where rowid not in (SELECT min (rowid) from EMP1 group by empno, ename, job, mgr, hiredate, sal, comm, deptno) (will, display only the duplicate records.)*

*SQL>* *SELECT \* FROM EMP1 a WHERE rowid > (SELECT min (rowid) FROM EMP1 b WHERE b.empno = a.empno) (will, display only the duplicate records.)*

*SQL>* *DELETE FROM EMP1 a WHERE rowid > (SELECT min (rowid) from EMP1 b where b.empno = a.empno) (will, delete only the duplicate records.)*

*SQL>* *SELECT \* from EMP3 e where rowid = (SELECT max (rowid) from EMP3 ee where ee.empno=e.empno)*

*SQL>* *SELECT emp1.ename, rowid from EMP1 where rowid in (SELECT rowid from EMP1 where rownum <= 20 MINUS SELECT rowid from EMP1 where rownum < 7) (will, display range of record’s)*

*SQL>* *SELECT \* from (SELECT rownum as "R1", EMP.\* from EMP) where "R1">=5 and "R1"<=7; (will, display range of record’s)*

*SQL>* *SELECT \* from (SELECT rownum as "R1", EMP1.\* from EMP1) where "R1" = (SELECT max (rownum) from EMP1); (will, display last entered record in table)*

*SQL>* *SELECT \* FROM dept OFFSET (SELECT MAX(rownum) - 2 FROM dept)* ROWS FETCH FIRST 2 ROWS ONLY*;*

*SQL>* *SELECT \* from EMP where rownum < 9 minus SELECT \* from EMP where rownum <4; (will, display range of record’s)*

*SQL>* *UPDATE newemp set (eno, dno) = (SELECT 10, 10 from DUAL) where enm='saleel'*

*SQL>* *SELECT dbms\_rowid.rowid\_block\_number (rowid), dbms\_rowid.rowid\_relative\_fno (rowid), dbms\_rowid.rowid\_row\_number (rowid) from EMP;*

*SQL>* *SELECT \* from EMP1 where dbms\_rowid.rowid\_row\_number (rowid) > (SELECT min (dbms\_rowid.rowid\_row\_number (rowid)) from EMP1 b where b.empno=emp1.empno)*

*SQL>* *SELECT \* from (SELECT ename, sal, RANK () OVER (ORDER BY SAL Desc) as R1 FROM EMP ORDER BY SAL Desc) WHERE R1 < 6*

*SQL>* *SELECT \* from (SELECT emp.\*, rank () over (order by sal) as "R1" from EMP) where R1=4*

*SQL>* *whenever sqlerror EXIT;*

*SQL>* *SELECT \* from EMP where (rowid, 0) in (SELECT rowid, mod (rownum, 2) from EMP);*

*SQL>* *SELECT \* from (SELECT emp.\*, mod (rownum, 2) as "R1" from EMP) where "R1"=0;*

*SQL>* *SELECT \* from NLS\_DATABASE\_PARAMETERS;*

*SQL>* *SELECT \* from NLS\_SESSION\_PARAMETERS;*

*SQL>* *SELECT emp1.deptno, dname, sum (sal) as "Cube" from EMP1, DEPT where emp1.deptno = dept.deptno group by cube (dname, emp1.deptno);*

*SQL>* *SELECT job, sal, rank () over (partition by job order by sal) from EMP order by job, sal*

*SQL>* *SELECT job, deptno, sal, rank () over (partition by job order by sal) as "R1", case (rank () Over (partition by job order by sal)) when 1 then 'First' when 2 then 'Second' When 3 then 'Third' else 'Not Required' end from EMP;*

*SQL>* *SELECT \* from (select dense\_rank () over (partition by job order by sal desc) as "R1", job, Sal from EMP) where "R1" in (1, 2); (will, display first 2 highest salary job wise)*

*SQL>* *SELECT job, sal, rank () over (partition by job order by sal) As "R1" from EMP where (Empno, 1) in (SELECT empno, rank () over (partition by job order by sal) as "R1" FROM EMP) or (empno, 2) in SELECT empno, rank () over (partition by job order by sal) as "R1" from emp) or (empno, 3) in SELECT empno, rank () over (partition by job order by sal) as "R1" from emp) order by job (will, display job wise first three record’s)*

*SQL>* *INSERT into DEPT SELECT max (deptno) + 10,'HRD', 'PUNE' from DEPT;*

*SQL>* *SELECT ename, salary, city\_code, rank () over (partition by city\_code order by salary desc) as “Range" from "byRange" partition (spart2);*

*SQL>* *SELECT job, Sal, rank () over (partition by job order by sal) as "Rank", DENSE\_RANK () OVER (PARTITION BY job order by sal) as "Dense Rank" from EMP1;*

*SQL>* *UPDATE NEWEMP set dname = (SELECT dname from DEPT where dept.deptno = newemp.dno);*

*SQL>* *SELECT sum (decode (deptno, 10, sal)) as "Dept No. 10”, sum (decode (deptno, 20, sal)) as "Dept No. 20", sum (decode (deptno, 30, sal)) as "Dept No. 30" from EMP;*

*SQL>* *SELECT max (sal) from EMP where level=3 connect by prior sal>sal; (will display max Nth row from the table)*

*SQL>* *SELECT ename, (case when sal <1500 then 'aaa' when sal <=2500 then 'bbbb' end) as "Case" from EMP;*

*SQL>* *SELECT \* FROM (SELECT ROWNUM as “R1”, e.\* FROM EMP e) WHERE “R1” = 25;*

*SQL>* *SELECT \* FROM (SELECT \* from EMP where dbms\_rowid.rowid\_row\_number (rowid) =25);*

*SQL>* *SELECT sum (case when comm>0 then comm else null end) as "+tv", sum (case when comm <0 then comm else Null end) as "-tv" from EMP;*

*SQL>* *SELECT deptno, ename, sal, MIN (sal) keep (DENSE\_RANK FIRST ORDER BY sal) OVER (PARTITION BY deptno) "Lowest", MAX (sal) keep(DENSE\_RANK LAST ORDER BY sal) OVER (PARTITION BY deptno) "Highest" FROM emp ORDER BY deptno, sal*

*(To display the salary of each employee, along with the lowest and highest within their department.)*

*SQL>* *SELECT to\_date ('20071212','YYYYMMdd') from DUAL;*

*SQL>* *SELECT comm,* ***decode (comm, NULL, 'No Commission', comm)*** *from EMP;*

*SQL>* *GRANT connect, resource, dba, sysdba to sharmin identified by sharmin;*

*SQL>* *SELECT unique job, sal,"R1" from (SELECT job, sal, dense\_rank () over (partition by job order by sal) as "R1" from EMP1) where "R1" in (2, 3) order by job, sal;*

*SQL>* *SELECT rownum, case when rownum between 1 and 5 then '1 to 5' when rownum between 6 and 10 then '6 to 10' else 'Remaining' end "R1" from EMP;*

*SQL>* *INSERT into v$Time values (2, to\_date (to\_char (sysdate,'dd-Mon-yy hh: mi: ss’),'dd-Mon-yy hh: mi: ss’))*

*SQL>* *SELECT \* from EMP order by length (ename);*

*SQL>* *SELECT sysdate, systimestamp, extract(day from sysdate) as "Day", extract(month from sysdate) as "month" ,extract(year from sysdate) as "Year", extract(hour from systimestamp) as "Hour" , extract(minute from systimestamp) as "Minutes", extract(second from systimestamp) as "Seconds", extract(timezone\_hour from systimestamp) as "TimeZone Hour" from DUAL;*

*SQL>* *SELECT \* from EMP where (empno, 5) in (SELECT empno, rank () over (order by sal desc) as "R1" from EMP); (to display 5th record)*

*SQL>* *SELECT ename from EMP3 group by ename having count (ename) =1;*

*SQL>* *SELECT max (sal) from EMP where sal < (SELECT max (sal) from EMP where sal < (SELECT max (sal) from EMP)); (Third highest salary)*

*SQL>* *ALTER user u1 account lock;*

*SQL>* *ALTER user u1 account unlock;*

*SQL>* *INSERT into t values ('This is ' || Chr (10) || ' the test'); (Line Brake)*

*SQL>* *SELECT 'L' || chr (38) || 'T' from DUAL; (will put ‘&’ sign)*

*SQL>* *SELECT rownum, job, row\_number () over (partition by job order by job desc) from EMP;*

*SQL>* *SELECT \* from TT where id1='y' or id in ((SELECT id from tt intersect SELECT id from TT where id1='n') minus (SELECT id from TT intersect SELECT id from TT where id1='y')) order by id;*

*SQL>* *SELECT \* from DEPT where* ***substr (dname, 1, 1) = upper (substr (dname, 1, 1));***

*SQL> SELECT emp.deptno, dname, count (\*) from EMP, dept where emp.deptno = dept.deptno group by emp.deptno, dname having count (emp.deptno) = (SELECT max (count (deptno)) from EMP group by deptno)*

*SQL>* *SELECT \* from EMP1 where job in (SELECT job from EMP1 group by job having count (job) = (SELECT max (count (job)) from EMP1 group by job));*

*SQL>* *SELECT max (length (e.ename))-max (length (ee.ename)) from EMP e, EMP ee where length (e.ename) > length (ee.ename);*

*SQL>* *SELECT terminal, machine from v$session;*

*SQL>* *SELECT ename, rpad (ename, 12, dbms\_random.value ()) as "R1” from EMP;*

*SQL>* *SELECT sum (nvl (sal, 0)), nvl (sum (sal), 0) from EMP;*

*SQL>* *SELECT , ORACLE, from EMP;*

*SQL>* *SELECT mod (empno, 5), empno from EMP where mod (empno, 5) = 0;*

MOD (EMPNO, 5) EMPNO

------------ ----------

0 5

0 10

0 15

0 20

0 25

0 30

0 35

0 40

0 45

9 rows selected.

*SQL>* *SELECT loc, count (empno) from EMP right join dept on emp.deptno = dept.deptno group by loc;*

LOC COUNT (EMPNO)

---------- -----------------------

NEW YORK 3

CHICAGO 6

BOSTON 0

DALLAS 5

4 rows selected.

*SQL>* *SELECT sal, trunc (sal,-3) / 1000 from EMP order by 2 desc;*

SAL TRUNC (SAL,-3)/1000

---------- -----------------------------

5000 5

3000 3

2975 2

1100 1

950 0

5 rows selected.

*SQL>* *SELECT trunc (sal,-3), count (trunc (sal,-3)/1000) from EMP group by trunc (sal,-3) order by 1;*

TRUNC (SAL,-3) COUNT (TRUNC (SAL,-3)/1000)

--------------------- --------------------------------------------

0 2

1000 6

2000 3

3000 2

5000 1

5 rows selected.

*SQL>* *SELECT sum (sal) - (SELECT sum (sal) from EMP where deptno=20) from EMP where deptno=10 group by deptno;*

**OR**

*SQL>* *SELECT (SELECT sum (sal) from EMP where deptno=10) - (SELECT sum (Sal) from EMP where deptno=20) from DUAL;*

**OR**

*SQL>* *SELECT sum (decode (deptno, 10, sal)) – sum (decode (deptno, 20, sal)) from EMP;*

**OR**

*SQL>* *With*

*A as (SELECT sum (sal) as "R1" from EMP where deptno=10),*

*B as (SELECT sum (sal) as "R2" from EMP where deptno=20),*

*C as (SELECT "R2" - "R1" from A, B)*

*SELECT \* from C*

*SQL>* *SELECT distinct (a.sal) from EMP A where &n = (SELECT count (distinct (b.sal)) from EMP B where a.sal <= b.sal)*

***Truncate***

*SQL>* *TRUNCATE table "Emp";* (Will, remove all records from the table.)

*SQL> TRUNCATE table DEPT;*

*TRUNCATE table DEPT*

*\**

***ERROR at line 1:***

***ORA-02266: unique/primary keys in table referenced by enabled foreign keys***

*SQL>* *TRUNCATE table DEPT* ***CASCADE; (Table must be in PK/FK)***

Note: - In case of TRUNCATE, Trigger doesn't get fired.

Note: - ROLLBACK is not possible on Truncated Table.

***High Water Mark***

+---- H**igh Water Mark of newly created table**

|

V

+--------------------------------------------------------+

| | | | | | | | | | | | | | | | | | | |

| | | | | | | | | | | | | | | | | | | |

+--+--+--+--+--+--+--+--+--+--+--+--+--+--+--+--+--+--+--+

**High Water Mark after inserting 10,000 rows**

|

V

+--------------------------------------------------------+

|x |x |x |x |x |x |x |x |x |x |x |x | | | | | | | |

|x |x |x |x |x |x |x |x |x |x |x |x | | | | | | | |

+--+--+--+--+--+--+--+--+--+--+--+--+--+--+--+--+--+--+--+

**High Water Mark after inserting 10,000 rows**

|

V

+--------------------------------------------------------+

|x |x |x |x |x |x |x | | | | | | | | | | | | |

|x |x |x |x |x |x |x | | | | | | | | | | | | |

+--+--+--+--+--+--+--+--+--+--+--+--+--+--+--+--+--+--+--+

**"HWM” is increased when we insert data. But it will not decrease automatically when we delete data.**

*SQL>* *ALTER table EMP* ***enable row movement;***

*SQL>* *ALTER table EMP* ***shrink space;***

***Escape***

*SQL> SELECT \* from DEPT where dname like '%ss\\_%'* ***escape '\';***

Output

DEPTNO DNAME LOC

------------- -------------- -------------

1. ss\_d dd

*SQL> SELECT \* from EMP where 'KING' like ename;*

*SQL> SELECT \* from EMP where 'KING' = ename;*

***REGEXP\_LIKE***

***Note: - REGEXP\_LIKE***

*SQL> SELECT ename from EMP where regexp\_like* ***(ename, '([SA])’);***

*SQL> SELECT ename from EMP where regexp\_like* ***(ename, '(^ [SA])’);***

*SQL> SELECT ename from EMP where regexp\_like* ***(ename, '^…[A]');*** *(4th char must be A)*

*SQL> SELECT \* from EMP where regexp\_like* ***(first\_name, '^. [L]');*** *(2nd char L)*

*SQL> SELECT \* from EMP where regexp\_like* ***(first\_name, '^ [A||B||c]', 'i');*** *(starts with 'A' or 'B' or 'c' and ignore case)*

*SQL> SELECT \* from EMP where regexp\_like* ***(first\_name, '[A||B]');*** *(having char 'A' or 'B' in name)*

*SQL> SELECT \* from EMP where regexp\_like* ***(first\_name, 'h$', 'i');*** *(ends with char 'h' and ignore case)*

*SQL> SELECT \* from EMP where regexp\_like* ***(first\_name, 'h.$', 'i');*** *(second last char 'h' and ignore case)*

*SQL> SELECT regexp\_like* ***(ename, '[[:alpha:]]+') as "R1”,*** *ename from TEMP;*

***^ As the start***

***$ As end respectively***

***c Case sensitive matching***

***I Case insensitive matching***

***[ ] Char sets***

***|| OR***

***'[[:digit:]]+'***

***'[[:alnum:]]’***

***'[[:alpha:]]’***

***'[[:lower:]]’***

***'[[:upper:]]’***

***regexp\_count***

*SQL> SELECT ename,* ***regexp\_count (ename, 'A')*** *from EMP;*

*SQL>**SELECT ename,* ***regexp\_count (ename,'[AS]')*** *from EMP;*

*SQL>**SELECT ename,* ***regexp\_count (ename,'[a]', 1,'i')*** *from EMP;*

***Rules of Precedence***

|  |  |
| --- | --- |
| **Order Evaluated** | **Operator** |
| 1 | Arithmetic operators |
| 2 | Concatenation operator |
| 3 | Comparison conditions |
| 4 | Is [NOT] Null, Like, [NOT] IN |
| 5 | [NOT] Between |
| 6 | NOT Logical condition |
| 7 | And Logical condition |
| 8 | Or Logical condition |

***Select \* from EMP where job='MANAGER' or job='SALESMAN' and sal >=1500;***

Note: - “Select the row if then EMP is ‘SALESMAN’ and earns more than 1500, or if the EMP is a ‘MANAGER’”

***Conversion Functions***

|  |  |
| --- | --- |
| **Function** | **Result** |
| To\_date |  |
| To\_char |  |
| To\_number |  |
| CAST ('1234' as number)  CAST (1234 as varchar2(10))  CAST (sysdate as varchar2(10)) |  |

***Format number in select***

*SQL>**SELECT* ***to\_char (sal,'999, 999, 00')*** *from EMP;*

*SQL>**SELECT* ***to\_char (sal,'$999, 999, 00')*** *from EMP;* (Displays a dollar sign.)

*SQL>**SELECT* ***to\_char (sal, 'L99, 999')*** *from EMP;* (Displays the local currency symbol.)

*SQL>**SELECT* ***to\_char (sal,'S999, 999, 00')*** *from EMP;* (Displays a trailing minus or plus sign.)

*SQL>**SELECT* ***to\_char (sal,'999, 999, 00MI')*** *from EMP;* (Displays a trailing minus sign only.)

***Number Format’s***

|  |  |
| --- | --- |
| **Formats** | |
| 9 | Represents a number **e.g. To\_char(sal, '9999')** |
| 0 | Forces a zero to be displayed **e.g. To\_char(sal, '09999 ')** |
| $ | Places a dollar sign **e.g. To\_char(sal, '$9999')** |
| L | **Local currency symbol**  **e.g.**  **alter session set nls\_currency='Rs.';**  **select To\_char(sal, 'L9999') from emp;** |
| **.** (dot) / D | Print a decimal point. **To\_char (sal, '9999.99')** |
| **,** (comma) / G | Print a comma as thousands indicator **To\_char (sal, '9,999.99')**  **To\_char (sal, '9G999d99')** |
| S | Returns the negative or positive value. **To\_char (sal, 's9,999.99')** |
| MI | Minus sign to right (negative values) **To\_char (sal, '9,999.99mi')** |
| C | Currency **USD12345**  **To\_char (12345, 'C99999')** |
| PR | Returns negative value in <angle brackets>.  Returns positive value with a leading and trailing blank.  Restriction: The PR format element can appear only in the last position of a number format model.  **To\_char (-1000,'9999PR')** |
| RN / r n | Returns a value as Roman numerals in uppercase.  Returns a value as Roman numerals in lowercase.  Value can be an **integer between 1 and 3999.**  **To\_char (4,'RN')** |

***String Functions***

|  |  |
| --- | --- |
| **Function** | **Result** |
| LOWER ('SQL Course') | sql course |
| NLS\_Lower ('SQL Course') | sql course |
| UPPER ('SQL Course') | SQL COURSE |
| NLS\_Upper ('SQL Course') | SQL COURSE |
| INITCAP ('SQL Course') | Sql Course |
| NLS\_Initcap ('SQL Course') | Sql Course |

|  |  |
| --- | --- |
| **Function** | **Result** |
| CONCAT ('Hello', ' World') | Hello World |
| SUBSTR ('Hello World', 1,5)  SUBSTR ('Hello World',**- 5**) | Hello  World |
| LENGTH ('Hello World') | 10 |
| INSTR ('salilbagde@gmail.com', '@') | 11 |
| LPAD (sal, 10,’\*’) / LPAD(ename,25) | \*\*\*\*\*24000 |
| RPAD (sal, 10,’\*’) / RPAD(ename,25) | 24000\*\*\*\*\* |
| TRIM (' HelloWorld ') | HelloWorld |
| LTRIM ('HelloWorld', 'H') | elloWorld |
| RTRIM ('HelloWorld', 'd') | HelloWorl |
| DUMP (‘ABC’) (The dump function returns a varchar2 value that includes the datatype code, the length in bytes) | Typ=96 Len=3: 65,66,67 |
| Reverse ('Hello') | olleH |
| ASCII(‘A’) | 65 |
| REPLACE (ename, 'S', 'x') |  |
| TRANSLATE (ename, 'S', 'x') |  |
| CHR(65) | A |
| REMAINDER(5,2) / MOD(5,2) | 1 |
| ROUND (n1,n2) / TRUNC (n1,n2) |  |
| GREATEST (1, 2, 3, 4) | 4 |
| LEAST (1, 2, 3, 4) | 1 |

Note: - Oracle database stores dates in an internal numeric format: century, year, month, day, hours, minutes, and seconds

Note: - SYSDATE is a date-function that returns the current database server date and time. (Will, Display only date)

Note: - SYSTIMESTAMP is a date-function that returns the current database server date and time. (Will, Display only date & time both)

|  |  |  |
| --- | --- | --- |
| **Operation** | **Result** | **Description** |
| date + number | Date | Adds a number of days to a date |
| date - number | Date | Subtracts a number of days to a date |
| date – date | Number of days | Subtracts one date from another |
| date + number / 24 | Date | Adds a number of hours to a date |
| date + number / 1440 | Date | Adds a number of minutes to a date |
| date + number / 86400 | Date | Adds a number of seconds to a date |

***Date Functions***

|  |  |
| --- | --- |
| **Function** | **Result** |
| MONTHS\_BETWEEN ('01-SEP-95', '11-JAN-94') | 19.6774194 |
| ADD\_MONTHS ('01-SEP-95', 6) | 01-MAR-96 |
| NEXT\_DAY ('01-SEP-95', 'FRIDAY') | 08-SEP-95 |
| LAST\_DAY ('01-FEB-95') | 28-FEB-95 |

***Date Format’s***

|  |  |
| --- | --- |
| **Formats** | |
| D | Numeric day of the week. |
| DD | Numeric day of the month. |
| DDD | Numeric day of the year. |
| Dy | Three-letter abbreviation of the week. |
| Day | Full name of the day of the week. |
| fmDay | Formatted Day, which suppresses blank padding, the length of the return value may vary |
| W | Week of month 1-5 |
| Ww | Week of year 1-52 |
| MM | Two-digit value for the month. |
| Mon | Three-letter abbreviation of the month. |
| Month | Full name of the month. |
| fmMonth | Formatted Month, which suppresses blank padding, the length of the return value may vary |
| YY | Two-digit value for the year. |
| YYYY | Full year in numbers. |
| Year | Year spelled out (in English). |
| DL | Long date format |
| DS | Short date format |
| CC |  |
| RM | Roman numerical month. |
| Q | Quarter of year. |
| Th | Ordinal number. Eg 4th **ordinal suffix (st, nd, rd or th.)** |
| Sp | Spelled-out number. |
| HH | Hour of the day. |
| HH12 | Hour of the day (1-12). |
| HH24 | Hour of the day (0-23). |
| MI | Minute (0-59). |
| SS | Seconds (0-59). |
| SSSSS | Seconds after midnight (0 – 86399) |
| AM or PM | Meridian indicator |
| -  /  ,  .  ;  :  "text" | Punctuation and quoted text is reproduced in the result. |

*SQL>* **SELECT '"' || to\_char (hiredate, 'Month') ||'"','"' || to\_char (hiredate, 'fmMonth') ||'"' from EMP;**

|  |  |
| --- | --- |
| **Description** | **Date Expression** |
| Now | SYSDATE / **Current\_date** |
| Tomorrow / next day | SYSDATE + 1 |
| Seven days from now | SYSDATE + 7 |
| One hour from now | SYSDATE + 1 / 24 |
| Three hours from now | SYSDATE + 3 / 24 |
| An half hour from now | SYSDATE + 1 / 48 |
| 10 minutes from now | SYSDATE + 10 / 1440 |
| 30 seconds from now | SYSDATE + 30 / 86400 |
| Tomorrow at 12 midnight | TRUNC (SYSDATE + 1) |
| Tomorrow at 8 AM | TRUNC (SYSDATE + 1) + 8 / 24 |
| Next Monday at 12:00 noon | NEXT\_DAY (TRUNC (SYSDATE), 'MONDAY') + 12 / 24 |
| First day of next month at 12 midnight | TRUNC (LAST\_DAY (SYSDATE) + 1) |
| First day of the current month | TRUNC (LAST\_DAY (ADD\_MONTHS (SYSDATE, -1))) + 1 |
| The next Monday, Wednesday or Friday at 9 am | TRUNC (LEAST (NEXT\_DAY (sysdate, "MONDAY"), NEXT\_DAY (sysdate, "WEDNESDAY"), NEXT\_DAY (sysdate, "FRIDAY"))) + (9/24) |

***Sub Set Operators***

|  |  |
| --- | --- |
| **Sub Set** | |
| In Oracle | In MS-Server |
| UNION | UNION |
| UNION ALL | UNION ALL |
| INTERSECT | INTERSECT |
| MINUS | EXCEPT |

***Set System Variable***

|  |  |
| --- | --- |
| **Set** | |
| Set feedback *n*, on /off | Set feedback on, Set feedback 4 |
| Set numwidth <size> | Set numwidth 8 |
| Set Linesize <size> | Set linesize 100 |
| Set PageSize <size> | Set pagesize 40 |
| Set autotrace on/off | Set autotrace on |
| Set heading on/off | Set heading on |
| Set pause on/off | Set pause on |
| Set sqlcase <MIXED/ UPPER/LOWER> | Set sqlcase Upper (data stored will be in upper case) |
| Set sqlprompt <String> | Set sqlprompt Saleel> |
| Set timing on/off | Set timing on (measuring the running time of SQL commands.) |
| Set time on/off | Set time on |
| Set verify on/off | Set verify off (will hide the :OLD and :NEW value prompt.) |
| Set define on/off/char | Set define off (to deactivate ‘&’ sign.) |
| Set Null *text* | Set Null 'NULL' |
| Set serveroutput on/off | Set serveroutput on |
| Set autocommit on/off | Set autocommit on |
| Set long size | Set long 100000 (1-2000000000) (to change to size of LONG datatype column.) |
| Set errorlogging on/off | All error information is written in sperrorlog table.  select \* from sperrorlog; |

|  |  |
| --- | --- |
| **Data Dictionary** | **Column’s** |
| V$session | Sid, serial#, username |
| V$instance | Instance\_number, instance\_name, host\_name, version |
| V$version | Banner |
| product\_component\_version | Product, version, status |
| user\_catalog | Table\_name, table\_type |
| user\_free\_space | tablespace\_name, file\_id, block\_id, bytes, blocks, relative\_fno |
| user\_synonyms (syn) | Synonym\_name, table\_owner, table\_name, db\_link |
| User\_sequences (seq) | Sequence\_name, min\_value, max\_value, increment\_by, cycle\_flag |
| User\_resource\_limits | Composite\_limit, sessions\_per\_user, cpu\_per\_session |
| Global\_name | Global\_name (Will Display Host String Name) |
| Cols |  |
| Col | Tname, cname, coltype, width, scale, precision, nulls, defaultval |
| User\_triggers | Trigger\_name, table\_owner, table\_name, column\_name |
| User\_ts\_quotas | Tablespace\_name, bytes, max\_bytes, blocks, max\_blocks |
| User\_source | Name, type, line, text |
| User\_views | View\_name, text\_length, text, type\_text\_length, type\_text |
| **Dictionary** | **Table\_name, comments** |

***Tablespace***

|  |  |
| --- | --- |
| V$tablespace | Ts#, name, included\_in\_database\_backup |
| User\_tablespaces | Tablespace\_name, status |
| Dba\_tablespaces | Tablespace\_name, status |
| All\_tab\_tablespaces | table\_owner, table\_name, partition\_name, tablespace\_name, high\_value |

***DataFiles***

|  |  |
| --- | --- |
| dba\_data\_files | file\_name, file\_id, tablespace\_name, relative\_fno, bytes, blocks, status |
| v$datafile | name, status |

***Objects***

|  |  |
| --- | --- |
| user\_objects | object\_name, object\_type, created, last\_ddl\_time, timestamp |
| all\_objects | object\_name, subobject\_name, object\_type, created |
| dba\_objects | owner, object\_name, subobject\_name, object\_type, created |
| user\_tab\_columns (cols) | table\_name, column\_name, data\_type, data\_precision, data\_scale, HIDDEN\_COLUMN , VIRTUAL\_COLUMN |
| user\_tables | table\_name, tablespace\_name, partitioned |

***Roles and Privileges***

|  |  |
| --- | --- |
| dba\_role\_privs | grantee, granted\_role, admin\_option, default\_role |
| dba\_sys\_privs | grantee, privilege, admin\_option |
| user\_role\_privs | username, granted\_role, admin\_option, default\_role, os\_granted |
| user\_tab\_privs | grantee, owner, table\_name, grantor, privilege, grantable |
| user\_col\_privs | owner, table\_name, column\_name, grantor, privilege, grantable |
| user\_sys\_privs | username, privilege, admin\_option |
| all\_tab\_privs | grantor, grantee, table\_schema, table\_name, privilege, grantable |
| all\_col\_privs | grantor, grantee, table\_schema, table\_name, column\_name, privilege, grantable |
| user\_tab\_privs\_recd | owner, table\_name, grantor, privilege, grantable, hierarchy |
| user\_col\_privs\_recd | owner, table\_name, column\_name, grantor, privilege, grantable |

***Constraints***

|  |  |
| --- | --- |
| user\_constraints | constraint\_name, constraint\_type, table\_name, owner |
| user\_cons\_columns | owner, constraint\_name, table\_name, column\_name, position |
| dba\_constraints | owner, constraint\_name, table\_name, column\_name, position |
| dba\_cons\_columns | owner, constraint\_name, table\_name, column\_name, position |
| all\_constraints | owner, constraint\_name, constraint\_type, table\_name |
| all\_cons\_columns | owner, constraint\_name, table\_name, column\_name, position |
| all\_ind\_columns | index\_owner, index\_name, table\_owner, table\_name, column\_name, column\_position |

***Users***

|  |  |
| --- | --- |
| user\_users | username, user\_id |
| all\_users | username, user\_id, created |
| dba\_users | username, user\_id, password, account\_status, lock\_date, expiry\_date, default\_tablespace, temporary\_tablespace, created, profile |

***Profile***

|  |  |
| --- | --- |
| product\_user\_profile | product, userid, attribute, char\_value |
| dba\_profiles | profile, resource\_name, resource\_type, limit |

***Partitions***

|  |  |
| --- | --- |
| user\_tab\_partitions | table\_name, partition\_name, tablespace\_name |
| dba\_tab\_partitions | table\_owner, table\_name, partition\_name, high\_value, tablespace\_name |
| user\_part\_tables | table\_name, partitioning\_type |
| dba\_part\_tables | owner, table\_name, partitioning\_type, subpartitioning\_type, partition\_count |

***Index***

|  |  |
| --- | --- |
| user\_indexes |  |
| user\_ind\_columns |  |

***Type***

|  |  |
| --- | --- |
| user\_types |  |
| all\_types |  |
| dbs\_types |  |

*SQL> SELECT* ***SYS\_CONTEXT ('USERENV','SESSION\_USER')*** *from DUAL;*

|  |
| --- |
| **SYS\_CONTEXT** |
| SYS\_CONTEXT ('USERENV','TERMINAL') |
| SYS\_CONTEXT ('USERENV','LANGUAGE') |
| SYS\_CONTEXT ('USERENV','SESSIONID') |
| SYS\_CONTEXT ('USERENV','INSTANCE') |
| SYS\_CONTEXT ('USERENV','ENTRYID') |
| SYS\_CONTEXT ('USERENV','ISDBA') |
| SYS\_CONTEXT ('USERENV','NLS\_TERRITORY') |
| SYS\_CONTEXT ('USERENV','NLS\_CURRENCY') |
| SYS\_CONTEXT ('USERENV','NLS\_CALENDAR') |
| SYS\_CONTEXT ('USERENV','NLS\_DATE\_FORMAT') |
| SYS\_CONTEXT ('USERENV','NLS\_DATE\_LANGUAGE') |
| SYS\_CONTEXT ('USERENV','NLS\_SORT') |
| SYS\_CONTEXT ('USERENV','CURRENT\_USER') |
| SYS\_CONTEXT ('USERENV','CURRENT\_USERID') |
| SYS\_CONTEXT ('USERENV','SESSION\_USER') |
| SYS\_CONTEXT ('USERENV','SESSION\_USERID') |
| SYS\_CONTEXT ('USERENV','PROXY\_USER') |
| SYS\_CONTEXT ('USERENV','PROXY\_USERID') |
| SYS\_CONTEXT ('USERENV','DB\_DOMAIN') |
| SYS\_CONTEXT ('USERENV','DB\_NAME') |
| SYS\_CONTEXT ('USERENV','HOST') |
| SYS\_CONTEXT ('USERENV','OS\_USER') |
| SYS\_CONTEXT ('USERENV','EXTERNAL\_NAME') |
| SYS\_CONTEXT ('USERENV','IP\_ADDRESS') |
| SYS\_CONTEXT ('USERENV','NETWORK\_PROTOCOL') |
| SYS\_CONTEXT ('USERENV','BG\_JOB\_ID') |
| SYS\_CONTEXT ('USERENV','FG\_JOB\_ID') |
| SYS\_CONTEXT ('USERENV','AUTHENTICATION\_TYPE') |
| SYS\_CONTEXT ('USERENV','AUTHENTICATION\_DATA') |
| SYS\_CONTEXT ('USERENV','CURRENT\_SQL') |
| SYS\_CONTEXT ('USERENV','CLIENT\_IDENTIFIER') |
| SYS\_CONTEXT ('USERENV','GLOBAL\_CONTEXT\_MEMORY') |

***IMP Notes***
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* *The CREATE Table . . . . . . As SELECT . . . . . command will not work if one of the selected columns used the LONG datatype.*
* *Only the functions CONCAT, DECODE, DUMP, NVL, NVL2 and REPLACE can return non-NULL values when called with a NULL argument.*
* *Table in Oralce9i can have* ***1000******columns****.*
* *Table in Oralce9i can have* ***32*** *columns as a* ***PRIMARY KEY****.*
* *The* ***ORDER BY*** *clause cannot have more than* ***255*** *columns or expressions.*
* *The limit to level of* ***nesting*** *is* ***255*** *sub queries.*
* *The ORDER BY clause cannot be given in subqueties.*
* *The WHEN clause is* ***CASE*** *can be repeated for* ***128*** *times only.*
* *The DUAL table is a dummy table in Oracle with one column and one row.*
* *Using DESCRIPE on a stored program such as procedure or function show the parameters that need to be passed In / Out, its datatype and if there is a default value.*
* *The default length of a CHAR datatype column is 1 CHAR*
* *The default precision for fractional seconds in a TIMESTAMP datatype column is 6*
* *You can create PRIMARY KEY, FOREIGN KEY and UNIQUE KEY constraints on a view. The constraints on views are not enforced by Oracle. To enforce a constraint it must be defined on a table.*
* *When you DROP a table then Indexes, constraints, triggers and privileges on the table are also dropped.*
* *When you DROP a table then Oracle does not drop view, materialized views and other stored programs that reference the table.*
* *When you RENAME a table then Oracle automatically transfers integrity constraints, index and grants to the new table.*
* *You can RENAME tables, views, synonyms and stored procedures and functions.*
* *Environment functions (such as SYSDATE, USER, USERENV and UID) and Pseudo-columns (such as ROWNUM, CURRVAL, NEXTVAL and LEVEL) cannot be used to evaluate the check condition.*
* *You can only drop tables or index from read only tablespace.*
* *Data type or length of a table partitioning column may not be changed*
* *The last two digits of the current year are 00 to 49, then the first two digits as the current year*
* *The last two digits of the current year are 50 to 99, then the first two digits as the current year -1*
* *MAX and MIN function cannot be used with LOB of LONG data types.*

***Note: Updateable views cannot include:***

* *Set Operators (INTERSECT, MINUS, UNION, UNION ALL)*
* *DISTINCT*
* *Group Aggregate Functions (AVG, COUNT, MAX, MIN, SUM, etc.)*
* *GROUP BY Clause*
* *ORDER BY Clause*
* *CONNECT BY Clause*
* *START WITH Clause*
* *Collection Expression In A Select List*
* *Subquery In A Select List*
* *Join Query*

***Note: - If pseudo columns are present they cannot be included in an update statement.***

* *The names of Oracle identifiers, such as tables and columns, must not exceed 30 characters in length. The first character must be a letter, but the rest can be any combination of letters, numerals, dollar signs* ***($), pound signs (#), and underscores (\_).***
* *Synonym can be one of the following:*

1. *Table*
2. *Package*
3. *View*
4. *Materialized view*
5. *Sequence java class*
6. *Schema object*
7. *Stored procedure*
8. *User-defined object*
9. *Function*
10. *Synonym*

* ***Truncate will drop the entire table then recreate the structure.***
* ***In-Line VIEW*** *eg. SELECT \* from (SELECT \* from EMP);*
* ***'\*'*** *is called Meta character / wildcard.*

***SQL10g***
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***Recyclebin***

*SQL> Show Recyclebin*

*SQL> ALTER SYSTEM SET RECYCLEBIN = OFF/ON;*

*SQL> ALTER SESSION SET RECYCLEBIN = OFF/ON;*

***Purge***

*SQL> PURGE Table EMP; (Drop table from recyclebin)*

*SQL> PURGE RECYCLEBIN; (Drop all table from recyclebin)*

*SQL> PURGE DBA\_RECYCLEBIN;*

*SQL> PURGE Tablespace tspace1;*

**Note: - If we DROP Table, it will get stored in RECYCLEBIN Data Dictionary.**

*SQL> DROP table EMP* ***cascade constraints purge;***

***Flashback Table***

* ***FLASHBACK TABLE test TO BEFORE DROP [RENAME TO test1]***

**Note: - Rollback Table from RECYCLEBIN Data Dictionary using FLASHBACK.**

*SQL > DROP table v$range1;*

*SQL > FLASHBACK table v$range1 to BEFORE DROP;*

*SQL > FLASHBACK table "BIN$hBJrmLxk49DgQAB/AQAmMA==$0" to BEFORE DROP;*

***Row level recovery using Flashback Query***

***Flashback Pseudo Columns***

* versions\_xid
* versions\_operation
* versions\_startscn
* versions\_starttime
* versions\_endscn
* versions\_endtime

***Show Parameter***

*SQL> Show parameter*

*SQL> ALTER SYSTEM SET RECYCLEBIN = OFF/ON;*

*SQL> ALTER SESSION SET RECYCLEBIN = OFF/ON;*

***Different SELECT statement***

*SQL>* *UPDATE EMP set job=DEFAULT; (where DEFAULT is constraint)*

*SQL>* *SELECT decode (grouping (job), 1,'All Jobs’, Job), sum (sal), max (sal) from EMP group by rollup (job) (GROUPING world only with ROLLUP & CUBE)*

*SQL>* *Set linesize 100*

*SQL>* *Store set my\_settings.sql replace*

*SQL>* *ALTER table v$LOCKTABLE disable table lock; (DDL will not work)*

*SQL>* *ALTER table V$LOCKTABLE enable table lock; (DDL will work)*

**Note: - A join is a query that combines rows from two or more tables or views. Oracle Database performs a join whenever multiple tables appear in the FROM clause of the query. The select list of the query can select any columns from any of these tables. If any two of these tables have a column name in common, then you must qualify all references to these columns throughout the query with table names to avoid ambiguity.**

*SQL> SELECT emp.deptno, dname, count (\*) from EMP, DEPT where emp.deptno = dept.deptno group by emp.deptno, dname;*

*DEPTNO DNAME COUNT (\*)*

*---------- ------------------- ---------------*

*10 ACCOUNTING 3*

*20 RESEARCH 5*

*30 SALES 6*

*SQL > SELECT \* from EMP* ***natural join*** *DEPT; (NATURAL JOIN)*

*SQL > SELECT \* from EMP* ***cross join*** *DEPT; (CROSS JOIN)*

*SQL > SELECT \* from EMP* ***inner join*** *DEPT on EMP.deptno = DEPT.deptno; (INNER JOIN)*

*SQL > SELECT \* from EMP* ***join*** *DEPT on emp.deptno=dept.deptno; (INNER JOIN)*

*SQL > SELECT \* from EMP* ***simple join*** *DEPT on emp.deptno=dept.deptno; (SIMPLE JOIN / INNER JOIN)*

*SQL > SELECT \* from EMP* ***simple join*** *DEPT using (deptno); (SIMPLE JOIN / INNER JOIN)*

**Note: - Equiejoins are also called simple join or inner join**

*SQL > SELECT emp.\*, dname, locationname from EMP* ***inner join*** *dept1 on emp.deptno = dept1.deptno inner join location on location.locationid = dept1.locationid; (NESTED INNER JOIN)*

*SQL > SELECT \* from EMP inner join DEPT* ***using (deptno)*** *(INNER JOIN WITH USING)*

*SQL > SELECT \* from EMP1 join DEPT1* ***using (deptno) where job='SALESMAN';*** *(INNER JOIN WITH USING & WHERE)*

*SQL > SELECT \* from EMP, DEPT where emp.deptno = dept.deptno* ***(+)****; (LEFT OUTER JOIN)*

*SQL > SELECT \* from EMP* ***left outer join*** *DEPT on emp.deptno=dept.deptno; (LEFT OUTER JOIN)*

*SQL > SELECT \* from EMP, DEPT where emp.deptno* ***(+)*** *= dept.deptno; (RIGHT OUTER JOIN)*

*SQL > SELECT \* from EMP* ***right outer join*** *DEPT on emp.deptno=dept.deptno; (RIGHT OUTER JOIN)*

*SQL > SELECT \* from EMP* ***full outer join*** *DEPT* ***using (deptno);*** *(FULL OUTER JOIN)*

*SQL > SELECT extract (timezone\_hour from date3) from v$datetime;*

*SQL > SELECT extract (day from sysdate-6) from dual;*

*SQL > SELECT extract (hour from systimestamp) from dual;*

*SQL > SELECT extract (timezone\_hour from systimestamp) from dual;*

*SQL >* ***Var x number****;*

*UPDATE EMP set comm = 100 where comm is NULL returning sum (comm) into* ***:x****;*

***Print :x OR Exec dbms\_output.put\_line (:x)***

*SQL >* ***Var*** *(To display user defined variables)*

***Eg. Var x varchar2 (10);***

***Eg. Exec :x := 'Saleel…';***

*SQL >* ***Define*** *(To display user defined, defined variables)*

*Eg Define x = ‘MANAGER’*

*SQL > Comment on table EMP is 'Important file’; (Add a comment to the table) (user\_tab\_comments)*

*SQL > Comment on table EMP is ' ’; (Remove a comment from the table) (user\_col\_comments)*

*SQL > ALTER session set nls\_currency ='Rs.';*

*Column sal heading "New | Salary" format 'L99,999.99'*

*SELECT \* from EMP;*

*SQL > ALTER session set recyclebin=OFF / ON;*

*SQL > SELECT* ***dbms\_metadata.get\_ddl ('TABLE','DEPT')*** *from DUAL;*

*SQL> SELECT* ***dbms\_metadata.get\_ddl ('TABLE', 'EMP', 'C##SALEEL')*** *from DUAL;*

*SQL > ALTER table EMP move tablespace tspace2;*

*SQL > SELECT ' ''' || SAL || ''' ' from EMP;* ***Output is*** *'****1000****'*

*SQL > INSERT into DEPT values (50,****'Sale''s Man'****,'Pune');*

*SQL > INSERT into DEPT values (99,* ***q'{O'Hara A}'****,'Pune');*

*SQL > SELECT ename ||* ***q'{'s}'*** *from EMP;*

*SQL > SELECT ename ||* ***q'['s]'*** *from EMP;*

*SQL > SELECT ename ||* ***q'<'s>'*** *from EMP;*

*SQL > SELECT ename ||* ***q'('s)'*** *from EMP;*

*SQL > SELECT* ***q'"Isn't this cool"'*** *as "R1" from DUAL;*

*SQL > Exec dbms\_output.put\_line (‘This is the test by Saleel.’)*

*SQL > INSERT into DEPT values (50,'Sale''s Man', 'PUNE')* ***returning rowid into :x;***

*SQL > UPDATE DEPT set deptno=50 where deptno=1* ***returning rowid into :x;***

*SQL > DELETE from DEPT where deptno=50* ***returning rowid into :x;***

*SQL > SELECT rownum, row\_number () over (order by sal desc) from EMP;*

*SQL > CREATE or REPLACE function* ***F1 (newSAL number)*** *return number as*

*xSal number;*

*begin*

*xSal := xSal \* 100;*

*return xSal;*

*end;*

*/*

*SQL > SELECT sal,* ***F1 (sal)*** *from EMP;*

*SQL >* ***Exec :xx := F1 (100);***

*SQL >* ***Call F1 (100) into :xx***

*SQL > SELECT ename, job FROM* ***(SELECT ename, job FROM EMP ORDER BY dbms\_random.value) WHERE rownum = 1;*** (Will display ename, job randomly)

*SQL > ALTER table DEPT drop constraint pk\_deptno* ***cascade;*** (Removes the Primary Key constraint and drop the associated foreign key constraint)

*SQL > SELECT to\_char (hiredate, 'Day') from EMP*

*Order by*

***Case when to\_char (hiredate,'fmDay') =‘Monday’ then 1***

***When to\_char (hiredate,'fmDay') =‘Tuesday’ then 2***

***When to\_char (hiredate,'fmDay') =‘Wednesday’ then 3***

***When to\_char (hiredate,'fmDay') ='Thursday' then 4***

***When to\_char (hiredate,'fmDay') ='Friday' then 5***

***When to\_char (hiredate,'fmDay') =‘Saturday’ then 6***

***When to\_char (hiredate,'fmDay') =‘Sunday’ then 7***

***End;*** (Order by weekday starting with Monday)

|  |  |  |  |
| --- | --- | --- | --- |
| **Attribute** | **Type** | **Description** | **Example** |
| Ora\_client\_ ip\_address | Varchar | Returns the IP address of the client in a LOGON event, when the underlying protocol is TCP/IP | If ora\_sysevent=’LOGON’ then addr := ora\_client\_ip\_address; end if; |
| Ora\_database\_ name | Varchar2 (50) | Database Name | Declare db\_name varchar (50); begin db\_name := ora\_database\_name; end; |
| Ora\_des\_ encrypted\_ password | Varchar2 | The DES encrypted password of the user begin Created or Altered. | If ora\_dict\_obj\_type=’USER’ then insert into event\_table (ora\_des\_encrypted\_password); end if; |
| Ora\_dict\_obj\_ name | Varchar (30) | Name of the dictionary object on which the DDL operation occurred. | Insert into event\_table (‘Changed object is ‘ || ora\_dict\_obj\_name’); |
| Ora\_dict\_obj\_ name\_list (name\_list OUT ora\_name\_list\_t) | Binary\_ integer | Returns the list of object name of objects being modified in the event | If ora\_sysevent=’ ASSOCIATE STATISTICS’ then number\_modified := ora\_dict\_obj\_name\_list (name\_list); end if; |
| Ora\_dict\_obj\_ owner | Varchar (30) | Owner of the dictionary object on which the DDL operation occurred | Insert into event\_table (‘object owner is ’ || ora\_dict\_obj\_owner’); |
| Ora\_dict\_obj\_ owner\_list (owner\_list OUT ora\_name\_list\_t) | Binary\_ integer | Returns the list of object owner of object being modify in the event | If ora\_sysevent=’ ASSOCIATE STATISTICS’ then number\_of\_modified\_objects := ora\_dict\_obj\_owner\_list (owner\_list); end if; |
| Ora\_dict\_obj\_ type | Varchar (20) | Type of the dictionary object on which then DDL operation occurred. | Insert into event\_table (‘This object is a ‘ || ora\_dict\_obj\_type’); |
| Ora\_grantee (user\_list OUT ora\_name\_list\_t) | Binary\_ integer | Returns the grantees of a grant event in the OUT parameter; returns the number of grantees in the return value. | If ora\_sysevent=’GRANT’ then number\_of\_user := ora\_grantee (user\_list); end if; |
| Ora\_instance\_ num | Number | Instance number. | If ora\_instance\_num = 1 then insert into event\_table (‘1’); end if; |
| Ora\_is\_alter\_ column (column\_name is varchar2) | Boolean | Returns True if the specified column is Altered. | If ora\_sysevent =’ALTER’ and ora\_dict\_obj\_type=’TABLE’ then alter\_column := ora\_is\_alter\_column (‘FOO’); end if |
| Ora\_is\_drop\_column (column\_name in varchar2 | Boolean | Returns True if the specified column is Dropped. | If ora\_sysevent =’ALTER’ and ora\_dict\_obj\_type=’TABLE’ then drop\_column := ora\_is\_drop\_column (‘FOO’); end if |
| Ora\_is\_servererror | Boolean | Returns True if given error is on error stack, False otherwise | If ora\_is\_servererror (error\_number) then insert into event\_table (‘Server Error’); end if; |
| Ora\_login\_user | Varchar2 | Login user name | Select Ora\_login\_user from dual; |
| Ora\_sysevent | Varchar2 | System event firing the trigger: Event name is same as that in the syntax | Insert into event\_table (ora\_sysevents); |

***PL/SQL***
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***PL/SQL is blocked programming language.***

1. ***Named block* (Procedure, Function, etc. which get stored in database.)**
2. ***Unnamed block* (Anonymous-block)**

***Syntax for declaring a variable is:***

***variable\_name [CONSTANT] datatype [NOT NULL] [:= | DEFAULT initial\_value]***

***EG.***

***declare***

***x number;***

***begin***

***x := 3\*\*3;***

***dbms\_output.put\_line(x);***

***end;***

***/***

***EG. Error In code (Variable name and column name is same)***

***declare***

***deptno number := 40;***

***begin***

***update dept set deptno = 1 where dept.deptno=deptno;***

***end;***

***/***

***EG.***

***declare***

***x number := '&Number';***

***o varchar2(1000);***

***begin***

***for xx in 1 .. length(x)***

***loop***

***if substr(x,xx,1) = 1 then***

***o := o || ('One ');***

***elsif substr(x, xx, 1) = 2 then***

***o := o || ('Two ');***

***elsif substr(x, xx, 1) = 3 then***

***o := o ||('Three ');***

***elsif substr(x, xx, 1) = 4 then***

***o := o || ('Four ');***

***elsif substr(x, xx, 1) = 5 then***

***o := o || ('Five ');***

***elsif substr(x, xx, 1) = 6 then***

***o := o || ('Six ');***

***elsif substr(x, xx,1) = 7 then***

***o := o || ('Seven ');***

***elsif substr(x, xx, 1) = 8 then***

***o := o || ('Eight ');***

***elsif substr(x, xx, 1) = 9 then***

***o := o ||('Nine ');***

***elsif substr(x, xx, 1) = 0 then***

***o := o || ('Zero ');***

***end if;***

***end loop;***

***dbms\_output.put\_line (o);***

***end;***

***/***

***Type of Cursor***

* *Implicit:-*

***If oracle engine open a cursor for its internal processing then it is known as implicit cursor. A simple SELECT....... INTO, UPDATE, DELETE etc, are the examples of implicit cursor.***

* *Explicit:-*

***The following points to be remembered about cursor.***

1. *Do not open an already open cursor.*
2. *If you do not use the loop in the 1st, then the fetch would have retrieved only one row.*
3. *Need to close an open cursor explicitly otherwise it will exceed the limit of "open\_cursor" default value 50 and hence "too\_many\_open\_cursor" error.*
4. *Use exit when cursor\_name%NotFound immediately after fetch statement this will avoid ORA-1002, fetch out of sequence error.*
5. *Don't fetch from already close cursor this will return the ORA-1002, ORA-1001 invalid cursor.*
6. *The "i" in cursor for loop "for i in c\_emp loop" is declared internally and data type is c\_emp%rowtype.*
7. *Column name is specified in FOR update clause, if no column name specified then any column in the underlying table of the cursor can be modified.*
8. *For this example given sql column (sql) is specified and hence sal only can be modified.*

![PL/SQL Cursor](data:image/png;base64,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)

***DECLARE*** *the cursor in the declaration section.*

***OPEN*** *the cursor in the Execution Section.*

***LOOP***

***FETCH*** *the data from cursor into PL/SQL variables or*

***Exit*** *when*

***END LOOP***

***CLOSE*** *the cursor in the Execution Section before you end the PL/SQL Block.*

***The AS keyword is used instead of the IS keyword for creating standalone procedure.***

***IF Condition (in, like, and between)***

*declare*

*x1 number := 1;*

*str varchar2(10) := 'saleel';*

*begin*

***if x1 between 1 and 10 then***

*dbms\_output.put\_line('between');*

*end if;*

***if x1 in (1,2 ,3, 4, 5) then***

*dbms\_output.put\_line ('in');*

*end if;*

***if str like 's%' then***

*dbms\_output.put\_line ('like');*

*end if;*

*end;*

*/*

***Cursor Syntax***

*CURSOR cursor\_name*

*IS*

*SELECT statement*

*FOR UPDATE [OF column\_list] [NOWAIT];*

***Cursor Attributes***

|  |  |  |
| --- | --- | --- |
| ***Attributes*** | | |
| *Found* | *SQL%Found* | *C1%Found* |
| *NotFound* | *SQL%NotFound* | *C1%NotFound* |
| *RowCount* | *SQL%RowCount* | *C1%RowCount* |
| *IsOpen* | *SQL%IsOpen* | *C1%IsOpen* |
|  | *SQL%BULK\_ROWCOUNT* |  |
|  | *SQL%BULK\_EXCEPTIONS* |  |

***A record variable declared with %ROWTYPE or %TYPE, the initial value of each field is NULL***

***SQL%FOUND returns:***

*NULL if no SELECT or DML statement has run*

*TRUE if a SELECT statement returned one or more rows or a DML statement affected one or more rows*

*FALSE otherwise*

***SQL%NOTFOUND (the logical opposite of SQL%FOUND) returns:***

*NULL if no SELECT or DML statement has run*

*FALSE if a SELECT statement returned one or more rows or a DML statement affected one or more rows*

*TRUE otherwise*

***SQL%ROWCOUNT returns:***

*NULL if no SELECT or DML statement has run*

*Otherwise, the number of rows returned by a SELECT statement or affected by a DML statement (a PLS\_INTEGER)*

***EG.***

*begin*

***UPDATE EMP set COMM = -1 where DEPTNO=10;***

*if* ***SQL%RowCount > 8*** *then*

***ROLLBACK;***

*end if;*

*end;*

*/*

***where current of c1***

***NOTE:*** *The WHERE CURRENT OF clause is used in some* ***UPDATE and DELETE statements.***

***UPDATE table\_name***

***SET set\_clause***

***WHERE CURRENT OF cursor\_name;***

***DELETE***

***FROM table\_name***

***WHERE CURRENT OF cursor\_name;***

***EG for UPDATE***

*declare*

***cursor c1 is select \* from EMP where comm is null for update of comm;***

*x number;*

*begin*

*for xRow in c1*

*loop*

*if xRow.deptno = 10 then*

*x := -1;*

*elsif xRow.deptno=20 then*

*x := -2;*

*elsif xRow.deptno=30 then*

*x := -3;*

*end if;*

***UPDATE EMP set comm = x where current of c1;***

*end loop;*

*end;*

*/*

***EG for DELETE***

*declare*

*cursor c1 is select \* from EMP3* ***where deptno=20 for UPDATE of deptno;***

*xRecord EMP3%RowType;*

*begin*

*open c1;*

*loop*

*fetch c1 into xRecord;*

*exit when c1%NotFound;*

*delete from EMP3* ***where current of c1;***

*dbms\_output.put\_line (xRecord.ename || ' ' || xRecord.deptno);*

*end loop;*

*end;*

*/*

***Current of with UPDATE statement***

*declare*

***CURSOR c1 is SELECT ROWID, sal from EMP where deptno = 30 FOR UPDATE;***

*xRecord c1%RowType;*

*begin*

*open c1;*

*loop*

*fetch c1 into xRecord;*

*exit when c1%NotFound;*

***/\**** *if xRecord.sal < 1500 then*

***UPDATE EMP set sal = -1 where ROWID = xRecord.rowid;***

*else*

***UPDATE EMP set sal = -2 where ROWID = xRecord.rowid;***

*end if;* ***\*/***

*if xRecord.sal < 1500 then*

***UPDATE EMP set sal = -1 where current of c1;***

*else*

***UPDATE EMP set sal = -2 where current of c1;***

*end if;*

*end loop;*

*close c1;*

*end;*

*/*

***Exceptions***

|  |  |  |
| --- | --- | --- |
| ***Exception*** | ***Oracle Error*** | ***SQLCODE Value*** |
| *ACCESS\_INTO\_NULL* | *ORA-06530* | ***-6530*** |
| *COLLECTION\_IS\_NULL* | *ORA-06531* | ***-6531*** |
| *CURSOR\_ALREADY\_OPEN* | *ORA-06511* | ***-6511*** |
| *DUP\_VAL\_ON\_INDEX* | *ORA-00001* | ***-1*** |
| *INVALID\_CURSOR* | *ORA-01001* | ***-1001*** |
| *INVALID\_NUMBER* | *ORA-01722* | ***-1722*** |
| *LOGIN\_DENIED* | *ORA-01017* | ***-1017*** |
| *NO\_DATA\_FOUND* | *ORA-01403 + 100* | ***+100*** |
| *NOT\_LOGGED\_ON* | *ORA-01012 1012* | ***-1012*** |
| *PROGRAM\_ERROR* | *ORA-06501* | ***-6501*** |
| *ROWTYPE\_MISMATCH* | *ORA-06504* | ***-6504*** |
| *SELF\_IS\_NULL* | *ORA-30625* | ***-30625*** |
| *STORAGE\_ERROR* | *ORA-06500* | ***-6500*** |
| *SUBSCRIPT\_BEYOND\_COUNT* | *ORA-06533* | ***-6533*** |
| *SUBSCRIPT\_OUTSIDE\_LIMIT* | *ORA-06532* | ***-6532*** |
| *SYS\_INVALID\_ROWID* | *ORA-01410* | ***-1410*** |
| *TIMEOUT\_ON\_RESOURCE* | *ORA-00051* | ***-51*** |
| *TOO\_MANY\_ROWS* | *ORA-01422* | ***-1422*** |
| *TRANSACTION\_BACKED\_OUT* | *ORA-00061* | ***61*** |
| *VALUE\_ERROR* | *ORA-06502* | ***-6502*** |
| *ZERO\_DIVIDE* | *ORA-01476* | ***-1476*** |
| *CASE\_NOT\_FOUND* | *ORA-06592* | ***-6592*** |

**Note: - You cannot declare an exception twice in the same block. You can, however, declare the same exception in two different blocks.**

***INVALID\_CURSOR Exception***

***ORA-01001: invalid cursor error occurs when you tried to reference a cursor that does not yet exist.***

*A few scenarios given below.*

*1. FETCH cursor before opening the cursor.*

*2. CLOSE cursor before opening the cursor.*

*3. FETCH cursor after closing the cursor.*

***EG.***

*SQL> CREATE table TEMP (c1 number not null);*

*SQL> INSERT into TEMP values (null);*

*INSERT into TEMP values (null)*

*\**

*ERROR at line 1:*

*ORA-01400: cannot insert NULL into ("C##SALEEL"." TEMP "."C1")*

***PRAGMA EXCEPTION\_INIT***

*DECLARE*

***NULL\_VALUES EXCEPTION;***

***PRAGMA EXCEPTION\_INIT (NULL\_VALUES, -1400);***

*BEGIN*

*INSERT INTO TEMP VALUES (NULL);*

*dbms\_output.put\_line ('null value not authorized 1');*

*EXCEPTION*

*WHEN* ***null\_values*** *THEN*

*dbms\_output.put\_line ('null value not authorized 2 ' || sqlcode);*

*END;*

*/*

**Dbms\_output.put\_line**

***\* Exec dbms\_output.disable***

***\* Exec dbms\_output.enable***

***Transaction Block (Works with exceptions only)***

***EG.1***

*declare*

*x number;*

*begin*

***SAVEPOINT sp1;***

*INSERT into dept values (1, 1, 1, 1);*

*INSERT into dept values (1, 1, 1, 1);*

***COMMIT;***

*exception*

*when others then*

***ROLLBACK to sp1;***

*dbms\_output.put\_line (dbms\_utility.format\_error\_stack);*

*end;*

*/*

***EG.2***

*declare*

*str varchar2(100);*

*begin*

***SAVEPOINT sp1;***

*str := 'INSERT into DEMO values (:p1, :p2, :p3, :p4)';*

*execute immediate str using 1, 1, 1, 1;*

*str := 'INSERT into DEPT values (:p1, :p2, :p3, :p4)';*

*execute immediate str using 1,1,1,1;*

***COMMIT;***

*exception*

*when others then*

*dbms\_output.put\_line('others exception raised....');*

***ROLLBACK TO SAVEPOINT SP1;***

*end;*

*/*

***Raise\_application\_error***

***EG.***

*Raise\_application\_error (-20001,’Message’);*

*begin*

*RAISE\_APPLICATION\_ERROR (-20000, 'Force and exception');*

*exception*

*WHEN OTHERS THEN*

*dbms\_output.put\_line ('Force and exception');*

*end;*

*/*

***Note: - The error number which must be between (–20000 and –20999)***

***SQLCODE***

**Note: - SQLCODE is an error function that returns the latest error number, but outside of an exception handle. SQLCODE returns the value of the error number for the last error encountered.**

***dbms\_utility***

***dbms\_utility.exec\_ddl\_statement ('Create table EMP (empno number, ename varchar2 (10))');***

***dbms\_utility.format\_call\_stack***

***dbms\_utility.format\_error\_backtrace***

***dbms\_utility.format\_error\_stack (SQLERRM)***

***PLS\_INTEGER with RANGE option***

***EG.***

*declare*

***lv\_integer PLS\_INTEGER RANGE 5..10; -- will only store values between 5 to 10.***

*begin*

***lv\_integer := 91; --an exception will be generated as the value is outside the limit.***

*dbms\_output.put\_line (lv\_integer);*

*exception*

*WHEN value\_error THEN*

*dbms\_output.put\_line ('error'); --this gets printed.*

*end;*

*/*

***Cursor for Loop***

***EG.***

*begin*

***for x in (SELECT \* from EMP)***

*Loop*

*dbms\_output.put\_line* ***(x.ename);***

*End loop;*

*end;*

*/*

***EG.***

*declare*

***cursor c1 is SELECT \* from EMP;***

*begin*

***for x in c1***

*loop*

*dbms\_output.put\_line* ***(x.ename);***

*end loop;*

*end;*

*/*

***EG.***

*CREATE or REPLACE PROCEDURE PRO1* ***(deptno number)*** *is*

***cursor c1 (para1 number) is SELECT \* from EMP where deptno = para1;***

*begin*

***for xRecord in c1 (deptno)***

*loop*

*dbms\_output.put\_line (xRecord.ename ||' ' || xRecord.job ||' ' || xRecord.deptno);*

*end loop;*

*end;*

*/*

***EG.***

*begin*

***for d in (SELECT \* from dept)***

*loop*

***for e in (SELECT \* from EMP where deptno=d.deptno)***

*loop*

*dbms\_output.put\_line (‘Employee ' || e.ename || ' in department ' || d.dname);*

*end loop;*

*end loop;*

*end;*

*/*

***Collection’s (Record)***

***TYPE type\_name IS RECORD***

***(field1 data\_type1 [NOT NULL] := [DEFAULT VALUE],***

***field2 data\_type2 [NOT NULL] := [DEFAULT VALUE],***

***...***

***fieldn data\_type3 [NOT NULL] := [DEFAULT VALUE]***

***);***

***EG. For INSERT***

*declare*

***TYPE RecordType is record (***

***C1 NUMBER,***

***C2 NUMBER,***

***C3 NUMBER,***

***C4 NUMBER***

***);***

***xRecord RecordType;***

*begin*

*for x in 1..20*

*loop*

***xRecord.c1 := x;***

***INSERT into temp values xRecord;***

*end loop;*

*end;*

*/*

***EG. For UPDATE***

*declare*

***TYPE TypeRecord is RECORD (***

***C1 NUMBER,***

***C2 VARCHAR2 (25),***

***C3 VARCHAR2 (25),***

***C4 VARCHAR2 (25)***

***);***

*xRecord TypeRecord;*

*begin*

*for i in 1..20*

*loop*

*xRecord.c1 := i;*

*xRecord.c2 := 'File ' || i;*

*xRecord.c3 := 'Uploaded on ' || (sysdate + i);*

*xRecord.c4 := 'Image File ' || (i\*10) || '.jpeg';*

***UPDATE temp set ROW = xRecord where c1 = i;***

*--INSERT into temp values xRecord;*

*end loop;*

*end;*

*/*

***EG. For UPDATE***

*declare*

*xRow dept%RowType;*

*begin*

*xRow.deptno := 1;*

*xRow.dname := 1;*

*xRow.loc := 1;*

***UPDATE DEPT set Row = xRow where deptno=40;***

*end;*

*/*

***EG.***

*declare*

***TYPE empRecord is RECORD (***

***Empno emp.empno%Type,***

***Ename emp.ename%Type***

***);***

***xRecord empRecord;***

*begin*

*SELECT empno, ename into* ***xRecord*** *from EMP where empno=7788;*

*dbms\_output.put\_line* ***(xRecord.empno);***

*dbms\_output.put\_line* ***(xRecord.ename);***

*end;*

*/*

***EG.***

*declare*

***TYPE deptRecord is RECORD (***

***deptno number,***

***dname varchar2 (20),***

***loc varchar2 (20),***

***walletid number);***

***xRecord deptRecord;***

*begin*

***xRecord.deptno := 1;***

***xRecord.dname := 1;***

***xRecord.loc := 1;***

***xRecord.walletid := 7;***

*INSERT into dept* ***values xRecord;***

*end;*

*/*

***EG.***

*declare*

***TYPE EMPRecord is record (***

***c1 number not null :=11,***

***c2 varchar2 (10) default 'saleel',***

***c3 varchar2 (12),***

***c4 number***

***);***

***xRecord EMPRecord;***

*STR varchar2 (1000);*

*begin*

*xRecord.c3 := 'Pune';*

*xRecord.c4 := 101;*

*STR :='INSERT into DEPT values (:para1, :para2, :para3, :para4)';*

***execute immediate STR using xRecord.c1, xRecord.c2, xRecord.c3, xRecord.c4;***

*end;*

*/*

***Subtype Variables***

***EG.***

*declare*

***subtype x is varchar2 (100);***

***y x;***

*begin*

*y := 'a';*

*Exception*

*When others then*

*dbms\_output.put\_line* ***(dbms\_utility.format\_error\_stack);***

*end;*

*/*

***Cursor BULK COLLECT***

***EG.***

*declare*

***TYPE Type1 IS TABLE OF EMP%ROWTYPE INDEX BY BINARY\_INTEGER;***

***Obj Type1;***

*begin*

*SELECT \** ***bulk collect*** *into obj from EMP;*

*for elements in 1 .. obj.count*

*loop*

*dbms\_output.put\_line* ***(Obj (elements).ENAME || ' ' || Obj (elements).SAL);***

*end loop;*

*end;*

*/*

***EG.***

*declare*

***TYPE EMPRecord is RECORD (***

*EMPNO NUMBER (4), ENAME VARCHAR2 (12),*

*JOB VARCHAR2 (18), MGR NUMBER (4),*

*HIREDATE DATE, SAL NUMBER (7, 2),*

*COMM NUMBER (7, 2), DEPTNO NUMBER (4),*

*HOBBYID NUMBER (3), WALLETID NUMBER (5),*

*TOTAL NUMBER*

*);*

***TYPE EMPTable is table of EMPRecord;***

***newEMPTable EMPTable;***

***--xRecord EMPRecord;***

*STR varchar2 (1000);*

*begin*

*STR := 'SELECT \* from EMP1';*

***execute immediate STR bulk collect into newEMPTable;***

*for i in newEMPTable.first .. newEMPTable.last*

*loop*

*dbms\_output.put\_line (newEMPTable (i).ENAME);*

*end loop;*

*exception*

*when others then*

*dbms\_output.put\_line (dbms\_utility.format\_error\_stack);*

*end;*

*/*

***EG.***

*declare*

*cursor c1 is SELECT \* from emp1;*

***TYPE EMPTable is table of EMP1%RowType;***

***newTable EMPTable;***

*begin*

*open c1;*

*loop*

***fetch c1 bulk collect into newTable limit 10 ;***

***for i in 1.. newTable.count***

*loop*

***dbms\_output.put\_line (i || ' ' || newTable (i).ename);***

*end loop;*

*dbms\_output.put\_line ('\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_' ||* ***newTable.count****);*

*exit when c1%NotFound;*

*end loop;*

*close c1;*

*exception*

*when others then*

*dbms\_output.put\_line (dbms\_utility.format\_error\_stack);*

*end;*

*/*

***EG.***

*Declare*

***TYPE tmp\_tbm is table of EMP%Rowtype;***

***emp\_tbl tmp\_tbm;***

*Begin*

***execute immediate 'SELECT \* FROM EMP' bulk collect INTO emp\_tbl;***

*For i in 1 .. Emp\_tbl.COUNT loop*

*dbms\_output.put\_line* ***(emp\_tbl (i).ename || ' ' || emp\_tbl (i).job);***

*End loop;*

*End;*

*/*

***EG.***

*declare*

***TYPE EMPRecord is record*** *(*

*EMPNO NUMBER (4), ENAME VARCHAR2 (12),*

*JOB VARCHAR2 (12), MGR NUMBER (4),*

*HIREDATE DATE, SAL NUMBER (7, 2),*

*COMM NUMBER (7, 2), DEPTNO NUMBER (2),*

*WALLETID NUMBER (5), TOTAL NUMBER,*

*deptDEPTNO NUMBER, deptDNAME varchar2 (12),*

*deptLOC varchar2 (12), deptWALLETID NUMBER*

*);*

***TYPE EMPTable is table of EMPRecord;***

***newTable EMPTable;***

*begin*

*SELECT \** ***bulk collect into newTable*** *from EMP, DEPT where emp.deptno=dept.deptno;*

***for i in 1.. newTable.count***

*loop*

*dbms\_output.put\_line* ***(newTable (i).ENAME || newTable (i).deptDNAME);***

*end loop;*

*end;*

***EG.***

*declare*

***TYPE EMPRecord is record (***

*EMPNO NUMBER (4), ENAME VARCHAR2 (12),*

*JOB VARCHAR2 (18), MGR NUMBER (4),*

*HIREDATE DATE, SAL NUMBER (7, 2),*

*COMM NUMBER (7, 2), DEPTNO NUMBER (4),*

*HOBBYID NUMBER (3), WALLETID NUMBER (5),*

*TOTAL NUMBER*

*);*

***TYPE EMPTable is table of EMPRecord;***

***newTable EMPTable;***

*cursor c1 is SELECT \* from EMP1;*

*begin*

*open c1;*

*loop*

***fetch c1 bulk collect into newTable;***

***for i in 1..newTable.count***

*loop*

*dbms\_output.put\_line* ***(newTable (i).ename);***

*end loop;*

*exit when c1%NotFound;*

*end loop;*

*close c1;*

*end;*

*/*

***EG.***

*CREATE or REPLACE PROCEDURE PL1 IS*

***TYPE t\_tab IS TABLE OF EMP.deptno%TYPE;***

***l\_tab t\_tab;***

*begin*

*UPDATE EMP*

*SET deptno = rownum* ***RETURNING deptno BULK COLLECT INTO l\_tab;***

***for i IN l\_tab.first .. l\_tab.last loop***

***dbms\_output.put\_line ('UPDATE ID=' || l\_tab (i));***

***end loop;***

*end PL1;*

*/*

***forall in BULK COLLECT***

***EG.***

*declare*

*TYPE EMPTable is table of EMP1%ROWTYPE;*

*c1 EMPTable;*

*begin*

*SELECT \* BULK COLLECT INTO c1 from EMP1;*

***forall x in c1.First .. c1.Last***

***INSERT into TEMP values c1(x);***

*end;*

*/*

***dbms\_assert.enquote\_literal***

***EG.***

*CREATE or REPLACE Procedure INSERETRECORD (dno number, dnm varchar2, lo varchar2, wid number) is*

*Vsql varchar2 (100);*

*begin*

*Vsql := 'INSERT into DEPT values (:dno,’;*

***Vsql := vsql || dbms\_assert.enquote\_literal (dnm) || ',';***

***Vsql := vsql || dbms\_assert.enquote\_literal (lo) || ',';***

*Vsql := Vsql || wid || ')';*

*dbms\_output.put\_line (Vsql);*

*exception when others then*

*dbms\_output.put\_line* ***(dbms\_utility.format\_error\_stack);***

*end INSERETRECORD;*

*/*

***Function returns %RowType***

***EG.***

*CREATE or REPLACE FUNCTION F1(X number)* ***return EMP%RowType*** *is*

*xRow EMP%Rowtype;*

*begin*

***SELECT \* into xRow from EMP where empno = x;***

*If SQL%Found then*

***return (xRow);***

*End IF;*

*exception*

*when no\_data\_found then*

***return (null);***

*end F1;*

*/*

**How to call**

*Declare*

*xRow1 EMP%RowType;*

*begin*

***xRow1 := F1 (7788);***

*dbms\_output.put\_line (xRow1.ename);*

*end;*

*/*

***REF CURSOR***

***Strongly Typed***

***EG.***

*declare*

***TYPE emp1 is ref cursor return EMP%Rowtype;***

***c1 emp1;***

***xRecord EMP%RowType;***

*begin*

***open c1 for SELECT \* from EMP;***

*loop*

*fetch c1 into xRecord;*

*exit when c1%NotFound;*

*dbms\_output.put\_line (xRecord.ename);*

*end loop;*

*close c1;*

*end;*

*/*

***Weakly Typed***

***EG.***

*declare*

***TYPE emp1 is ref cursor;***

***c1 emp1;***

***xRecord EMP%RowType;***

*begin*

***open c1 for SELECT \* from EMP;***

*loop*

*fetch c1 into xRecord;*

*exit when c1%NotFound;*

*dbms\_output.put\_line (xRecord.ename ||' ' || xRecord.job);*

*end loop;*

*close c1;*

*end;*

*/*

***EG.***

***CREATE or REPLACE procedure PL1 (varDeptno number) is***

***TYPE empCursor is ref cursor;***

***c1 empCursor****;*

*str varchar2(1000);*

*begin*

***--str := 'SELECT \* from emp where deptno = :para1';***

***open c1 for 'SELECT \* from EMP where deptno = :para1' using varDeptno;***

*end PL1;*

*/*

***EG.***

*CREATE or REPLACE procedure PRO1* ***(STR varchar2)*** *is*

*xRow emp%RowType;*

***TYPE MYCURSOR is ref cursor;***

***C1 MYCURSOR;***

*BEGIN*

***open C1 for str;***

*loop*

*fetch C1 into xRow;*

*exit when c1%NotFound;*

*dbms\_output.put\_line (xRow.ename ||' ' || xRow.job || ' ' || xRow.deptno);*

*end loop;*

*close C1;*

*END;*

*/*

***SYS\_REFCURSOR***

***EG.***

*declare*

***TYPE empRecord is record (***

*varEmpno number, varEname varchar2 (12),*

*varJob varchar2 (12), varMgr number,*

*varHiredate date, varSal number,*

*varComm number, varDeptno number,*

*varWalletid number, varTotal number*

*);*

***xRecord empRecord;***

***c1 sys\_refcursor;***

*str varchar2 (1000);*

*begin*

***str := 'SELECT \* from EMP where deptno = :para1';***

***open c1 for str using 20;***

*loop*

*fetch c1 into xRecord;*

*exit when c1%NotFound;*

*dbms\_output.put\_line (xRecord.varEname);*

*end loop;*

*close c1;*

*end;*

*/*

***EG.How to return sys\_refcursor from FUNCTION***

***EG.***

*CREATE or REPLACE function F1 return* ***SYS\_REFCURSOR*** *is*

***myCursor SYS\_REFCURSOR;***

*begin*

***open myCursor for SELECT \* from EMP;***

***return myCursor;***

*end F1;*

*/*

**How to call**

*declare*

***xx SYS\_REFCURSOR;***

***xRow EMP%Rowtype;***

*begin*

***xx := F1;***

*loop*

***fetch xx into xRow;***

*exit when xx%NotFound;*

*dbms\_output.put\_line (xRow.ENAME);*

*End loop;*

*end;*

*/*

***EG.***

*CREATE or REPLACE function F1(x varchar2) return* ***SYS\_REFCURSOR*** *is*

***C1 SYS\_REFCURSOR;***

*begin*

***open c1 for 'SELECT \* from :para1' using x;***

***return c1;***

*end F1;*

*/*

*CREATE or REPLACE function F1(x number) return* ***sys\_refcursor*** *is*

***c1 sys\_refcursor;***

*str varchar2 (1000);*

*begin*

***str := 'SELECT \* from EMP where deptno = :para1';***

***open c1 for str using x;***

***return (c1);***

*end F1;*

*/*

***EG.***

*declare*

***TYPE EMP is record (***

*varEMPNO NUMBER (4), varENAME VARCHAR2 (12),*

*varJOB VARCHAR2 (12), varMGR NUMBER (4),*

*varHIREDATE DATE, varSAL NUMBER (7, 2),*

*varCOMM NUMBER (7, 2), varDEPTNO NUMBER (2),*

*varWALLETID NUMBER (5), varTOTAL NUMBER*

*);*

***c1 sys\_refcursor;***

***xRecord EMP;***

*begin*

***c1 := F1 (10);***

*loop*

*fetch c1 into xRecord;*

*exit when c1%notFound;*

*dbms\_output.put\_line (xRecord.varENAME);*

*end loop;*

*end;*

*/*

***EG.How to pass sys\_refcursor in PROCEDURE***

*CREATE or REPLACE procedure PL1* ***(x sys\_refcursor)*** *is*

*xRecord emp%RowType;*

*begin*

*loop*

***fetch x into xRecord;***

*exit when x%NotFound;*

*dbms\_output.put\_line (xRecord.ENAME);*

*end loop;*

*end PL1;*

*/*

**How to call**

*declare*

***c1 sys\_refcursor;***

*begin*

***open c1 for SELECT \* from EMP;***

***pl1(c1);***

*end;*

*/*

***dbms\_sql.return\_result***

***EG.***

*CREATE or REPLACE procedure PL1 (x in number) is*

***c1 sys\_refcursor;***

*STR varchar2 (1000);*

*begin*

*STR := 'SELECT \* from EMP1 where DEPTNO =* ***:para1';***

***open c1 for str using x;***

***dbms\_sql.return\_result (c1);***

*end PL1;*

*/*

***CALL***

*begin*

***pl1 (10);***

*end;*

*/*

***ACCESSIBLE BY clause***

*The* ***ACCESSIBLE BY*** *clause can be added to* ***packages, procedures, functions and types*** *to specify which objects are able to reference the PL/SQL object directly.*

***EG.***

*CREATE or replace procedure PRO1* ***ACCESSIBLE BY (PRO2)*** *is*

*begin*

*dbms\_output.put\_line ('ACCESSIBLE BY clause demo’);*

*end;*

*/*

*CREATE or REPLACE procedure* ***PRO2*** *is*

*begin*

*PRO1;*

*end;*

*/*

***Procedure***

***EG.***

*CREATE or REPLACE PROCEDURE PRO1 (C1 number, C2 VARCHAR2, C3 VARCHAR2) IS*

***xRow1 T1%ROWTYPE;***

*begin*

***xRow1.deptno := C1;***

***xRow1.dname := C2;***

***xRow1.loc := C3;***

***INSERT into T1 values xRow1;***

*end PRO1;*

*/*

***EG.***

*CREATE or REPLACE PROCEDURE* ***REMOVE\_DEPT (X NUMBER)*** *AS*

*BEGIN*

*DELETE FROM dept WHERE dept.deptno =* ***REMOVE\_DEPT.X;***

*END;*

*/*

***Procedure / Function Overloading***

***EG.***

*declare*

*x1 number := 1;*

*x2 number := 2;*

***PROCEDURE P1 (c1 number) is***

*begin*

*dbms\_output.put\_line (c1+1);*

*end p1;*

***PROCEDURE P1(c1 number, c2 number) is***

*begin*

*dbms\_output.put\_line (c1 + c2);*

*end p1;*

*begin*

*P1(x1);*

*P1(x1, x2);*

*end;*

*/*

***EXECUTE IMMEDIATE***

***SQL> GRANT CREATE TABLE to c##saleel; -- If execute immediate is not working***

***EXECUTE IMMEDIATE Syntax***

***EXECUTE IMMEDIATE dynamic\_string***

***[INTO {define\_variable [, define\_variable]... | record}]***

***[USING [IN | OUT | IN OUT] bind\_argument***

***[, [IN | OUT | IN OUT] bind\_argument]...]***

***[{RETURNING | RETURN} INTO bind\_argument [, bind\_argument]...];***

***INTO ...***

*Used only for single-row queries, this clause specifies the variables or record into which column values are retrieved. For each value retrieved by the query, there must be a corresponding, type-compatible variable or field in the INTO clause.*

***RETURNING INTO ...***

*Used only for DML statements that have a RETURNING clause (without a BULK COLLECT clause), this clause specifies the bind variables into which column values are returned. For each value returned by the DML statement, there must be a corresponding, type-compatible variable in the RETURNING INTO clause.*

***EG.1***

*declare*

***ROW EMP%RowType;***

*begin*

***Execute immediate 'SELECT \* from EMP where empno = 7788' INTO ROW;***

*dbms\_output.put\_line (row.ename);*

*end;*

*/*

***EG.2***

*declare*

***xRow emp%RowType;***

*STR varchar2 (100);*

*begin*

***STR := 'SELECT \* from EMP where empno=7788';***

***execute immediate STR into xRow;***

*dbms\_output.put\_line (xRow.ename ||' ' || xRow.job ||' ' || xRow.sal);*

*end;*

*/*

***EG.2***

*CREATE OR REPLACE* ***FUNCTION*** *F1 RETURN EMP%ROWTYPE AS*

*STR1 VARCHAR2 (100);*

*X EMP%ROWTYPE;*

*BEGIN*

*STR1 := 'SELECT \* FROM EMP WHERE EMPNO=7788';*

***EXECUTE IMMEDIATE STR1 INTO X ;***

*RETURN(X);*

*END;*

*/*

*DECLARE*

*X1 EMP%ROWTYPE;*

*BEGIN*

*X1:= F1;*

*dbms\_output.put\_line (x1.ename);*

*END;*

*/*

***EG. (Table name more than 10 records)***

*declare*

***CURSOR c1 is SELECT tname from TAB where tabtype='TABLE' order by 1;***

*xRecord tab.tname%Type;*

*xx number;*

*begin*

*open c1;*

*loop*

*fetch c1 into xRecord;*

*exit when c1%NotFound;*

***execute immediate 'SELECT count (\*) from ' || xRecord into xx;***

*if xx >=10 then*

*dbms\_output.put\_line (xRecord || ' has -> ' || xx || ' Record(s)');*

*end if;*

*end loop;*

*close c1;*

*end;*

*/*

***EG. (Table name more than 10 records)***

*declare*

*xx number;*

*begin*

***for xRecord in (SELECT tname from TAB where tabtype='TABLE' order by 1)***

*loop*

***execute immediate 'SELECT count (\*) from ' || xRecord.tname into xx;***

*if xx >=10 then*

*dbms\_output.put\_line (xRecord.tname || ' has -> ' || xx || ' Record(s)');*

*end if;*

*end loop;*

*end;*

*/*

***EG. (Drop all Table)***

*begin*

*for xRow in (SELECT TABLE\_NAME from user\_tables where TABLE\_NAME like 'Z%')*

*loop*

***execute immediate*** *(****'DROP table ' || xRow.table\_name || ' cascade constraints purge');***

*end loop;*

*end;*

*/*

***EG. (Drop all Table)***

*CREATE OR REPLACE PROCEDURE PRO1* ***(C CHAR)*** *IS*

*TYPE MYCURSOR IS REF CURSOR;*

*C1 MYCURSOR;*

*XROW USER\_TABLES.TABLE\_NAME%TYPE;*

*BEGIN*

*OPEN C1 FOR 'SELECT TABLE\_NAME FROM USER\_TABLES WHERE* ***TABLE\_NAME LIKE :P' USING C ||'%';***

*LOOP*

*FETCH C1 INTO XROW;*

*EXIT WHEN C1%NOTFOUND;*

***execute immediate 'DROP table ' || xrow || ' cascade constraints purge';***

*END LOOP;*

*CLOSE C1;*

*END;*

*/*

***EG.***

*declare*

***rows1 rowid;***

*STR varchar2 (100);*

*begin*

*STR :=* ***'INSERT*** *into DEPT (deptno) values (1)* ***returning rowid into :rows1' ;***

***execute immediate STR RETURNING into rows;***

*dbms\_output.put\_line (rows);*

*end;*

*/*

***EG.***

*declare*

*SQL1 varchar2 (100);*

***x rowid;***

*id number;*

*begin*

***SELECT max (deptno) + 1 into id from DEPT;***

***SQL1 := 'INSERT into DEPT values (:para1, :para2, :para3) returning rowid into :para4';***

***execute immediate SQL1 using id,'1','1' returning into x;***

***SQL1 := 'INSERT into R1 values (:para1, :para2)';***

***execute immediate SQL1 using id, x;***

*end;*

*/*

***EG.***

*CREATE or REPLACE Procedure PL1 (p\_deptno number, p\_dname varchar2, p\_loc varchar2, p\_walletid number) is*

*SQLstring varchar2 (100);*

***v\_rowid varchar2 (100);***

*begin*

*SQLstring := 'INSERT into DEPT values (:p1, :p2, :p3, :p4) returning rowid into :p\_rowid';*

***execute immediate SQLstring using p\_deptno, p\_dname, p\_loc, p\_walletid returning into v\_rowid;***

*dbms\_output.put\_line (v\_rowid);*

*end PL1;*

*/*

***EG.***

*CREATE or REPLACE procedure PRO1 (c1 in number, c2 in varchar2, c3 in varchar2, c4 number, c5 date, c6 number, c7 number, c8 number, c9 int) is*

*STR varchar2 (2000);*

*paraROWID rowid;*

*begin*

***SAVEPOINT s1;***

*STR := 'INSERT into EMP values (:para1, :para2, :para3, :para4, :para5, :para6, :para7, :para8, :para9, default ) returning rowid into :paraROWID';*

*execute immediate STR using c1, c2, c3, c4, c5, c6, c7, c8, c9 returning into paraROWID;*

*execute immediate STR using c1, c2, c3, c4, c5, c6, c7, c8, c9 returning into paraROWID;*

*dbms\_output.put\_line (paraROWID);*

***COMMIT;***

*exception*

*when others then*

*dbms\_output.put\_line (dbms\_utility.format\_error\_stack);*

***ROLLBACK to s1;***

***end PRO1;***

***/***

***Triggers***

*CREATE [OR REPLACE] TRIGGER trigger\_name*

*{BEFORE | AFTER | INSTEAD OF}*

*{INSERT [OR] | UPDATE [OR] | DELETE}*

*[OF col\_name]*

*ON table\_name*

***[REFERENCING OLD AS o NEW AS n]***

*[FOR EACH ROW]*

*WHEN (condition)*

*BEGIN*

*--- sql statements*

*END;*

***The trigger cannot include this statement:***

***:NEW := NULL; (ERROR)***

***Mutating error***

***if the trigger attempts to SELECT or MODIFY the table while the trigger has not completed (ie. table is in transition), then mutating trigger error occurs.*** *because the table is in middle of a transaction so it causes the trigger to mutate. you can change the trigger to statement level and apply the logic there.*

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| ***DEPT***  ***Table*** | ***Before trigger events*** | | | ***After trigger events*** | | |
| *Insert* | *Update* | *Delete* | *Insert* | *Update* | *Delete* |
| *Insert* | ***🗴*** | ***🗴*** | ***🗴*** | ***🗴*** | ***🗴*** | ***🗴*** |
| *Update* | ***✓*** | ***🗴*** | ***🗴*** | ***🗴*** | ***🗴*** | ***🗴*** |
| *Delete* | ***✓*** | ***🗴*** | ***🗴*** | ***🗴*** | ***🗴*** | ***🗴*** |
| *Select* | ***✓*** | ***🗴*** | ***🗴*** | ***🗴*** | ***🗴*** | ***🗴*** |

***Before Trigger***

*CREATE or REPLACE trigger DEMO* ***before*** *INSERT on DEPT for each row*

*begin*

***dbms\_output.put\_line ('Record Inserted');***

*end;*

*/*

*SQL> INSERT into DEPT values (1, 1, 1, 1);*

***ERROR***

***Record Inserted***

*INSERT into DEPT values (1, 1, 1, 1)*

*\**

*ERROR at line 1:*

*ORA-00001: unique constraint (C##SALEEL.DEPT\_PRIMARY\_KEY) violated*

***After Trigger***

*CREATE or REPLACE trigger DEMO* ***after*** *INSERT on DEPT for each row*

*begin*

*dbms\_output.put\_line ('Record Inserted');*

*end;*

*/*

*SQL> INSERT into DEPT values (1, 1, 1, 1);*

***ERROR***

*INSERT into DEPT values (1, 1, 1, 1)*

*\**

*ERROR at line 1:*

*ORA-00001: unique constraint (C##SALEEL.DEPT\_PRIMARY\_KEY) violated*

***Note: In BEFORE message “Record Inserted” will print then the trigger will terminate and in the case of AFTER message will not print.***

***Row Level and Table/Statement Level trigger Difference***

***EG. (Row Level Trigger)***

*CREATE or REPLACE trigger DEMO after UPDATE or DELETE on dept for each row*

*begin*

*dbms\_output.put\_line ('Done');*

*end;*

*/*

*SQL> UPDATE DEPT set loc='a' where deptno=0;*

***Row level trigger will not execute, if UPDATE or DELETE command fails to update or delete the rows.***

***EG. (Table/Statement Level Trigger)***

*CREATE or REPLACE trigger DEMO after UPDATE or DELETE on dept*

*begin*

*dbms\_output.put\_line ('Done');*

*end;*

*/*

*SQL> UPDATE DEPT set loc='a' where deptno=0;*

***Statement/Table level trigger will execute even if UPDATE or DELETE command fails to update or delete the rows.***

***2 digits DEPTNO***

*CREATE or REPLACE trigger DEMO before INSERT on DEPT for each row*

*declare*

*x number:=0;*

*begin*

***if length(:new.deptno) <> 2 then***

*raise\_application\_error (-20000,' Minimum 2 Digits');*

*end if;*

*end;*

*/*

***Trigger Action***

***IF Deleting / Inserting / Updating***

*CREATE or REPLACE trigger DEMO after* ***UPDATE of sal, comm*** *on EMP for each row*

*declare*

*begin*

*if* ***updating ('sal')*** *then*

*dbms\_output.put\_line ('Salary');*

*elsif* ***updating ('comm')*** *then*

*dbms\_output.put\_line ('Commission');*

*end if;*

*end DEMO;*

*/*

***Updating OF column Trigger***

*The trigger will execute / fire when we update comm column for remaining columns the trigger will not fire.*

*CREATE or REPLACE trigger DEMO after* ***UPDATE of comm*** *on EMP for each row*

*begin*

*if updating then*

*dbms\_output.put\_line ('Updated...');*

*else*

*dbms\_output.put\_line ('Not update...');*

*end if;*

*end DEMO;*

*/*

***Enable and Disable triggers***

***\* ALTER trigger DEMO enable / disable***

***\* ALTER table EMP enable / disable [ALL TRIGGERS]***

***Triggers***

***Note: - In case of TRUNCATE, Trigger doesn't get fired if it is a row level trigger.***

***Note: - INSTEAD OF triggers are valid only for views. You cannot specify an INSTEAD OF trigger on a table.***

***Note: - (Mutation error) the error is encountered when a row-level trigger accesses the same table on which it is based, while executing. The table is said to be mutating.***

***Mutation error (Always on DELETE command)***

*CREATE or REPLACE trigger DEMO* ***before DELETE*** *on DEPT for each row*

*declare*

*x number := 0;*

*begin*

*--SELECT count (\*) into x from DEPT;*

*--INSERT into DEPT values (3, 3, 3, 3);*

*--UPDATE DEPT set walletid = 10 where deptno=2;*

*--DELETE from DEPT where deptno=2;*

*dbms\_output.put\_line(x);*

*end DEMO;*

*/*

***Restrictions on BEFORE triggers:***

***You cannot specify a BEFORE trigger on a view or an object view.***

***You can write to the :NEW value but not to the :OLD value.***

***Restrictions on AFTER triggers:***

***You cannot specify an AFTER trigger on a view or an object view.***

***You cannot write either the :OLD or the :NEW value.***

1. *Hitting the ORA-4091 in an* ***INSERT trigger or an UPDATE*** *trigger where you only need access to the* ***:new values***
2. *Hitting the ORA-4091 in a* ***DELETE trigger or an UPDATE*** *trigger where you need to access the* ***:old*** *values*

***PRAGMA AUTONOMOUS\_TRANSACTION;***

![Description of autonomous_transaction.gif follows](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATgAAAAbCAAAAADNW8yaAAAD9UlEQVR42u2ZPbLcIAyAVaZJQZWeIhfgCu5S06eifxVXcJcuM76CmxyAK3AFT27AFRwEiH/v28lLip0xM7veFZKQP4MlbDjv9lcNbgTPNWvcQ3AGPt4M+X7l1mFbFQBXq3kAzny0FXCredW2Nlyc9tSkVgJgOS7BfXz1m/7H67UGg+Gg0zpdGdtvcE+C20HY/OdYQN/gngLnmGi6FNgb3DPgJLNNl+PiHXCYW7ilAzauQoZZgG/Yv+C/BXLHI3BRA+LXEvLWEu4e3IQ0kjqzIPvOkmTvJICiyoAc9TGSv6KcIjQC+F7MzkkIHQYTOlpE6zvg/EfLcFgDZMsYrnI/jhE7go14qeMRuKQB7VdwxX2eAh5FRUC+iyRZSX06Jbt6qo+R/GXlNH7wxurrMITQY9BsmI7L0oPzuaMD57/Kea4ar6rGm+O+4KzYwwWjjgbcbhtwSaMDp9CVVuhqC6JKkHwXSbLCo4MJuDpG8peV0/jB26oriyGEGtzuEqW2BZY1uIMJdwEuYF8sDsNzJYMR6B2oowG3+TtDBS5pdGcZXFmOJjyIioB8F0myonJgBFfFSP6ycho/x57NhhBqcEq4k+mh5N3g6GacZeLXfKnqGNkmKguw/p/ACxo72qXqyVXgkgZM5kicGf56Qy0g35VKPK7A5DYD18YY/WXlevzGbAihWapK/IZ93H3hiYGu2/dPX9rk4AvlcCMNy1Odh2ftFXTYkvjp4Jzwh9SR7X6G4vvtcwFHGtfgzNKdRvI9gDuPlUqpisAQY/RHys34V+CSSbOB+vZ1VhoEcEvTvgD0uzEINaCNuGBL0z0MpfZd+0PqyHZv6SKUMUnjcqn636ZZOOR7WKro07DJjKtjJH+kTONHb3q6VJMJgUszCS7BdcXd2xRcUMW0s8pTbWkq41TTBk8udrRL1bKtjEka7MA8NkkOfmkvza2afGcJmYJr78wwi5H8kTKNH2LX8+SQTJqlatmPCTg3gFOwmUtwR0jrsUA4RJzlHM+EOhpwnltJDllDS+eknpQjCBdaQfBdJGSqfF2m5QU4Goj8JeU8vmVYjhzTciSZ1ODCSehJdWz6rLqdF+C4PtdQCPry0fqSMZQjvk6SmACpowant6ocyRpOAau3enV1u0ErCL6LhEyxppVuBq6Kkfwl5RLhztPGM5sNIVTgsEIRcsiqGvo6zt1brqEAVjzzypsw8cJ71dnTxv8CbgXbgXNM35v898GlPX3VZLlJ3uAePB0xXXrY467/Bvfug0zdPB/Z2XI/yHwOnE/N+U0D/nY3uCffOfhZxqQ2zqyK5dl3vx585vWgwxdc+LBU2vMCnPsH79aoPDWv3MZJaJpX0n8ABX2gghCcCHkAAAAASUVORK5CYII=)

*CREATE or REPLACE trigger DEMO after INSERT on dept for each row*

*declare*

***PRAGMA AUTONOMOUS\_TRANSACTION;***

*begin*

*insert into t values('aaa',1,1,1);*

***commit;***

*end;*

*/*

***pragma exception\_init;***

![Description of exception_init_pragma.gif follows](data:image/png;base64,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)

*CREATE or REPLACE trigger DEMO after INSERT on dept for each row*

*declare*

***ex exception;***

***pragma exception\_init(ex,-01722);***

*begin*

*INSERT into TEMP values ('aaa', 1, 1, 1);*

*exception*

***when ex then***

***dbms\_output.put\_line ('sss');***

*end;*

*/*

***Follows Trigger***

*CREATE or REPLACE trigger DEMO1 before INSERT on DEPT for each row*

*declare*

*begin*

*dbms\_output.put\_line (q'"First trigger fired"');*

*end DEMO1;*

*/*

*CREATE or REPLACE trigger DEMO2 before INSERT on DEPT for each row*

***Follows DEMO1***

*declare*

*begin*

*dbms\_output.put\_line (q'"Second trigger fired"');*

*end DEMO2;*

*/*

***Trigger on DDL [Statement level]***

***Note: This trigger will always execute once even if no records are affected.***

***Note: - Schema trigger can be given on CREATE, ALTER, DROP, AUDIT, RENAME, TRUNCATE and REVOKE***

***EG.***

*CREATE or REPLACE trigger DEMO* ***before RENAME or TRUNCATE on schema***

*begin*

*dbms\_output.put\_line* ***(Ora\_dict\_obj\_name ||' ' || Ora\_dict\_obj\_type || ' ' || Ora\_sysevent);***

*end DEMO;*

*/*

***EG.***

*CREATE or REPLACE trigger DEMO before* ***DROP on schema***

*declare*

*begin*

*raise\_application\_error (-20001,'No');*

*end DEMO;*

*/*

***Trigger on database***

*CREATE OR REPLACE TRIGGER DEMO* ***AFTER STARTUP ON DATABASE***

*BEGIN*

***EXECUTE IMMEDIATE 'ALTER PLUGGABLE DATABASE ALL OPEN';***

*END open\_pdbs;*

*/*

***REFERENCING Clause***

Create a table with the same name as a correlation name, new, and then creates a trigger on that table. To avoid conflict between the table name and the correlation name, the trigger references the correlation name as Newest.

***EG.***

*CREATE table* ***NEW*** *(*

*NEW NUMBER,*

*OLD VARCHAR2 (20)*

*);*

*CREATE or REPLACE trigger DEMO before UPDATE on* ***NEW referencing NEW AS N for each row***

*begin*

***dbms\_output.put\_line (:N.NEW);***

***dbms\_output.put\_line (:N.OLD);***

*end DEMO;*

*/*

***EG.***

*CREATE table* ***NEW*** *(*

*C1 NUMBER,*

*C2 NUMBER,*

*C3 NUMBER,*

*C4 NUMBER,*

***NEW VARCHAR2 (10)***

*);*

*CREATE or REPLACE trigger DEMO before insert on* ***NEW referencing NEW as N for each row***

*begin*

***:N.NEW := UPPER (:N.NEW);***

*end DEMO;*

*/*

***WHEN option***
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***EG.***

*CREATE or REPLACE trigger DEMO before UPDATE on EMP for each row* ***when (new.comm < old.comm)***

*declare*

*begin*

*raise\_application\_error (-20001,'New commission is less than old commission');*

*end DEMO;*

*/*

***EG.***

*CREATE or REPLACE trigger DEMO before INSERT on NEW* ***referencing new as N for each row when (N.new = 'saleel')***

*begin*

***:N.new := upper (:N.new);***

*end DEMO;*

*/*

|  |  |
| --- | --- |
| DDL Events | |
| **Event or DDL statement** | **When allowed or applicable** |
| STARTUP | AFTER |
| SHUTDOWN | BEFORE |
| SERVERERROR | AFTER |
| LOGON | AFTER |
| LOGOFF | BEFORE |
| CREATE | BEFORE and AFTER |
| DROP | BEFORE and AFTER |
| ALTER | BEFORE and AFTER |

***COMPOUND TRIGGER***

***CREATE OR REPLACE TRIGGER compound\_trigger\_name***

***FOR [INSERT|DELETE] UPDATE [OF column] ON table***

***COMPOUND TRIGGER***

***-- Declarative Section (optional)***

***-- Variables declared here have firing-statement duration.***

***--Executed before DML statement***

***BEFORE STATEMENT IS***

***BEGIN***

***NULL;***

***END BEFORE STATEMENT;***

***--Executed before each row change- :NEW, :OLD are available***

***BEFORE EACH ROW IS***

***BEGIN***

***NULL;***

***END BEFORE EACH ROW;***

***--Executed after each row change- :NEW, :OLD are available***

***AFTER EACH ROW IS***

***BEGIN***

***NULL;***

***END AFTER EACH ROW;***

***--Executed after DML statement***

***AFTER STATEMENT IS***

***BEGIN***

***NULL;***

***END AFTER STATEMENT;***

***END compound\_trigger\_name;***

***DBMS\_DDL.WRAP***

**DECLARE**

**x VARCHAR2 (4000);**

**BEGIN**

***x := 'CREATE or REPLACE procedure PRO1 as ';***

***x := x || 'x1 number := 1000; ';***

***x := x || 'begin ';***

***x := x || 'dbms\_output.put\_line(x1); ';***

***x := x || 'end PRO1; ';***

**dbms\_output.put\_line(x);**

***EXECUTE IMMEDIATE DBMS\_DDL.WRAP(x);***

**pro1;**

**END;**

**/**

***Dynamic SQL (using Native)***

***EG.***

*CREATE or REPLACE procedure PRO1* ***(t varchar2, a number, b varchar2, c varchar2)*** *as*

*STRINSERT varchar2 (200);*

*Begin*

*STRINSERT := 'INSERT into '|| t || ' values (:a, :b, :c) ';*

***Execute immediate STRINSERT using a, c, b;***

*End PRO1;*

*/*

*Note: - exec dbms\_output.enable (10000);*

***@, Start, Run to execute .SQL file***

***EG.***

*declare*

*Statement1 CHAR (46);*

*begin*

***Statement1:= 'INSERT INTO "EMPTY"."DEPT" VALUES (:0, :1, :2)';***

*EXECUTE IMMEDIATE statement1 USING 10, 'ACCOUNTING', 'NEW YORK';*

*EXECUTE IMMEDIATE statement1 USING 20, 'RESEARCH', 'DALLAS';*

*EXECUTE IMMEDIATE statement1 USING 30, 'SALES', 'CHICAGO';*

*EXECUTE IMMEDIATE statement1 USING 40, 'OPERATIONS', 'BOSTON';*

end;

/

**Note: - OUT and IN OUT formal parameters may not have default expressions**

**Note: - Varchar2 string length constraints must be in range (1 .. 32767)**

***Dynamic SQL (using Package)***

***EG.***

*CREATE or REPLACE PROCEDURE PL3 AS*

*C1 integer;*

*RC integer;*

*begin*

*C1 := DBMS\_SQL.OPEN\_CURSOR;*

*DBMS\_SQL.PARSE (C1,'CREATE TABLE X (Y varchar2 (10))', DBMS\_SQL.NATIVE);*

*RC := DBMS\_SQL.EXECUTE (C1);*

*dbms\_output.put\_line (RC);*

*DBMS\_SQL.CLOSE\_CURSOR (C1);*

*end PL3;*

*/*

***EG.***

*CREATE or REPLACE procedure pl3 (eno number) as*

*C1 number;*

*Row number;*

*begin*

*C1 := dbms\_sql.open\_cursor;*

*dbms\_sql.parse (c1,'DELETE from emp1 where empno = :eno', dbms\_sql.native);*

*dbms\_sql.bind\_variable (c1, 'eno', eno);*

*Row := dbms\_sql.execute (c1);*

*Exception*

*When others then*

*dbms\_sql.close\_cursor (c1);*

*end;*

*/*

**Exception Examples**

***EG.***

*CREATE or REPLACE function getDname (deptno IN NUMBER) RETURN VARCHAR2 is*

*Begin*

***CASE***

***WHEN deptno = 1 then return ‘Sales’;***

***WHEN deptno = 2 then return ‘Purchase’;***

***END CASE;***

*Exception*

***When CASE\_NOT\_FOUND then***

*return 'Exception - Case Not Found for score - '|| deptno;*

*End getDname;*

*/*

***EG.***

*DECLARE*

*x number := 10;*

*y number:= 0;*

*BEGIN*

***CASE X***

***when 10 then y := y + 1001;***

***when 20 then y := y + 2001;***

***end case;***

*dbms\_output.put\_line(y);*

*Exception*

***When CASE\_NOT\_FOUND then***

*dbms\_output.put\_line ('Exception - Case Not Found...');*

*END;*

*/*

**Prog 1. For Array**

***EG.***

*CREATE or REPLACE PROCEDURE P2 AS*

***TYPE arr1 is varray (10) of varchar2 (10);***

***arr arr1 := arr1 ();*** *// Object of VARRAY TYPE*

*begin*

*for x in 1..10*

*Loop*

*arr.extend;*

*arr (x) := x;*

*End loop;*

*end P2;*

*/*

**Prog 2. : To check for null value in variable**

***EG.***

*declare*

*x number :=0;*

*begin*

*x := ‘&x';*

***If x is null then***

*dbms\_output.put\_line ('null');*

*Else*

*dbms\_output.put\_line ('not null');*

*End if;*

*end;*

*/*

**Prog 3. : To return Boolean value.**

***EG.***

*CREATE or REPLACE function* ***F1(x number) return Boolean as***

*begin*

*If x=100 then*

*return True;*

*Else*

*return False;*

*End if;*

*end;*

*/*

**How to call**

***EG.***

*begin*

***If F1 (200) then***

*dbms\_output.put\_line (‘true');*

*Else*

*dbms\_output.put\_line ('false');*

*End if;*

*end;*

*/*

**Boolean value**

***EG.***

*CREATE or REPLACE procedure* ***PL1 (Var\_X in boolean, Var\_Y in boolean, Var\_Z in out boolean)*** *as*

*begin*

***Var\_Z := Var\_X or Var\_Y;***

*end PL1;*

*/*

**How to call**

*Declare*

*ans boolean;*

*begin*

***PL1 (null, false, ans);***

*If ans then*

*dbms\_output.put\_line ('true');*

*Else*

*dbms\_output.put\_line ('false');*

*End if;*

*end;*

*/*

**Prog 4. : To find missing number from Sr. No. column.**

*declare*

*cursor c1 is SELECT no from N;*

*xx number;*

*flg number :=0;*

*begin*

*for x in 1..10*

*loop*

*open c1;*

*loop*

*fetch c1 into xx;*

*exit when c1%NotFound;*

*If xx = x then*

*flg :=0;*

*Exit;*

*Else*

*flg :=1;*

*End if;*

*end loop;*

*close c1;*

*If flg = 1 then*

*dbms\_output.put\_line(x);*

*end if;*

*end loop;*

*end;*

*/*

**Prog 5. : Multiple exceptions.**

*declare*

*x number;*

***Ex1 exception;***

***Ex2 exception;***

*begin*

*x := '&b';*

*If x>10 then*

*Raise ex1;*

*Else*

*Raise ex2;*

*End if;*

*exception*

***When Ex1 or Ex2 then***

*dbms\_output.put\_line ('Error Message…');*

*end;*

*/*

**Prog 6. : Pragma\_Exception\_Init.**

*declare*

*X number;*

***Ex exception;***

***Ex1 exception;***

***Pragma exception\_init (ex, 100);***

***Pragma exception\_init (ex1,-6502);***

*begin*

*SELECT ename into x from EMP where empno=7788;*

*exception*

***When ex OR ex1 then***

***dbms\_output.put\_line ('Saleel’);***

***--when ex1 then***

***-- dbms\_output.put\_line ('Saleel’);***

*end;*

*/*

***Packages***

*Procedures, functions, cursors, and variables that are declared in the package specification are* ***global****.*

*When you create the package body, make sure that each procedure that you define in the body has the same parameters, by name, datatype, and mode, as the declaration in the package specification. For functions in the package body, the parameters and the return type must agree in name and type.*

***Create Package***

![Description of create_package.gif follows](data:image/png;base64,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)

***Drop Package***

![drop_package](data:image/png;base64,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)

**Prog 7. : Packages Header**

*CREATE or REPLACE package PKG1 is*

*Procedure P1;*

*Function F1(x number, y number) return number;*

*Function F1(x number, y number, z number) return number;*

*end PKG1;*

*/*

**Packages Body**

*CREATE or REPLACE package body PKG1 as*

*Procedure P1 is*

*begin*

*dbms\_output.put\_line ('Hello.');*

*end P1;*

*Function F1(x number, y number) return number is*

*begin*

*Return (x+y);*

*end F1;*

*Function F1(x number, y number, z number) return number is*

*begin*

*Return (x + y + z);*

*end F1;*

*end PKG1;*

*/*

***EG.***

***Note this package contents***

1. ***RECORD TYPE***
2. ***FUNCTION***
3. ***PROCEDURE***
4. ***EXCEPTION***

***CREATE or REPLACE package PKG1 is***

***TYPE EMPRecord is record (***

*VAREMPNO NUMBER (4), VARENAME VARCHAR2 (12),*

*VARJOB VARCHAR2 (12), VARMGR NUMBER (4),*

*VARHIREDATE DATE, VARSAL NUMBER (7, 2),*

*VARCOMM NUMBER (7, 2), VARDEPTNO NUMBER (2),*

*VARWALLETID NUMBER (5), VARTOTAL NUMBER*

);

***procedure PRO1 (varEMPNO in number);***

***function F1 return number;***

***ex exception;***

end PKG1;

/

***CREATE or REPLACE package body PKG1 is***

***xRecord EMPRecord;***

*function F1 return number is*

*xx number := 10;*

*begin*

*if xx = 10 then*

***raise ex;***

*else*

*return (1001);*

*end if;*

*exception*

*when ex then*

*dbms\_output.put\_line ('ex exception raised...');*

*return null;*

*end f1;*

*procedure pro1 (varEMPNO in number) is*

*str varchar2 (1000);*

*begin*

*str := 'SELECT \* from EMP where empno=:para1';*

***execute immediate str into xRecord using varEMPNO;***

*dbms\_output.put\_line (xRecord.VARENAME);*

*end pro1;*

*end PKG1;*

*/*

***EG.***

***CREATE or REPLACE package PKG1 is***

*procedure PL1;*

*end PKG1;*

*/*

***CREATE or REPLACE package body PKG1 is***

***x number := 0;***

*procedure PL1 is*

*begin*

***x := x + 1;***

***dbms\_output.put\_line(x);***

*end PL1;*

*end PKG1;*

*/*

**Prog 8. : Random Number.**

*CREATE or REPLACE PROCEDURE P3 AS*

*TYPE Arr1 is varray (100) of number;*

*char1 varchar2 (1000);*

*arr arr1 := arr1 ();*

*cnt number := 1;*

*xValue number := 0;*

*flg number := 1;*

*y number;*

*BEGIN*

*SELECT round (dbms\_random.value (1,500)) into xValue from DUAL;*

*arr.extend;*

*arr (cnt) := xValue;*

*loop*

*Exit when cnt >=100;*

*xValue:=0;*

*SELECT round (dbms\_random.value (1,500)) into xValue from DUAL;*

*For y in 1..arr.count*

*loop*

*if arr(y) = xValue then*

*flg := 1;*

*exit;*

*else*

*flg :=0;*

*end if;*

*end loop;*

*If flg = 0 then*

*cnt := cnt +1;*

*arr.extend;*

*arr (cnt) := xValue;*

*end if;*

*end loop;*

*for yy in 1..arr.count*

*loop*

*dbms\_output.put\_line (arr (yy));*

*char1 := char1 || arr (yy) || ',’;*

*--insert into prn values (arr (yy));*

*end loop;*

*dbms\_output.put\_line ('Work done...' || char1);*

*END P3;*

**Prog 9. : Default parameter.**

***EG.***

*CREATE or REPLACE* ***function F1 (x number default 100)*** *return number as*

*begin*

*return x+100;*

*end F1;*

*/*

***EG.***

*CREATE or REPLACE procedure P4* ***(x number := 5, y number default 550)*** *as*

*begin*

*dbms\_output.put\_line(x+y);*

*end;*

*/*

**Prog 10. : Structure in PL/SQL.**

*declare*

***TYPE T1 is record***

***(***

***X emp.empno%Type,***

***Y emp.ename%Type***

***);***

***Obj T1;***

*begin*

*SELECT empno, ename**into* ***obj*** *from EMP where empno=7788;*

*dbms\_output.put\_line* ***(obj.X ||*** *'**'* ***|| obj.Y);***

*end;*

*/*

**Function with RESULT CACHE**

***EG.***

*CREATE or REPLACE FUNCTION F1 (C1 IN VARCHAR2, C2 IN VARCHAR2)*

*RETURN VARCHAR2* ***RESULT\_CACHE*** *IS*

*begin*

*return (C1 || ' ' || C2);*

*end F1;*

*/*

**Prog 11. : Function with in, out and in out parameters.**

*CREATE or REPLACE function F1* ***(no in number, no1 out number, no2 out varchar2)*** *return number as*

*begin*

*no1:= no;*

***no2:='Saleel' || Null || 'Bagde';***

***return no;***

*end F1;*

*/*

**Call Function**

*declare*

*X number :=0;*

*Y number :=0;*

*Z varchar2 (20);*

*begin*

***X := F1 (1500, Y, Z);***

*dbms\_output.put\_line (X || ' ' || Y || ' ' || Z);*

*end;*

*/*

**Prog 12. : Function with in, out parameters.**

*CREATE or REPLACE function F1(x number, y number, z out number) return number is*

*begin*

*Z := 1000;*

*Return x + y;*

*end;*

*/*

**Call Function**

*declare*

*X1 number :=10;*

*Y1 number :=10;*

*Z number := 0;*

*Z1 number := 0;*

*begin*

***Z := F1(x1, y1, z1);***

***Z := F1(x1, y=>y1, z =>z1);***

***Z := F1(x=>x1, y=>y1, z=>z1);***

*dbms\_output.put\_line (z || ' ' || z1);*

*end;*

*/*

**Prog 13 :**

*declare*

***"End" number := 1001;***

*begin*

***dbms\_output.put\_line ("End");***

*end;*

*/*

***Methods for Passing Parameters***

***Actual parameters could be passed in three ways:***

* *Positional notation*
* *Named notation*
* *Mixed notation*

**POSITIONAL NOTATION**

*In positional notation, you can call the procedure as:*

***EG.***

***FindMin (a, b, c, d);***

*In positional notation, the first actual parameter is substituted for the first formal parameter; the second actual parameter is substituted for the second formal parameter, and so on. So, a is substituted for x, b is substituted for y, c is substituted for z and d is substituted for m.*

**NAMED NOTATION**

*In named notation, the actual parameter is associated with the formal parameter using the arrow symbol (=>). So the procedure call would look like:*

***EG.***

***FindMin (x=>a, y=>b, z=>c, m=>d);***

**MIXED NOTATION**

*In mixed notation, you can mix both notations in procedure call; however, the positional notation should precede the named notation.*

**The following call is legal:**

***EG.***

***FindMin (a, b, c, m=>d);***

**But this is not legal:**

***EG.***

***FindMin (x=>a, b, c, d);***

**Prog 13. : Function for Calculation**

*CREATE or REPLACE function* ***NEW\_USER.CALC*** *(pi\_val varchar2) return number is*

*v\_return number;*

*begin*

*Execute immediate 'SELECT '|| pi\_val ||' from dual' INTO v\_return;*

*Return v\_return;*

*end;*

*/*

*SQL> SELECT* ***new\_user.calc*** *('2+3') from dual;*

**Prog 14. : Use of case**

*declare*

*x number:=&X;*

*begin*

***case when x = 100 then***

***dbms\_output.put\_line ('1');***

***when x = 200 then***

***dbms\_output.put\_line ('2');***

***end case;***

*end;*

*/*

## Java methods from oracle

***Method 1***

![Description of drop_java.gif follows](data:image/png;base64,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)

*SQL> SELECT* ***dbms\_java.get\_jdk\_version*** *from dual;*

*SQL>* ***exec dbms\_java.dropjava ('F1');***

**Step 1: Create file "HellWorld.java" file**

import java.util.\*;

public class HelloWorld {

**public static String HelloWorld (String x, String y) {**

**return (x + " " + y);**

**}**

}

**Step 2: Compile the file.**

C:\> javac HelloWorld.java

**Step 3: Use loadJava**

C:\> **loadjava** –user saleel/sony C:\HelloWorld.class –v

C:\> **dropjava** –user saleel/sony C:\HelloWorld.class -v

**Step 4: Write function / procedure in PL/SQL**

**Create or replace function Helloworld (agr1 varchar2, arg2 varchar2) return varchar2 as language java name 'HelloWorld.HelloWorld   (java.lang.String, java.lang.String) return java.lang.String';**

**Step 5: Execute the function / procedure**

SQL> Select **HelloWorld** (**'**Saleel**', '**Bagde**'**) from dual;

**Drop Java Class / Java File**

SQL> ***Drop java class "myClass";***

SQL> ***Drop*** ***java source "myJavaSource"***

***EG.***

public class addMethod {

public static Integer addMethod (Integer arg1, Integer arg2) {

return (arg1 + arg2);

}

}

## Java multiple methods program

public class HelloWorld {

public static String HelloWorld1 () {

return "Hello World...";

}

public static String StringConcat (String arg1, String arg2) {

return (arg1 +" "+ arg2);

}

public static Integer AddNumber (Integer arg1, Integer arg2) {

try {

return (arg1 + arg2);

}

catch (**NullPointerException** ex)

{

return 0;

}

/\* if (**arg2 == null**)

{

return 555;

}

else {

return (arg1 + arg2);

} \*/

}

}

## Package to call java program

**Note: - Oracle packages are used to call multiple methods of java class file.**

Create or replace package pk as

Function F1 returns varchar2;

Function F2 (arg1 varchar2, arg2 varchar2) return varchar2;

Function F3 (arg1 number, arg2 number) return number;

End pk;

/

Create or replace package body pk as

Function F1 return varchar2 as language java name 'HelloWorld.HelloWorld1 () return java.lang.String';

Function F2 (arg1 varchar2, arg2 varchar2) return varchar2 as language java name 'HelloWorld. StringConcat (java.lang.String, java.lang.String) return java.lang.String';

Function F3 (arg1 number, arg2 number) return number as language java name ‘HelloWorld.AddNumber (java.lang.Integer, java.lang.Integer) return java.lang.Integer';

End pk;

/

## Java overload methods program

public class Java2 {

public static String Function1 (String arg1) {

return (arg1);

}

public static String Function1 (String arg1, String arg2) {

return (arg1 +" “+ arg2);

}

}

## Package to call java Program

Create or replace package pk1 as

Function F4 (arg1 varchar2) return varchar2;

Function F4 (arg1 varchar2, arg2 varchar2) return varchar2;

End pk1;

/

Create or replace package body pk1 as

Function F4 (arg1 varchar2) return varchar2 as language java name 'Java2.Function1 (java.lang.String) return java.lang.String';

Function F4 (arg1 varchar2, arg2 varchar2) return varchar2 as language java name 'Java2.Function1 (java.lang.String, java.lang.String) return java.lang.String';

End pk1;

/

***Method 2***

***EG.***

*CREATE or REPLACE and COMPILE java source named Class1 as*

*public class Class1 {*

*public static java.lang.String F1 () {*

*return ("Record Inserted...");*

*}*

*public static java.lang.String F1 (java.lang.String x) {*

*return (x);*

*}*

*}*

*/*

## Package to call java Program

*CREATE or REPLACE PACKAGE PKG1 is*

*FUNCTION F1 return varchar2;*

*FUNCTION F1(x varchar2) return varchar2;*

*end PKG1;*

*/*

*CREATE or REPLACE PACKAGE PKG1 is*

*FUNCTION F1 return varchar2 is language java name ‘Class1.F1 () return java.lang.String';*

*FUNCTION F1 (x varchar2) return varchar2 is language java name ‘Class1.F1 (java.lang.String) return java.lang.String';*

*end PKG1;*

*/*

**Java Scanner (Input number)**

import java.util.\*;

public class HelloWorld {

public static String HelloWorld (String x, String y) {

return (x + " " + y);

}

public static void main (String agrs []) {

Scanner s = new Scanner (System.in);

String x1 = s.nextLine ();

String x2 = s.nextLine ();

String str = HelloWorld (x1, x2);

System.out.println (str);

}

}

|  |  |
| --- | --- |
| Predefined Exceptions in PL/SQL | |
| **Oracle Error/SQLCODE** | **Description** |
| CURSOR\_ALREADY\_OPEN  ORA-6511 SQLCODE= -6511 | You tried to OPEN a cursor that was already OPEN. You must CLOSE a cursor before you try to OPEN or re-OPEN it. |
| DUP\_VAL\_ON\_INDEX  ORA-00001 SQLCODE= -1 | Your INSERT or UPDATE statement attempted to store duplicate values in a column or columns in a row which is restricted by a unique index. |
| INVALID\_CURSOR  ORA-01001 SQLCODE= -1001 | You made reference to a cursor that did not exist. This usually happens when you try to FETCH from a cursor or CLOSE a cursor before that cursor is OPENed. |
| INVALID\_NUMBER  ORA-01722 SQLCODE = -1722 | PL/SQL executes a SQL statement that cannot convert a character string successfully to a number. This exception is different from the VALUE\_ERROR exception, as it is raised only from within a SQL statement. |
| LOGIN\_DENIED  ORA-01017 SQLCODE= -1017 | Your program tried to log onto the Oracle RDBMS with an invalid username-password combination. This exception is usually encountered when you embed PL/SQL in a 3GL language. |
| NO\_DATA\_FOUND  ORA-01403 SQLCODE= +100 | This exception is raised in three different scenarios: (1) You executed a SELECT INTO statement (implicit cursor) that returned no rows. (2) You referenced an uninitialized row in a local PL/SQL table. (3) You read past end of file with UTL\_FILE package. |
| NOT\_LOGGED\_ON  ORA-01012 SQLCODE= -1012 | Your program tried to execute a call to the database (usually with a DML statement) before it had logged into the Oracle RDBMS. |
| PROGRAM\_ERROR  ORA-06501 SQLCODE= -6501 | PL/SQL encounters an internal problem. The message text usually also tells you to "Contact Oracle Support." |
| STORAGE\_ERRORORA-06500 SQLCODE= -6500 | Your program ran out of memory or memory was in some way corrupted. |
| TIMEOUT\_ON\_RESOURCEORA-00051 SQLCODE= -51 | A timeout occurred in the RDBMS while waiting for a resource. |
| TOO\_MANY\_ROWSORA-01422 SQLCODE= -1422 | A SELECT INTO statement returned more than one row. A SELECT INTO can return only one row; if your SQL statement returns more than one row you should place the SELECT statement in an explicit CURSOR declaration and FETCH from that cursor one row at a time. |
| TRANSACTION\_BACKED\_OUTORA-00061 SQLCODE= -61 | The remote part of a transaction is rolled back, either with an explicit ROLLBACK command or as the result of some other action. |
| VALUE\_ERRORORA-06502 SQLCODE= -6502 | PL/SQL raises the VALUE\_ERROR whenever it encounters an error having to do with the conversion, truncation, or invalid constraining of numeric and character data. This is a very general and common exception. If this same type of error is encountered in a SQL DML statement within a PL/SQL block, then the INVALID\_NUMBER exception is raised. |
| ZERO\_DIVIDEORA-01476 SQLCODE= -1476 | Your program tried to divide by zero. |

***IMP Notes***
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* DROP TABLE can have the PURGE clause but DROP INDEX and DROP TABLESPACE can not.

***Oracle12c new features***

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8ZAwAIygLlHeu6RwAAAABJRU5ErkJggg==)

***Default constraint using SEQUENCE***

***EG.***

*SQL> CREATE table TEMP*

*(COL1 NUMBER* ***DEFAULT S1.NEXTVAL,***

*COL2 NUMBER* ***DEFAULT ON NULL S2.NEXTVAL,***

*ENAME VARCHAR2 (10));*

***IDENTITY***

***[GENERATED {ALWAYS | BY DEFAULT} AS IDENTITY***

***[(START WITH IntegerConstant***

***[, INCREMENT BY IntegerConstant] ) ] ] ]***

*There are three types of identity that can be created*

1. *GENERATED ALWAYS AS IDENTITY*
2. *GENERATED BY DEFAULT AS IDENTITY*
3. *GENERATED BY DEFAULT ON NULL AS IDENTITY*

*Rules*

1. *A table can only contain one identity column*
2. *The column must be a numeric data type*
3. *If an identity clause is specified for a column, then a default clause cannot be specified for that column*
4. *NOT NULL and NOT DEFERRABLE constraints are created automatically for the identity column if they do not already exist. Conflicting constraints will raise an error.*
5. *CREATE TABLE AS SELECT statements do not inherit the identity property of a column in the source table.*

***Identity column will automatically create a SEQUENCE starting by the name ISEQ$$\_95101 to generate the number.***

***EG.***

*SQL> CREATE table TEMP*

*(ID NUMBER* ***generated always as identity,***

*DESCRIPTION VARCHAR2 (30));*

***EG.***

*SQL> CREATE table TEMP*

*(ID NUMBER* ***generated by default as identity,***

*DESCRIPTION VARCHAR2 (30)*

***EG.***

*SQL> CREATE table TEMP*

*(ID NUMBER* ***generated by default on null as identity,***

*DESCRIPTION VARCHAR2 (30)*

***EG.***

*SQL> CREATE table TEMP (col1 number* ***generated always as identity (start with 1000 increment by 10));***

***Reset generated (identity column) with 0***

*SQL> ALTER table TEMP* ***modify c1 number generated always as identity restart;***

***Row Limiting Clause***

*SQL> SELECT \* from EMP* ***FETCH FIRST 2 ROWS ONLY;***

*SQL> SELECT \* from EMP* ***order by sal desc fetch first 5 rows only;***

*SQL> SELECT \* from EMP* ***Fetch First 2 Rows with Ties;***

*SQL> SELECT \* from EMP* ***OFFSET 5 ROW fetch next 5 rows only; // Offset will leave those number or records and then fetch the rows.***

*SQL> SELECT \* from EMP* ***offset (SELECT count(\*) -1 from EMP) row fetch next 1 row only;*** ***// Offset will leave those number or records and then fetch the rows.***

***Invisible columns***

*SQL>* ***desc USER\_TAB\_COLS (data dictionary)***

***Following operations don’t see invisible columns***

* *SELECT \* FROM statements in SQL*
* *DESCRIBE commands in SQL\*Plus*
* *%ROWTYPE attribute declarations in PL/SQL*
* *Describes in Oracle Call Interface (OCI)*

***SQL> set colinvisible on/off***

*SQL> CREATE table EMP (*

*empno number (6),*

*ename varchar2 (40),*

***sal number (9)******Invisible);***

*SQL> ALTER table EMP MODIFY* ***(sal VISIBLE / INVISIBLE);***

*SQL> ALTER table EMP* ***modify salary visible;***

*SQL> ALTER table EMP* ***modify salary invisible;***

***Value can be inserted in the invisible columns by giving column list***

*SQL> INSERT into EMP (empno, ename,* ***sal****) values (1, 'saleel', 7000);*

*SQL> SELECT column\_name,* ***hidden\_column, virtual\_column,*** *histogram from* ***USER\_TAB\_COLS*** *where table\_name='EMP';*

*SQL> SELECT COLUMN\_NAME, HIDDEN\_COLUMN, VIRTUAL\_COLUMN, DEFAULT\_ON\_NULL, IDENTITY\_COLUMN from* ***USER\_TAB\_COLS*** *where table\_name='NEW';*

***Multiple indexes on the same column***

Displays the name of the Container to which you are connected when connected to a Consolidated Database. For non-consolidated database, it will return "Non Consolidated".

***SQL Tuning***
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**Different SELECT statement**

**\*** Alter system flush buffer\_cache;

**\*** alter system flush shared\_pool;

**Listing 2: Documented Oracle Hints:**

|  |  |  |
| --- | --- | --- |
| **ALL\_ROWS** | **INDEX\_SS\_ASC** | **PARALLEL** |
| **AND\_EQUAL** | **INDEX\_SS\_DESC** | **PARALLEL\_INDEX** |
| **ANTIJOIN** | **INLINE** | **PIV\_GB** |
| **APPEND** | **LEADING** | **PIV\_SSF** |
| **BITMAP** | **LIKE\_EXPAND** | **PQ\_DISTRIBUTE** |
| **BUFFER** | **LOCAL\_INDEXESMATERIALIZE** | **PQ\_MAP** |
| **BYPASS\_RECURSIVE\_CHECK** | **MERGE** | **PQ\_NOMAP** |
| **BYPASS\_UJVC** | **MERGE\_AJ** | **PUSH\_PRED** |
| **CACHE** | **MERGE\_SJ** | **PUSH\_SUBQ** |
| **CACHE\_CB** | **MV\_MERGE** | **REMOTE\_MAPPED** |
| **CACHE\_TEMP\_TABLE** | **NESTED\_TABLE\_GET\_REFS** | **RESTORE\_AS\_INTERVALS** |
| **CARDINALITY** | **NESTED\_TABLE\_SET\_REFS** | **REWRITE** |
| **CHOOSE** | **NESTED\_TABLE\_SET\_SETID** | **RULE** |
| **CIV\_GB** | **NL\_AJ** | **SAVE\_AS\_INTERVALS** |
| **COLLECTIONS\_GET\_REFS** | **NL\_SJ** | **SCN\_ASCENDING** |
| **CPU\_COSTING** | **NO\_ACCESS** | **SELECTIVITY** |
| **CUBE\_GB** | **NO\_BUFFER** | **SEMIJOIN** |
| **CURSOR\_SHARING\_EXACT** | **NO\_EXPAND** | **SEMIJOIN\_DRIVER** |
| **DEREF\_NO\_REWRITE** | **NO\_EXPAND\_GSET\_TO\_UNION** | **SKIP\_EXT\_OPTIMIZER** |
| **DML\_UPDATE** | **NO\_FACT** | **SQLLDR** |
| **DOMAIN\_INDEX\_NO\_SORT** | **NO\_FILTERING** | **STAR** |
| **DOMAIN\_INDEX\_SORT** | **NO\_INDEX** | **STAR\_TRANSFORMATION** |
| **DRIVING\_SITE** | **NO\_MERGE** | **SWAP\_JOIN\_INPUTS** |
| **DYNAMIC\_SAMPLING** | **NO\_MONITORING** | **SYS\_DL\_CURSOR** |
| **DYNAMIC\_SAMPLING\_EST\_CDN** | **NO\_ORDER\_ROLLUPS** | **SYS\_PARALLEL\_TXN** |
| **EXPAND\_GSET\_TO\_UNION** | **NO\_PRUNE\_GSETS** | **SYS\_RID\_ORDER** |
| **FACT** | **NO\_PUSH\_PRED** | **TIV\_GB** |
| **FIRST\_ROWS** | **NO\_PUSH\_SUBQ** | **TIV\_SSF** |
| **FORCE\_SAMPLE\_BLOCK** | **NO\_QKN\_BUFF** | **UNNEST** |
| **FULL** | **NO\_SEMIJOIN** | **USE\_ANTI** |
| **GBY\_CONC\_ROLLUP** | **NO\_STATS\_GSETS** | **USE\_CONCAT** |
| **GLOBAL\_TABLE\_HINTS** | **NO\_UNNEST** | **USE\_HASH** |
| **HASH** | **NOAPPEND** | **USE\_MERGE** |
| **HASH\_AJ** | **NOCACHE** | **USE\_NL** |
| **HASH\_SJ** | **NOCPU\_COSTING** | **USE\_SEMI** |
| **HWM\_BROKERED** | **NOPARALLEL** | **USE\_TTT\_FOR\_GSETS** |
| **IGNORE\_ON\_CLAUSE** | **NOPARALLEL\_INDEX** |  |
| **IGNORE\_WHERE\_CLAUSE** | **NOREWRITE** |  |
| **INDEX\_ASC** | **OR\_EXPAND** |  |
| **INDEX\_COMBINE** | **ORDERED** |  |
| **INDEX\_DESC** | **ORDERED\_PREDICATES** |  |
| **INDEX\_FFS** | **OVERFLOW\_NOMOVE** |  |
| **INDEX\_JOIN** |  |  |
| **INDEX\_RRS** |  |  |
| **INDEX\_SS** |  |  |

**Undocumented Hints:**

|  |  |  |
| --- | --- | --- |
| **BYPASS\_RECURSIVE\_CHECK** | **IGNORE\_ON\_CLAUSE** | **OVERFLOW\_NOMOVE** |
| **BYPASS\_UJVC** | **IGNORE\_WHERE\_CLAUSE** | **PIV\_GB** |
| **CACHE\_CB** | **INDEX\_RRS** | **PIV\_SSF** |
| **CACHE\_TEMP\_TABLE** | **INDEX\_SS** | **PQ\_MAP** |
| **CIV\_GB** | **INDEX\_SS\_ASC** | **PQ\_NOMAP** |
| **COLLECTIONS\_GET\_REFS** | **INDEX\_SS\_DESC** | **REMOTE\_MAPPED** |
| **CUBE\_GB** | **LIKE\_EXPAND** | **RESTORE\_AS\_INTERVALS** |
| **CURSOR\_SHARING\_EXACT** | **LOCAL\_INDEXES** | **SAVE\_AS\_INTERVALS** |
| **DEREF\_NO\_REWRITE** | **MV\_MERGE** | **SCN\_ASCENDING** |
| **DML\_UPDATE** | **NESTED\_TABLE\_GET\_REFS** | **SKIP\_EXT\_OPTIMIZER** |
| **DOMAIN\_INDEX\_NO\_SORT** | **NESTED\_TABLE\_SET\_REFS** | **SQLLDR** |
| **DOMAIN\_INDEX\_SORT** | **NESTED\_TABLE\_SET\_SETID** | **SYS\_DL\_CURSOR** |
| **DYNAMIC\_SAMPLING** | **NO\_EXPAND\_GSET\_TO\_UNION** | **SYS\_PARALLEL\_TXN** |
| **DYNAMIC\_SAMPLING\_EST\_CDN** | **NO\_FACT** | **SYS\_RID\_ORDER** |
| **EXPAND\_GSET\_TO\_UNION** | **NO\_FILTERING** | **TIV\_GB** |
| **FORCE\_SAMPLE\_BLOCK** | **NO\_ORDER\_ROLLUPS** | **TIV\_SSF** |
| **GBY\_CONC\_ROLLUP** | **NO\_PRUNE\_GSETS** | **UNNEST** |
| **GLOBAL\_TABLE\_HINTS** | **NO\_STATS\_GSETS** | **USE\_TTT\_FOR\_GSETS** |
| **HWM\_BROKERED** | **NO\_UNNEST** |  |
|  | **NOCPU\_COSTING** |  |

**\*** Explain plan for Select \* from xemp;

**\*** Select \* from table (dbms\_xplan.display);

**\*** Set autotrace traceonly

**\*** Set autotrace on explain

**Roles**

1. Create role MyRole; (will, Create New Role)
2. Grant create table,..,..,.. to MyRole (will, Grant Role To New Role)
3. Grant connect, resource, MyRole to saleel identified by saleel (Will, Create New User With Grant Options and Roles)
4. Select username, granted\_role from user\_role\_privs; (see, Roles Of The Current User)
5. Password saleel (To, change the password)

**\*** USER\_ROLE\_PRIVS, DBA\_ROLE\_PRIVS (Oracle Data Dictionary)

**\*** Select ora\_login\_user, ora\_client\_ip\_address from dual; (Will, return current user and IP address)

**Profiles**

**\*** Create profile ProfileInfo limit

FAILED\_LOGIN\_ATTEMPTS 1; (If there are 1 consecutive failed connects to saleel account, the account will be automatically locked by Oracle)

**\*** Alter user saleel account UNLOCK identified by password; (Unlock account)

**\*** Alter user saleel account LOCK; (To locked the account)

**\*** Alter user saleel Password EXPIRE; (Force user to choose a new password)

**\*** Alter user saleel profile ProfileInfo; (Granting profile to saleel user)

**\*** Select \* from dba\_profiles;

|  |  |  |  |
| --- | --- | --- | --- |
| Oracle Languages | | | |
| us AMERICAN | cs CZECH | din GERMAN DIN | esa LATIN AMERICAN SPANISH |
| ar ARABIC | dk DANISH | d GERMAN | lv LATVIAN |
| bn BENGALI | nl DUTCH | el GREEK | lt LITHUANIAN |
| ptb BRAZILIAN PORTUGUESE | eg EGYPTIAN | iw HEBREW | ms MALAY |
| bg BULGARIAN | gb ENGLISH | hu HUNGARIAN | esm MEXICAN SPANISH |
| frc CANADIAN FRENCH | et ESTONIAN | is ICELANDIC | n NORWEGIAN |
| ca CATALAN | sf FINNISH | in INDONESIAN | pl POLISH |
| zhs SIMPLIFIED CHINESE | f FRENCH | i ITALIAN | pt PORTUGUESE |
| hr CROATIAN | ko KOREAN | ja JAPANESE | ro ROMANIAN |
| ru RUSSIAN | sk SLOVAK | sl SLOVENIAN | e SPANISH |
| s SWEDISH | th THAI | tr TURKISH | zht TRADITIONAL CHINESE |
| uk UKRAINIAN | vn VIETNAMESE |  |  |

**Product\_user\_profile (Data Dictionary)**

Note: - If **Product\_user\_profile** table is not present then run **pupbld.sql** Script

**\*** Insert into product\_user\_profile (product, userid, attribute, char\_value)

Values ('SQL\*Plus', 'SCOTT', 'DELETE', 'DISABLED');

**\*** Insert into product\_user\_profile (product, userid, attribute, char\_value)

Values ('SQL\*Plus', 'SCOTT', 'INSERT', 'DISABLED');

**\*** Insert into product\_user\_profile (product, userid, attribute, char\_value)

Values ('SQL\*Plus', 'SCOTT', 'SELECT', 'DISABLED');

**\***  Insert into product\_user\_profile (product, userid, attribute, char\_value)

Values ('SQL\*Plus', 'SCOTT', 'UPDATE', 'DISABLED');

**\*** Insert into product\_user\_profile (product, userid, attribute, char\_value)

Values ('SQL\*Plus', 'SCOTT', 'CREATE', 'DISABLED');

**Commands that can be prevented**

***This feature allows disabling of SQL, PL/SQL and SQL\*PLUS commands.***

1. SQL: ALTER, AUDIT, ANALYZE, CREATE, DELETE, DROP, INSERT, LOCK, NOAUDIT, RENAME, SELECT, UPDATE, VALIDATE, TRUNCATE, GRANT, REVOKE, SET ROLE, SET TRANSACTION
2. PL/SQL: DECLARE, BEGIN
3. SQL\*PLUS: COPY, HOST, SET, EDIT, PASSWORD, SPOOL, EXECUTE, QUIT, START, EXIT, RUN, GET, SAVE

**System.product\_profile (Data Dictionary)**

**\*** Insert into system.product\_profile (product, userid, attribute, char\_value)

Values ('SQL\*Plus', 'SCOTT', 'DECLARE', 'DISABLED');

**\*** Insert into system.product\_profile (product, userid, attribute, char\_value)

Values ('SQL\*Plus', 'SCOTT', 'BEGIN', 'DISABLED');

***MS-SQL Server***
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**Data Types**

|  |  |
| --- | --- |
| Data Types | Size |
|  |  |
|  |  |

**The INFORMATION\_SCHEMA views allow you to retrieve metadata about the objects within a database.**

**Following is a list of each of the views that exist.**

* INFORMATION\_SCHEMA.CHECK\_CONSTRAINTS
* INFORMATION\_SCHEMA.COLUMN\_DOMAIN\_USAGE
* INFORMATION\_SCHEMA.COLUMN\_PRIVILEGES
* INFORMATION\_SCHEMA.COLUMNS
* INFORMATION\_SCHEMA.CONSTRAINT\_COLUMN\_USAGE
* INFORMATION\_SCHEMA.CONSTRAINT\_TABLE\_USAGE
* INFORMATION\_SCHEMA.DOMAIN\_CONSTRAINTS
* INFORMATION\_SCHEMA.DOMAINS
* INFORMATION\_SCHEMA.KEY\_COLUMN\_USAGE
* INFORMATION\_SCHEMA.PARAMETERS
* INFORMATION\_SCHEMA.REFERENTIAL\_CONSTRAINTS
* INFORMATION\_SCHEMA.ROUTINE\_COLUMNS
* INFORMATION\_SCHEMA.ROUTINES
* INFORMATION\_SCHEMA.SCHEMATA
* INFORMATION\_SCHEMA.TABLE\_CONSTRAINTS
* INFORMATION\_SCHEMA.TABLE\_PRIVILEGES
* INFORMATION\_SCHEMA.TABLES
* INFORMATION\_SCHEMA.VIEW\_COLUMN\_USAGE
* INFORMATION\_SCHEMA.VIEW\_TABLE\_USAGE
* INFORMATION\_SCHEMA.VIEWS

***Different SQL statement***

**\*** begin Transaction (This is used to start the transaction for Commit, Rollback)

***Stored Procedure***

* sp\_password Null,'saleel','saleel' **(Null, 'New Password', 'User Name')**
* sp\_columns 'EMP'
* sp\_tables
* sp\_tables 'EMP'
* sp\_pkeys 'EMP' **(Primary key details)**

***System DataTime***

**\*** Select SYSDATETIME(), GETDATE()

***Create Table***

Create table TEMP (srno int identity ,empno numeric , ename varchar(20))

Select \* from INFORMATION\_SCHEMA.COLUMNS where TABLE\_NAME='TEMP'

***Alter Table***

Alter table TEMP ADD City varchar (50), State varchar (50);

Alter table TEMP Alter Column no varchar

Alter table TEMP DROP Column City, State

***MySQL***

**Data Types**

|  |  |  |
| --- | --- | --- |
| MySQL Datatypes | | |
| **Ty p e** | **S i z e** | **D e s c r i p t i o n** |
| CHAR[Length] | Length bytes | A fixed-length field from 0 to 255 characters long. |
| VARCHAR(Length) | String length + 1 bytes | A fixed-length field from 0 to 255 characters long. |
| TINYTEXT | String length + 1 bytes | A string with a maximum length of 255 characters. |
| TEXT | String length + 2 bytes | A string with a maximum length of 65,535 characters. |
| MEDIUMTEXT | String length + 3 bytes | A string with a maximum length of 16,777,215 characters. |
| LONGTEXT | String length + 4 bytes | A string with a maximum length of 4,294,967,295 characters. |
| TINYINT[Length] | 1 byte | Range of -128 to 127 or 0 to 255 unsigned. |
| SMALLINT[Length] | 2 bytes | Range of -32,768 to 32,767 or 0 to 65535 unsigned. |
| MEDIUMINT[Length] | 3 bytes | Range of -8,388,608 to 8,388,607 or 0 to 16,777,215 unsigned. |
| INT[Length] | 4 bytes | Range of -2,147,483,648 to 2,147,483,647 or 0 to 4,294,967,295 unsigned. |
| BIGINT[Length] | 8 bytes | Range of -9,223,372,036,854,775,808 to 9,223,372,036,854,775,807 or 0 to 18,446,744,073,709,551,615 unsigned. |
| FLOAT | 4 bytes | A small number with a floating decimal point. |
| DOUBLE[Length, Decimals] | 8 bytes | A large number with a floating decimal point. |
| DECIMAL[Length, Decimals] | Length + 1 or Length + 2 bytes | A DOUBLE stored as a string, allowing for a fixed decimal point. |
| DATE | 3 bytes | In the format of YYYY-MM-DD. |
| DATETIME | 8 bytes | In the format of YYYY-MM-DD HH:MM:SS. |
| TIMESTAMP | 4 bytes | In the format of YYYYMMDDHHMMSS; acceptable range ends inthe year 2037. |
| TIME | 3 bytes | In the format of HH:MM:SS |
| ENUM | 1 or 2 bytes | Short for enumeration, which means that each column can have one of several possible values. |
| SET | 1, 2, 3, 4, or 8 bytes | Like ENUM except that each column can have more than one of several possible values. |

The INFORMATION\_SCHEMA CHARACTER\_SETS Table

The INFORMATION\_SCHEMA COLLATIONS Table

The INFORMATION\_SCHEMA COLLATION\_CHARACTER\_SET\_APPLICABILITY Table

The INFORMATION\_SCHEMA COLUMNS Table

The INFORMATION\_SCHEMA COLUMN\_PRIVILEGES Table

The INFORMATION\_SCHEMA ENGINES Table

The INFORMATION\_SCHEMA EVENTS Table

The INFORMATION\_SCHEMA FILES Table

The INFORMATION\_SCHEMA GLOBAL\_STATUS and SESSION\_STATUS Tables

The INFORMATION\_SCHEMA GLOBAL\_VARIABLES and SESSION\_VARIABLES Tables

The INFORMATION\_SCHEMA KEY\_COLUMN\_USAGE Table

The INFORMATION\_SCHEMA ndb\_transid\_mysql\_connection\_map Table

The INFORMATION\_SCHEMA OPTIMIZER\_TRACE Table

The INFORMATION\_SCHEMA PARAMETERS Table

The INFORMATION\_SCHEMA PARTITIONS Table

The INFORMATION\_SCHEMA PLUGINS Table

The INFORMATION\_SCHEMA PROCESSLIST Table

The INFORMATION\_SCHEMA PROFILING Table

The INFORMATION\_SCHEMA REFERENTIAL\_CONSTRAINTS Table

The INFORMATION\_SCHEMA ROUTINES Table

The INFORMATION\_SCHEMA SCHEMATA Table

The INFORMATION\_SCHEMA SCHEMA\_PRIVILEGES Table

The INFORMATION\_SCHEMA STATISTICS Table

The INFORMATION\_SCHEMA TABLES Table

The INFORMATION\_SCHEMA TABLESPACES Table

The INFORMATION\_SCHEMA TABLE\_CONSTRAINTS Table

The INFORMATION\_SCHEMA TABLE\_PRIVILEGES Table

The INFORMATION\_SCHEMA TRIGGERS Table

The INFORMATION\_SCHEMA USER\_PRIVILEGES Table

The INFORMATION\_SCHEMA VIEWS Table

InnoDB INFORMATION\_SCHEMA Tables

Thread Pool INFORMATION\_SCHEMA Tables

Extensions to SHOW Statements

**By default MySQL queries are not case-sensitive.**

**mysql>** SHOW databases;

**mysql**> SELECT database();

**mysql**> SELECT user();

**mysql**> STATUS;

**mysql**> SHOW tables

**mysql**> DESC EMP;

**mysql**> SELECT curdate(); **//2016-11-05**

**mysql**> SELECT sysdate(); **// 2016-11-05 13:55:33**

**mysql**> CREATE table EMP (c1 int, c2 enum ('saleel', 'sharmin', 'vrushali'));

**mysql**> INSERT into EMP values (1, 2); **// We can also give the enum value number**

**// instead of actual**

**// values (1 – ‘Saleel’, 2 – ‘sharmin’, 3 – ‘vrushali’)**

**mysql**> CREATE table EMP (id int **auto\_increment primary key**, ename varchar (10));

**mysql**> ALTER TABLE EMP AUTO\_INCREMENT = 100;

**Insert multiple records**

**mysql**> INSERT into EMP values **(default,'a1'), (default,'a2'), (default,'a3')**;

**mysql**> SELECT \* FROM information\_schema.TABLE\_CONSTRAINTS,

**mysql**> desc EMP;

**mysql**> show columns from EMP;

**mysql**> show fields from EMP;

**mysql**> explain EMP;

**mysql**> show create table EMP;

**mysql**>

**mysql**>

**mysql**>

***Hadoop***
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***Hadoop Distributed File System (HDFS)***

***Hadoop*** *is an open source framework for writing and running distributed applications that process large amounts of data.*

***Hadoop*** *runs on large clusters of commodity machines or on cloud computing services.*

*A* ***Hadoop*** *cluster has many parallel machines that store and process large data sets. Client computers send jobs into this computer cloud and obtain results.*

***Start Process for Hadoop and Hbase***

***Start Hadoop***

*$ su [-] hduser*

*$ /home/hduser/Hadoop/bin/Start-all.sh*

*give password 4 times (linux)*

*jpc to check services for hadoop*

***Start Hbase***

*$ /home/hduser/hbase/bin/Start-hbase.sh*

***Hbase Shell***

*$ /home/hduser/hbase/bin/hbase shell*

***Stop Process for Hadoop and Hbase***

***Stop Hbase***

*$ /home/hduser/hbase/bin/Stop-hbase.sh*

***Stop Hadoop***

*$ /home/hduser/Hadoop/bin/Stop-all.sh*

***HBase***
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***HBase*** *is built on top of* ***Apache Hadoop & Apache ZooKeeper.*** *You use the HBase shell to interact with HBase from the command line.*

*Just like tables in a relational database, tables in HBase are organized into* ***rows and columns****. HBase treats columns a little differently than a relational database.* ***Columns*** *in HBase are organized into groups called* ***column families.*** *A table in HBase must have at least one column family.*

***Note: - Objects are case sensitive in HBase.***

***list tables***

hbase(main):001:0> ***list /\* list all the table of current database\*/***

***display structure***

hbase(main):004:0> ***describe 'employee' /\* displays structure \*/***

***disable / enable table***

hbase(main):005:0> ***disable 'employee' /\* disable table, [ get ] will not work \*/***

hbase(main):005:0> ***enable 'employee' /\* enable table \*/***

***Column Family***

***Columns in Apache HBase are grouped into column families.***

***create table with one column family***

hbase(main):058:0> ***create 'mytable', 'cf' /\* create a table called mytable with a***
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***Table name***

***Column family***

***create table with multiple column family***

hbase(main):015:0> ***create 'mytable', 'cf1', 'cf2' /\* create a table called mytable***

***with a*** ***multiple column family \*/***![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8zAwAI5ALyxyYyuAAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8TAwAI4gLxlR8mLAAAAABJRU5ErkJggg==)

***multiple column family***

***put (Insert record in 1 column family)***

hbase(main):058:0> ***create 'mytable', 'cf'***

hbase(main):069:0> ***put 'mytable', 'row1', 'cf* :  *empno', 7788***

hbase(main):069:0> ***put 'mytable', 'row1', 'cf* : *ename', 'saleel'***

***put (Insert record in multiple column family)***

hbase(main):015:0> ***create 'mytable', 'cf1', 'cf2'***

hbase(main):069:0> ***put 'mytable', 'row1', 'cf1* :  *empno', 1234***

hbase(main):069:0> ***put 'mytable', 'row1', 'cf1* : *ename', 'saleel'***

hbase(main):069:0> ***put 'mytable', 'row1', 'cf2* :  *job', 'manager'***

hbase(main):069:0> ***put 'mytable', 'row1', 'cf2* : *salary', 7500***
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***Note: - put is also used to update the cells.***

***put (Update record)***

hbase(main):069:0> ***put 'mytable', 'row1', 'cf* :  *empno', 1234***

***/\* put is also used for updating the cell \*/***

***delete rows***

hbase(main):069:0> ***delete 'mytable', 'row1', 'cf* :  *empno'***

***/\* will delete empno cell from row1 \*/***

***drop table***

***Drop the named table. Table must first be disabled.***

hbase(main):005:0> ***disable 'employee'***

hbase(main):006:0> ***drop 'employee' /\* drop table \*/***

***Column-Oriented Database Systems***

A columnar database is a database management system (DBMS) that stores data in columns instead of rows.

The goal of a columnar database is to efficiently write and read data to and from hard disk storage in order to speed up the time it takes to return a query.

Here is an example of a simple database table with 4 columns and 3 rows.

**ID         Last      First      Bonus**

1          Doe      John       8000

2          Smith    Jane      4000

3          Beck     Sam      1000

In a row-oriented database management system, the data would be stored like this:

***1, Doe, John, 8000; 2, Smith, Jane, 4000; 3, Beck, Sam, 1000;***

***001: 1, Doe, John, 8000; 002: 2, Smith, Jane, 4000; 003: 3, Beck, Sam, 1000;***

In a column-oriented database management system, the data would be stored like this:

***1, 2, 3; Doe, Smith, Beck; John, Jane, Sam; 8000, 4000, 1000;***

***001: 1, 002: 2, 003: 3; 001: Doe, 002: Smith, 003: Beck; 001: John, 002: Jane,***

***003: Sam; 001: 8000, 002: 4000, 003: 1000;***

***NoSQL Database Systems***

NoSQL systems are also referred to as "Not only SQL" to emphasize that they do in fact allow SQL-like query languages to be used.

**NoSQL MongoDB *a product of 10gen***

***MongoDB is Document Database***

1. **No JOINS support.**
2. **No TRANSACTION support.**
3. **No CONSTRAINTS support (no relation).**
4. **No schema.**

***MongoDB is Scalable, open-source, high-perform, document-oriented database.***

***Core MongoDB Operations (CRUD)***

***CRUD*** stands for ***create, read, update, and delete***, which are the four core database operations used in database driven application development.

***Queries in MongoDB are BSON objects that use a set of query operators.***

***BSON*** is a computer data interchange format used mainly as a data storage and network transfer format in the MongoDB database. It is a binary form for representing simple data structures and associative arrays (called objects or documents in MongoDB). ***The name "BSON" is based on the term JSON and stands for "Binary JSON".***

***JSON: JavaScript Object Notation.***

***JSON*** (JavaScript Object Notation) ***is a lightweight data-interchange format.*** It is easy for humans to read and write.

***Document Format***

* ***MongoDB stores documents on disk in the BSON serialization format. BSON is a binary representation of JSON documents, though it contains more data types than JSON.***

***JSON is built on two structures:***

* ***A collection of name / value pairs.*** In various languages, this is realized as an object, record, struct, dictionary, hash table, keyed list, or associative array.
* ***An ordered list of values.*** In most languages, this is realized as an array, vector, list, or sequence.

***An object is an unordered set of name/value pairs.*** An object begins with { (left brace) and ends with } (right brace). Each name is followed by **: (colon)** and the name/value pairs are separated by **, (comma).**
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***An array is an ordered collection of values.*** An array begins with [(left bracket) and ends with] (right bracket). Values are separated by **, (comma)**.
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|  |  |
| --- | --- |
| **RDBMS** | **mongoDB** |
| database | database |
| tables | collections |
| rows | Documents  or BSON document |
| column | Field |

**Performance**

**Functionality**

**e**

We use **$** in front of field name to distinguish fields from string literals in expression [**"$name" *vs* "name"]**

***Working with DateFormates***

|  |  |
| --- | --- |
| ***e.g 1***  > *var startDate = new Date()*  >***startDate***  ISODate ("2013-08-27T06:19:05.980Z")  > *a.getFullYear()*  2013  ***e.g 2***  > *var startDate = new Date('Aug 27, 1926')*  > ***startDate***  ISODate("1926-08-26T18:30:00Z")  ***e.g 3***  > *var startDate = new Date (2013, 12, 12)*  ***e.g 4***  > *var* *x = ISODate ('2013-03-23')* | |
| **Name** | **Description** |
| a.getDate () + 1 | Gets day. |
| a.getMonth () + 1 | Gets month. |
| a.getFullYear ( ) | Get year. |
| a.getHours () + 1 | Get hour. |
| a.getMinutes () | Get minutes. |
| a.getSeconds () | Get seconds. |

***Start DB Server***

* ***By default, MongoDB stores the data files in the /data/db (C:\data\db on Windows) directory and listens for requests on port 27017.***

Create a folder ***C:\data\db***

C:\> *mongod*

**Or**

C:\> *mongod --dbpath "e:\MongoDB\mongoData" --journal*

***Start Shell***

C:\> *mongo* **// *It is a JavaScript Console.***

C:\> ***mongo db1***

C:\> ***mongo --host "192.168.100.17" --port "27017"***

*C:\ >* ***mongo "192.168.100.20/ db1"***

*C:\ >* ***mongo "192.168.100.17/ db2"***

*C:\ >* ***mongo "192.168.100.126/db3"***

***Default database***

1. ***local***
2. ***test***

***Remote DB connection (imp)***

*>* ***db = connect ("192.168.100.17:27017/primaryDB")***

*>* ***getHostName()***

*>* ***db.serverStatus()***

***Define the EDITOR environment variable***

***EDITOR="\"C:\\Program Files (x86)\\Notepad++\\notepad++.exe\""***

> *cls* **//** **clear screen (Windows)**

> *Ctrl + L* **//** **clear screen in shell (Linux)**

***ObjectId***

**ObjectId is a 12-byte BSON type, constructed using:**

*• 4-byte value representing the seconds since the UNIX epoch,*

*• 3-byte machine identifier,*

*• 2-byte process id, and*

*• 3-byte counter, starting with a random value.*

***new ObjectId***

> *var obj = new ObjectId ()* **//** **creates new ObjectId.**

***Load JavaScript in MongoDB***

> *load* ***("E:\\MongoDB\\MongoData\\scripts\\a.js")***

**// loads external JavaScript file.**

***Import data from .csv file***

***E:\> mongoimport -db info --collection emp --type csv c:\export.csv -headerline***

**// loads external data in MongoDB.**

***E:\> mongoimport -db info --collection emp --type csv "c:\MongoDB Data\emp.csv" -headerline***

***E:\> mongoimport -db info --collection emp --type csv c:\export.csv -f EMPNO, ENAME, JOB, MGR, HIREDATE, SAL, COMM, DEPTNO***

**// loads external data in MongoDB.**

***E:\> mongoimport -db info --collection emp --type csv c:\export.csv -f EMPNO, ENAME, JOB, MGR, HIREDATE, SAL, COMM, DEPTNO --upsertFields id***

**// loads external data in MongoDB without**

**//duplicates.**

***Import data from JSON file***

***E:\> mongoimport --db info --collection emp --file e:\emp.json --journal***

**// loads external data which is in JSON**

**// format**

***Import data from JSON file to remort database computer***

***E:\>mongoimport --host "192.168.100.20" --port "27017" --db "db1" --collection population --file "d:\MongoDB\emp.json"***

***E:\> mongoimport --host "192.168.100.17" --port "27017" --db "db2" --collection "population" --file "d:\MongoDB\population.json"***

***Export data to JSON format***

***E:\ mongoexport --db info --collection emp --out emp.json --journal***

***Current database***

> *db* **//** **show current database used.**

> *db.getName ()* **//** **show current database used.**

> *printjson (db)* **//** **show current database used.**

> *show dbs* **//** **show all database names.**

***Create / Connect to database***

*Note:* ***MongoDB****didn’t provide any command to create* ***"database".***

> ***use info*** **//** **open or create database.**

> *db.dropDatabase ()* **// drop database.**

***printjson***

> *printjson (10+10)*

*> printjson ('saleel bagde')*

**Collections (Table) *collection names are case sensitive***

> *db.getCollectionNames ()* **//** **show collections of current database.**

> *db.****getSiblingDB('db2')****.getCollectionNames();*

**// to access another database without**

**// switching databases**

> *show collections* **//** **show collections of current database.**

> *db.createCollection ("emp")* **//** **creates the collection (Table).**

> *db.createCollection ("\_emp")* **//** **creates the collection (Table).**

> *db.emp.drop ()* **//** **drops the collection.**

> *db.emp.renameCollection ("newemp")* **//** **rename the collection.**

## *Query Selectors*

### *Comparison*

|  |  |
| --- | --- |
| **Name** | **Description** |
| ***$eq*** | ***Matches values that are equal to a specified value.*** |
| ***$gt*** | ***Matches values that are greater than a specified value.*** |
| ***$gte*** | ***Matches values that are greater than or equal to a specified value.*** |
| ***$lt*** | ***Matches values that are less than a specified value.*** |
| ***$lte*** | ***Matches values that are less than or equal to a specified value.*** |
| ***$ne*** | ***Matches all values* that *are not equal to a specified value.*** |
| ***$in*** | ***Matches any of the values specified in an array.*** |
| ***$nin*** | ***Matches none of the values specified in an array.*** |

### *Logical*

|  |  |
| --- | --- |
| **Name** | **Description** |
| ***$or*** | ***Joins query clauses with a logical OR returns all documents that match the conditions of either clause.*** |
| ***$and*** | ***Joins query clauses with a logical AND returns all documents that match the conditions of both clauses.*** |
| ***$not*** | ***Inverts the effect of a query expression and returns documents that do not match the query expression.*** |
| ***$nor*** | ***Joins query clauses with a logical NOR returns all documents that fail to match both clauses.*** |

***Comparison Query Operators***

***$eq***

***Syntax:* *{field: {$eq: value}}***

> *db.emp.find (****{deptno: {$eq: 3}}****)*

***$ne***

***Syntax:* *{field: {$ne: value}}***

> *db.emp.find (****{deptno: {$ne: 2}}****)*

***$gt***

***Syntax:* *{field: {$gt: value}}***

> *db.emp.find (****{deptno: {$gt: 3}}****)*

***$gte***

***Syntax:* *{field: {$gte: value}}***

> *db.emp.find* (***{deptno: {$gte: 3}}***)

***$lt***

***Syntax:* *{field: {$lt: value}}***

> *db.emp.find (****{deptno: {$lt: 2}}****)*

***$lte***

***Syntax:* *{field: {$lte: value}}***

> *db.emp.find (****{deptno: {$lte: 2}}****)*

***$in***

***Syntax:* *{field: {$in: [<value1>, <value2>, ..., <valueN>]}}***

> *db.emp.find (****{deptno: {$in: [2, 4, 6]}}****)*

> *db.publisher.find (****{publisheraddress :{ $not: {$in: ['pune', 'baroda']}}}****).forEach (printjson)*

***Logical Query Operators***

***$or***

***Syntax:* *{ $or: [ { <expression1> }, { <expression2> }, ... , { <expressionN> } ] }***

> *db.emp.find (****{$or: [{deptno: 1}, {ename: 'sharmin'}]}****)*

> *db.emp.find (****{$or: [{deptno: 1}, {sal: {$gt: 5000}}]}****)*

> *db.emp.find (****{$or: [{\_id:15}, {\_id:16}]}****).forEach (printjson)*

> *db.publisher.find (****{$or: [{publisheraddress: 'baroda'}, {publisheraddress: 'pune'}]}****).forEach (printjson)*

> *db.emp.find (****{$or: [{deptno: 10}, {deptno: 20}]}).sort ({job: true}****)*

***$and***

***Syntax:* *{ $and: [ { <expression1> }, { <expression2> } , ... , { <expressionN> } ] }***

> *db.emp.find (****{$and: [{empno: 7788}, {sal: 5000}]}****)*

> *db.publisher.find (****{$and: [{publisheraddress: {$ne: 'baroda'}}, {publisheraddress: {$ne: 'pune'}}]}****).forEach (printjson)*

*> db.emp.find (****{$and: [{\_id: {$gte: 4}}, {\_id: {$lte: 8}}]}****)*

*> db.getCollection ('emp').find (****{$and: [{sal: {$gt: 4500}}, {sal: {$lt: 5000}}]}****);*

*> db.emp.find (****{$and :[{ sal: {$gt: 3000}}, {sal: {$lt: 3500}}]}****)*

***$not***

***Syntax:* *{field: {$not: {<operator-expression>}}}***

> *db.publisher.find (****{publisheraddress: {$not: {$in: ['pune', 'baroda']}}}****).forEach (printjson)*

***$mod***

***Syntax*:** ***{field: {$mod: [divisor, remainder]}}***

* ***the $mod selects the documents where the field value divided by the divisor has the specified remainder.***

> *db.emp.find (****{deptno: {$mod: [2, 0]}}****)*

> *db.emp.find (****{deptno: {$mod: [2, 1]}}****)*

***Insert document (Insert Record)***

***Syntax:* *db.collection.insert (document)***

***Note: -***

* ***MongoDB uniquely identifies each document in a collection using the ObjectId. The ObjectId for a document is stored as the \_id attribute of that document. While inserting a record, any unique value can be set as the ObjectId.***

> *db.users.save ({\_id: 1, username: "goggle", password: "google123"})*

**//** **If a document does not exist with the**

**// specified \_id value, the *save ()* method**

**// performs an *Insert.***

**//** **If a document does exist with the**

**// specified \_id value, the *save ()* method**

**// performs an *Update.***

> *db.users.insert ({\_id:1, username: "google", password: "google123"})*

**//** **A document will be Inserted with user**

**//** **defined \_id.**

> *db.users.insert ({username: "google", password: "google123"})*

**//** **A document will be Inserted with system**

**//** **generated \_id.**

> *db.products.insert (****[***

***{empno: 1001, ename: 'saleel', address: 'paud road'},***

***{empno: 1002, ename: 'vrushali', address: 'paud road'},***

***{empno: 1003, ename: 'sharmin', address: 'paud road'}***

***]****)*

**//** **Multiple document will be inserted in the**

**// the collection**

*> db.dt.insert ({ename: 'vrushali',* ***hiredate: ISODate ('1970-07-19')****})*

***Insert NULL data***

> *db.users.save ({\_id: 1, username: "goggle",* ***password: NULL****})*

> *db.users.find ({****password: NULL****})*

> *db.users.find ({****password: {$type: 10}}*)**

***Insert into \_emp collection***

> *db.createCollection ("****\_emp****")* **//** **creates the collection.**

> *db.getCollection ('****\_emp****').insert ({ename:'saleel'})*

> *db.getCollection ('****\_emp****').find ()*

> *db.getCollection ('****\_emp****').find ({ename:'saleel'})*

***Insert Array***

> *db.project.insert (*

*{*

*\_id: 1,*

***technology: {***

***os: ['CentOS', 'Linux'],***

***webtech: ['php', 'java', '.NET'],***

***database: ['oracle', 'db2', 'SQLServer']***

***},***

***projects: ['project1', 'project2', 'project3']***

*}*

*)*

> *db.address.insert (* **// Two address of same person using**

*{* **// arrays.**

*\_id:1,*

*ename: 'saleel',*

***address: [***

***{***

***street: 'paud road',***

***city: 'pune',***

***state: 'maharashtra'***

***},***

***{***

***street: 'kothrud #1',***

***city: 'pune',***

***state: 'maharashtra'***

***}***

***],***

*mobile: 9850884228*

*}*

*)*

***Java Document Object Example***

> *delete doc.comment* **// delete elements from object {}**

***e.g 1***

> ***var doc = {};* // JavaScriptobject**

> *doc.title = "MongoDB Tutorial"*

> *doc.url = "http://mongodb.org"*

> *doc.comment = "Good tutorial video"*

> *doc.tags = ['tutorial', 'noSQL']*

> *doc.saveondate = new Date ()*

> ***doc.meta = {}* // JavaScriptsub objectwithin doc object {}**

> *doc.meta.browser = 'Google Chrome’*

> *doc.meta.os = 'Microsoft Windows7'*

> *doc.meta.mongodbversion = '2.4.0.0'*

> ***doc***

> ***db.book.insert (doc);***

***result:***

{

"title": "MongoDB Tutorial",

"url": "http://mongodb.org",

"comment": "Good tutorial video",

**"tags": [**

**"tutorial", // Array within an object**

**"NoSQL"**

**],**

"saveondate": ISODate ("2013-08-19T04:44:41.903Z"),

**"meta": {**

**"browser": "Google Chrome", // Object: *doc*, Sub Object: *meta***

**"os": "Microsoft Windows7",   // Sub object inside an object**

**"mongodbversion": "2.4.0.0"**

**}**

}

***e.g 2***

> ***var doc = {};* //JavaScript object**

> *doc.title = "MongoDB Tutorial"*

> *doc.url = "http://mongodb.org"*

> *doc.comment = "Good tutorial video"*

> *doc.tags = ['tutorial', 'video tutorial']*

> *doc.saveondate = new Date ()*

> *doc.published\_date =* ***ISODate ('2010-09-24')***

> ***doc.author = []***

> *doc.author =* ***[***

*{name: 'smith', email: 'smith.mongodb@gmail.com' },*

*{name: 'james', email: 'james.mongodb@hotmail.com' },*

*{name: 'joe', email: 'joe.mongodb@yahoomail.com' }*

***]***

> ***doc.meta = {}***

> *doc.meta.browser = 'Google Chrome’*

> *doc.meta.os = 'Microsoft Windows7 Ultimate'*

> *doc.meta.mongodbversion = 'v2.4.5'*

> ***doc***

> ***db.book.insert (doc);***

***result:***

{

"title": "MongoDB Tutorial",

"url": "http://mongodb.org",

"comment": "Good tutorial video",

**"tags": [**

**"tutorial", // Array within an object**

**"video tutorial"**

**],**

"saveondate": ISODate ("2013-08-19T13:38:51.106Z"),

"published\_date": ISODate ("2010-09-24T00:00:00Z"),

**"author": [**

**{**

**"name": "smith",**

**"email": "smith.mongodb@gmail.com"**

**},**

**{**

**"name": "james",**

**"email": "james.mongodb@hotmail.com"**

**},**

**{**

**"name": "joe",**

**"email": "joe.mongodb@yahoomail.com"**

**}**

**],**

**"meta": {**

**"browser": "Google Chrome", // Object: *doc*, Sub Object: *meta***

**"os": "Microsoft Windows7 Ultimate", // Sub object inside an object**

**"mongodbversion": "v2.4.5"**

**}**

}

>*db.emp.find ({},* ***{'skills.database': true}****).forEach (printjson)*

>*db.emp.find* ***({'skills.database':'mongodb'})****.forEach (printjson)*

> *db.bookinfo.find ({},* ***{'author.name': true, 'author.email': true, \_id: false}****).forEach (printjson)*

**OR**

> *db.emp.aggregate (****{$project: {ename: 1, deptno: true}}****)*

***Queries document using find () (Select Record)***

***Note: -***

*MongoDB provide a db.collection.find () method. The method accepts both the query criteria and projections and returns a cursor to the matching documents.* ***You can optionally modify the query to impose limits, skips, and sort orders.***

***Syntax:* *db.collection.find (<criteria>, <projection>)***

* ***the <criteria> Optional. Specifies selection criteria using query operators. To return all documents in a collection, omit this parameter or pass an empty document ({}), and***
* ***the <projection> Optional. Specifies the fields to return using***[**projection operators**](http://docs.mongodb.org/manual/reference/operator/projection/)***. To return all fields in the matching document, omit this parameter.***

|  |  |  |
| --- | --- | --- |
| **Parameter** | **Type** | **Description** |
| **criteria** | document | Optional. Specifies selection criteria using query operators. To return all documents in a collection, omit this parameter or pass an empty document ({}). |
| **projection** | document | Optional. Specifies the fields to return using projection operators. To return all fields in the matching document, omit this parameter. |

> *var x = db.emp.find()* **// returns result in variable.**

>*printjson (x [0])* **// prints documents**

> *db.emp.find ()****.pretty ()*** **//** **print all documents from collections well**

**// formatted.**

> *db.emp.find ()* **//** **print all documents from collections.**

> *db ['emp'].find* () **//** **print all documents from collections.**

> *db.emp.find ()****.forEach (printjson)*** **//** **print all documents from collections well**

**// formatted.**

> *db.getCollection ("emp").find ({}, {ename: true}).forEach (printjson)*

**// print all document of specified fields**

**// without condition.**

> *db.emp.find () [0]* **// print entire documents of 0th index**

**// number.**

> *db.emp.find () [0].ename* **// print ename of 0th index number.**

> *db.mytable.find (****{media: {$elemMatch: {c1: 111}}}****).forEach (printjson)*

**// search data in array**

> *db.emp.find ({****salary: {$gt: 5000}},*** *{ename: 1, \_id:0})*

**// search salary > 5000**

> *db.emp.find (****{job: 'manager', $and: [{sal: {$gt: 3000}}, {sal: {$lt: 4800}}]}****)*

***Find() Query Modifiers***

***Syntax:* *db.collection.find ({$query: {<query>}, <option>})***

> *db.emp.find (****{$query: {sal: {$gt: 3500}}}****)*

> *db.emp.find ({$query: {sal: {$gt: 3500}},* ***$orderby: {ename:-1}},*** *{ename: 1})*

> *db.emp.find (****{$query: {$or: [{job: 'manager'}, {job: 'salesman'}]}, $orderby: {ename: 1}}****)*

> *db.emp.find (****{$query: {$or: [{deptno: 10}, {deptno: 20}], $and: [{sal: {$lt: 5000}}]}, $orderby: {ename:-1}}****)* **// $and, $or both in query**

* ***$orderby will work only in $query***

***.sort() (Order by clause)***

***Ascending: 1 Descending: -1***

> *db.emp.find ().sort (****{job: 1}****).forEach (printjson)* **// print all document in ASC**

> *db.emp.find ().sort (****{job: -1}****).forEach (printjson)* **// print all document in DESC**

> *db.emp.find ().sort (****{job: -1, ename: 1}****).forEach (printjson)*

> *db.emp.find (****{deptno: {$in: [1, 3]}}****).sort (****{deptno: -1})***

> *db.emp.find(* ***{ $or: [{deptno:10}, {deptno:20}]}, {ename:true, deptno:true}****).sort(* ***{deptno:-1, ename:-1}****)* **//multiple column sort**

***.limit() (Rownum)***

*Use the limit () method on a cursor to specify the maximum number of documents the cursor will return. limit () is analogous to the LIMIT statement in a SQL database.*

> *db.getCollection ("emp").find ().****limit (20)****.forEach (printjson)*

**// print first 20 document**

> *db.getCollection ("emp").find ({deptno: 10}).****limit (20)****.forEach (printjson)*

**// print first 20 document of specified**

**// with condition.**

***.skip()***

> *db.emp.find({}, {ename:true,\_id:false}).****skip(5)***

***Count documents***

***Syntax:* *db.collection.count (<query>)***

* ***the {query} argument corresponds to the WHERE statement.***

> *db.emp.count ()* **// Count total number of documents.**

> *db.emp.count (****{job:'manager'}****)* **// Count total number of documents**

**// according to the condition.**

***db.collection.group ()***

***Syntax:* *db.collection.group ({key, reduce, initial, [keyf,] [cond,] finalize})***

|  |  |  |
| --- | --- | --- |
| **Field** | **Type** | **Description** |
| **key** | **document** | The field or fields to group. Returns a “key object” for use as the grouping key. |
| **reduce** | **function** | An aggregation function that operates on the documents during the grouping operation. These functions may return a sum or a count. The function takes two arguments: the current document and an aggregation result document for that group. |
| **initial** | **document** | Initializes the aggregation result document. |
| **keyf** | **function** | Optional. Alternative to the key field. Specifies a function that creates a “key object” for use as the grouping key. Use keyfinstead of key to group by calculated fields rather than existing document fields. |
| **cond** | **document** | Optional. The selection criteria to determine which documents in the collection to process. If you omit the cond field, db.collection.group() processes all the documents in the collection for the group operation. |
| **finalize** | **function** | Optional. A function that runs each item in the result set beforedb.collection.group() returns the final value. This function can either modify the result document or replace the result document as a whole. |

> *db.emp.group (****{key: {job: 1, deptno: 1}, reduce: function (curr, result) {}, initial: {}}****)*

***Queries document using findOne ()***

***Syntax:* *db.collection.findOne (<criteria>, <projection>)***

***Note: -***

* ***Returns one document that satisfies the specified query criteria. If multiple documents satisfy the query, this method returns the first document according to the natural order which reflects the order of documents on the disk.***

> *db.emp.findOne ({deptno: 1})*

> *var x = db.emp.findOne ()*

> *print (tojson (x))*

{

"\_id": 1,

"empno": 7788,

"ename": "saleel",

"sal": 5000,

"deptno": 1

}

> ***print (tojson (x.ename))***

"saleel"

> ***print (tojson (x.ename + ' ' + x.sal))***

"saleel 5000"

***Queries document using $type***

***$type***

***Note: -***

* ***$type selects the documents where the value of the field is the specified BSON type.***

***Syntax:* *{field: {$type: <BSON type>}}***

***Refer to the following table for the available BSON types and their corresponding numbers.***

***Type Number***

1. ***Double***  *1*
2. ***String***  2
3. ***Object***  3
4. ***Array***  4
5. ***Binary data***  5
6. ***Undefined (deprecated)***  6
7. ***Object id***  7
8. ***Boolean***  8
9. ***Date***  9
10. ***Null***  10
11. ***Regular Expressio0n***  11
12. ***JavaScript***  13
13. ***Symbol***  14
14. ***JavaScript (with scope)***  15
15. ***32-bit integer***  16
16. ***Timestamp***  17
17. ***64-bit integer***  18
18. ***Min key***  255
19. ***Max key***  127

> *db.e.find ()* **// consider the following document for the**

**// above examples.**

{ "\_id": 1, "col1": 1, "col2": 1 }

{ "\_id": 2, "col1": 2, "col2": 2 }

{ "\_id": 3, "col1": 3, "col2": 3 }

{ "\_id": 4, "col1": 4, "col2": 4 }

{ "\_id": 5, "col1": 5, "col2": 5 }

{ "\_id": 6, "col1": 6, "col2": 6, "col3" : 6 }

{ "\_id": 7, "col1": 7, "col2": 7, "col3" : 7 }

{ "\_id": 8, "col1": 8, "col2": 8, "col3" : 8 }

{ "\_id": 9, "col1": 9, "col2": 9 }

{ "\_id": 10, "col1": 10, "col2": 10 }

{ "\_id": 11, "col1": 11, "col2": null }

{ "\_id": 12, "col1": 12, "col2": null }

{ "\_id": 13, "col1": "123", "col2": null }

{ "\_id": 14, "col1": 123.55, "col2": null }

{ "\_id": 15, "col1": 123456, "col2": null }

> *db.e.find (****{col1: {$type: 1}}****)* **// col1 having double type data.**

> *db.e.find (****{col1: {$type: 2}}****)* **// col1 having string type data.**

> *db.e.find (****{col2: {$type: 10}}****)* **// col2 having NULL data.**

***Queries document using $where***

***$where:***

***Note: -***

* ***Use the $where operator to pass either a string containing a JavaScript expression or a full JavaScript function to the query system.***

> *db.emp.find (****{$where: "this.salary > 8000"}****)*

> *db.emp.find (****{$where:"this.salary > 5000 && this.deptno == 40"}****)*

> *db.emp.find (****{$where: "obj.salary > 5000 && obj.deptno == 40"}****)*

> *db.emp.find ({****$where: 'this.deptno == 10* || *this.deptno == 20'}****)****.sort ({deptno: true})***

> *db.emp.find (****{$where: 'this.deptno == 10 && this.ename == "sharmin"'}).sort ({deptno: true})***

> *db.emp.find (****{$where :"( obj.job=='manager' || obj.job=='salesman') && obj.sal==2200"}****)*

*Reference the document in the JavaScript expression or function using either****this****or****obj****.*

***Function in $where:***

> *db.emp.find* ***({$where: function () {if (obj.balance==5000) {return obj.balance - obj.salary}}})***

***Distinct Clause***

***Syntax:* *db.collection.distinct (field, query)***

|  |  |  |
| --- | --- | --- |
| **Parameter** | **Type** | **Description** |
| **field** | **string** | The field for which to return distinct values. |
| **query** | **document** | A query that specifies the documents from which to retrieve the distinct values. |

* ***the <field> for which to return distinct values, and***
* ***the <query> that specifies the documents from which to retrieve the distinct values.***

> *db.publisher.distinct ('publisheraddress')* **// distinct documents.**

> *db.publisher.distinct ('publisheraddress',* ***{web: 'java.com'})***

**// distinct documents with condition.**

> *db.emp.distinct (****'job', {sal: {$gt: 4500}}****)* **// distinct documents with condition.**

|  |
| --- |
| ***Syntax*:**  > *db.emp.find(****{condition}, {field list’s}****).forEach(printjson)*  > *db.emp.find(****{query}, {projection}****)* |

* ***the {query} argument corresponds to the WHERE statement, and***
* ***the {projection} argument corresponds to the list of fields to select from the result set.***

> *db.emp.find (****{\_id: 1}****).forEach (printjson)* **// print the entire document matching to**

**// the condition *{\_id: 1}.***

***IMP: How to display specific field data.***

***0 / false: - Exclude fields.***

***1 / true: - Include fields.***

**Note: -** You cannot specify the combination of **0** ***[false]*** ***&*** **1 *[true]*** to display the fields, except in the case of ***\_ID: [objectID:].***

*> db.emp.find ({}, {}).forEach (printjson)* **//** **print all documents, all field from**

**// collections without condition.**

***Output***

{

***"\_id": 1,***

"empno": 3020,

"ename": "sharmin",

"job": "manager",

"hiredate": ISODate ("2013-08-05T03:15:45.012Z"),

"sal": 12000,

"comm": 4500,

"deptno": 20

}

{

***"\_id": 2,***

"empno": 8844,

"ename": "vrushali",

"job": "manager ",

"hiredate": ISODate ("2013-08-05T03:18:14.475Z"),

"sal": 9000,

"comm": 1500,

"deptno": 20,

***"mobile": [***

***9850884228,* // *Array of mobile field.***

***9850443775***

***]***

}

> *db.emp.find ({},* ***{ename: 1, job: 1, sal: 1}****).forEach (printjson)*

**// print all document of specified**

**// fields without condition.**

> *db.getCollection ("emp").find ()****.count ()***

**// Count total number of documents.**

> *db.getCollection ("emp").find ({\_id: 1})****.count ()***

**// Count total number of documents**

**// according to the condition.**

***0 / false: - Exclude fields.***

***1 / true: - Include fields.***

> *db.emp.find (****{\_id: 3}, {ename: 1, job: 1, sal: true}****).forEach (printjson)*

**// print all document of specified fields,**

**// with condition.**

> *db.emp.find (****{\_id: 3}****,* ***{ename: true, job: true, sal: true, \_id: false}****).forEach (printjson)*

**// print all document of specified fields,**

**// without ObjectID with condition.**

> *db.emp.find ({},* ***{ename: 0, job: 0, sal: false, \_id: false}****).forEach (printjson)*

**// print all document other than ename,**

**// job, sal and \_id field.**

***Like***

> *db.emp.find (****{ename: /^s/},*** *{ename: true}).forEach (printjson)*

**// prints all documents whose names starts**

**// with s.**

> *db.emp.find (****{ename: /s/},*** *{ename: true}).forEach (printjson)*

**// prints all documents whose names**

**// contains character s.**

> *db.emp.find (****{ename: /sa/},*** *{ename: true}).forEach (printjson)*

**// prints all documents whose names**

**// contains character s and a.**

> *db.emp.find (****{ename: /[sa]/},*** *{ename: true}).forEach (printjson)*

**// prints all documents whose names**

**// contains character s or a.**

***Aggregation***

***Syntax:* *db.collection.aggregate (pipeline)***

|  |  |
| --- | --- |
| **SQL Terms, Functions, and Concepts** | **MongoDB Aggregation Operators** |
| WHERE | [***$match***](http://docs.mongodb.org/manual/reference/operator/aggregation/match/#pipe._S_match) |
| GROUP BY | [***$group***](http://docs.mongodb.org/manual/reference/operator/aggregation/group/#pipe._S_group) |
| HAVING | [***$match***](http://docs.mongodb.org/manual/reference/operator/aggregation/match/#pipe._S_match) |
| SELECT | [***$project***](http://docs.mongodb.org/manual/reference/operator/aggregation/project/#pipe._S_project) |
| ORDER BY | [***$sort***](http://docs.mongodb.org/manual/reference/operator/aggregation/sort/#pipe._S_sort) |
| LIMIT | [***$limit***](http://docs.mongodb.org/manual/reference/operator/aggregation/limit/#pipe._S_limit) |
| SUM() | [***$sum***](http://docs.mongodb.org/manual/reference/operator/aggregation/sum/#grp._S_sum) |
| COUNT() | [***$sum***](http://docs.mongodb.org/manual/reference/operator/aggregation/sum/#grp._S_sum) |

* ***the aggregation <pipeline> is a framework for performing aggregation tasks. Using this framework, MongoDB passes the documents of a single collection through a pipeline. The pipeline transforms the documents into aggregated results.***

# **$match**

**$match $and**

> *db.emp.aggregate (****{$match: {deptno: 1, sal: 5000}}****)*

> *db.emp.aggregate (****{$match: {deptno: 1, sal: 5000}}****)*

> *db.emp.aggregate (****{$match: {sal: {$gt: 1000, $lt: 3000}}}****)*

> *db.emp.aggregate (****{$match: {deptno: 4}}****,* ***{$project: {ename: true, deptno: true, \_id: 0}}****)*

> *db.emp.aggregate ({$match:* ***{$and: [{sal: 3100}, {job: 'auditor'}]}****}).forEach (printjson)*

> *db.emp.aggregate ({$match:* ***{$and: [{sal: {$gt: 3100}}, {sal: {$lt: 3500}}]}****}).forEach (printjson)*

**$match $or**

> *db.emp.aggregate ({$match:* ***{$or: [{job: 'manager'}, {job: 'salesman'}]}****})*

**$match $and and $or**

> *db.emp.aggregate (****{$match: {$and: [{sal: {$gt: 3000}}, {sal: {$lt: 3500}}]}},******{$match: {$or: [{job: 'manager'}, {job: 'salesman'}]}}****).forEach (printjson)*

**$match $in**

> *db.emp.aggregate (****{$match: {deptno: {$in: [10, 30]}}}****,* ***{$sort: {deptno: -1}}****)*

>*db.emp.aggregate (****{$group: {\_id:'$job', count: {$sum: 1}}}, {$match: {count: {$gt: 4}}}****)***// condition on SUM aggregate**

**// function**

> *db.emp.aggregate (****{$group: {\_id:'$job', totalSalary: {$sum: '$sal'}}}, {$match: {totalSalary: 13000}}****)*

> *db.emp.aggregate ({$group: {\_id: '$job',* ***count: {$sum: 1},******totalSalary: {$sum: '$sal'}****}},* ***{$match: {totalSalary: 13000, count: 5}}****)*

# **$project**

> *db.emp.aggregate (****{$match: {deptno: 1}},******{$project: {ename: true}},******{$sort: {ename: -1}}****)*

> *db.emp.aggregate (****{$project: {ename: 1, sal: 1, comm: 1, hra: 1, da: 1, total: {$add: ["$sal","$comm","$hra"]}}}, {$sort: {total:-1}}, {$match: {total: {$ne: null}}}****)*

> *db.emp.aggregate (****{$project: {ename: '$ename', job: '$job'}}****)*

> *db.emp.aggregate (****{$project: {sal: true, Newsal: {$add:['$sal',1000]}}}, {$match:{Newsal:6000}}****)*

# **$unwind**

> *db.population.aggregate (****{$unwind: '$city'}, {$match: {'city.name': 'Rajauri'}},*** *{$project: {country: 1, state: 1, city: 1, total:* ***{$add: ['$city.male', '$city.female' ]}****}}).forEach (printjson)*

# **$sort**

> *db.emp.aggregate (****{$sort: {deptno: 1}}****)*

> *db.emp.aggregate (****{$sort: {deptno: 1, ename: 1}}****)*

> *db.emp.aggregate (****{$group: {\_id: '$job', Total: {$sum: '$salary'}}}, {$sort: {\_id:-1}}****)*

*> db.emp.aggregate (****{$project: {total: {$ifNull: ['$comm', 0]}, ename: true}}, {$sort: {total: 1}}****)*

***Group by clause in SQL***

# **$group**

> *db.emp.aggregate (****{$group: {\_id: '$deptno'}}****)*

**// group on deptno fields.**

> *db.emp.aggregate (****{$group: {\_id: null, TotalSalary: {$sum: '$sal'}}}****)*

**// group on null, will consider all**

**// documents as single group.**

> *db.emp.aggregate (****{$group: {\_id: {deptno: '$deptno', sal: '$sal'}}}****)*

**// group on multiple fields.**

>*db.emp.aggregate (****{$group: {\_id:'$job', count: {$sum: 1}}}, {$match: {count: {$gt: 4}}}****)***// condition on SUM aggregate**

**// function**

> *db.emp.aggregate (****{$group: {\_id:'$job', totalSalary: {$sum: '$sal'}}}, {$match: {totalSalary: 13000}}****)*

> *db.emp.aggregate ({$group: {\_id: '$job',* ***count: {$sum: 1},******totalSalary: {$sum: '$sal'}****}},* ***{$match: {totalSalary: 13000, count: 5}}****)*

> *db.getCollection ('emp').aggregate (****{$match: {'skills.language': 'java'}}, {$group: {\_id: '$job', count: {$sum: 1}}}****)*

>*db.emp.aggregate (****{$match: {$or: [{job:'manager'}, {job:'salesman'}]}},*** *{$group: { \_id: '$job', Count: {$sum: 1}}},* ***{$match: {Count: 5}}****)*

# **$group on multiple fields**

> *db.emp*.*aggregate* (***{$group: {\_id: {job: '$job', deptno: '$deptno'}, Total: {$sum: '$salary'}}}, {$sort: {\_id:1}}***) **// group on multiple fields with**

**// sorting.**

**$group *[Aggregation Operators]***

|  |  |
| --- | --- |
| **Name** | **Description** |
| ***$addToSet*** | Returns an array of all the *unique* values for the selected field among for each document in that group. |
| ***$first*** | Returns the first value in a group. |
| ***$last*** | Returns the last value in a group. |
| ***$max*** | Returns the highest value in a group. |
| ***$min*** | Returns the lowest value in a group. |
| ***$avg*** | Returns an average of all the values in a group. |
| ***$push*** | Returns an array of *all* values for the selected field among for each document in that group. |
| ***$sum*** | Returns the sum of all the values in a group. |

***$sum***

> *db.emp.aggregate (****{$group: {\_id:' $job', totalSalary: {$sum: '$salary'}}}****)*

> *db.emp.aggregate (****{$group: {\_id: null, totalSalary: {$sum: '$salary'}}}****)*

***$min***

> *db.emp.aggregate (****{$group: {\_id:' $job', minSalary: {$min: '$salary'}}}****)*

> *db.emp.aggregate (****{$group: {\_id: null, minSalary: {$min: '$salary'}}}****)*

***$max***

> *db.emp.aggregate (****{$group: {\_id:' $job', maxSalary: {$max: '$salary'}}}****)*

> *db.emp.aggregate (****{$group: {\_id: null, maxSalary: {$max: '$salary'}}}****)*

***$avg***

> *db.emp.aggregate (****{$group: {\_id:' $job', avgSalary: {$avg: '$salary'}}}****)*

> *db.emp.aggregate (****{$group: {\_id: null, avgSalary: {$avg: '$salary'}}}****)*

***$count***

>*db.emp.aggregate (****{$group: {\_id: '$job', countSalary: {$sum: 1}}}****)*

> *db.emp.aggregate (****{$group: {\_id: null, countSalary: {$sum: 1}}}****)*

# **$sum for Counting**

> *db.emp.aggregate (****{$group: {\_id: '$deptno', CountDEPT: {$sum: 1}}}****)*

> *db.emp.aggregate (****{$match: {deptno: {$in: [10, 20]}}}****,* ***{$group: {\_id: '$deptno', Count: {$sum: 1}}}****)*

***Arithmetic Aggregation Operators***

***$add*** ***// Computes the sum of an array of numbers.***

> *db.emp.aggregate (****{$project: {\_id: true, ename: true, salary: true, comm: true, total: {$add: ["$salary","$comm"]}}}****)*

> *db.emp.aggregate (****{$project: {job: true, total: {$add:["$sal","$comm","$da"]}}}****)*

> *db.emp.aggregate (****{$project: {\_id: 1, ename: true, Total1: {$add: ["$salary", "$comm"]}, Total2: {$add: [10, 20]}}}****)*

> *db.emp.aggregate (****{$project: {ename: 1, sal: 1, comm: 1, hra: 1, da: 1, total: {$add: ["$sal","$comm","$hra"]}}}, {$sort: {total:-1}}, {$match: {total: {$ne: null}}}****)*

***$divide*** ***// Takes two numbers and divides the first number by the second.***

> *db.emp.aggregate (****{$project: {\_id: true, ename: true, salary: true, comm: true, total: {$divide: ["$salary", "$comm"]}}}****)*

***$mod*** ***// Takes two numbers and calculates the modulo of the first number divided by the second.***

> *db.emp.aggregate (****{$project: {\_id: true, ename: true, salary: true, comm: true, total: {$mod: ["$salary", "$comm"]}}}****)*

***$multiply*** ***// Computes the product of an array of numbers.***

*> db.emp.aggregate (****{$project: {\_id: true, ename: true, salary: true, comm: true, total: {$multiply: ["$salary", "$comm"]}}}****)*

***$subtract*** ***// Takes two numbers and subtracts the second number from the first.***

> *db.emp.aggregate (****{$project: {\_id: true, ename: true, salary: true, comm: true, total: {$subtract: ["$salary", "$comm"]}}}****)*

***Nested Arithmetic Aggregation Operator***

> *db.emp.aggregate (****{$project: {sal: true, total: {$add: ["$sal", {$multiply: ["$sal", .25]}]}}}****)*

**$group *[Aggregation Operators]***

### *Date Operators*

|  |  |
| --- | --- |
| **Name** | **Description** |
| ***$dayOfYear*** | Converts a date to a number between 1 and 366. |
| ***$dayOfMonth*** | Converts a date to a number between 1 and 31. |
| ***$dayOfWeek*** | Converts a date to a number between 1 and 7. |
| ***$year*** | Converts a date to the full year. |
| ***$month*** | Converts a date into a number between 1 and 12. |
| ***$week*** | Converts a date into a number between 0 and 53 |
| ***$hour*** | Converts a date into a number between 0 and 23. |
| ***$minute*** | Converts a date into a number between 0 and 59. |
| ***$second*** | Converts a date into a number between 0 and 59. May be 60 to account for leap seconds. |
| ***$millisecond*** | Returns the millisecond portion of a date as an integer between 0 and 999. |

> *db.dt.aggregate (****{$project: {month: {$month: '$hiredate'}}}****)*

***Aggregation Commands***

# **aggregate**

|  |  |  |
| --- | --- | --- |
| **Field** | **Type** | **Description** |
| **aggregate** | **string** | The ***name of the collection*** to as the input for the aggregation pipeline. |
| ***pipeline*** | **array** | An array of aggregation pipeline stages that process and transform the document stream as part of the aggregation pipeline. |
| **explain** | **boolean** | Optional. Specifies to return the information on the processing of the pipeline. |
| **allowDiskUse** | **boolean** | Optional. Enables writing to temporary files. When set to true, aggregation stages can write data to the \_tmp subdirectory in the[dbPath](http://docs.mongodb.org/manual/reference/configuration-options/#storage.dbPath) directory. |
| **cursor** | **document** | Optional. Specify a document that contains options that control the creation of the cursor object. |

***Pipeline Aggregation Operators***

|  |  |
| --- | --- |
| **Name** | **Description** |
| ***$project*** | Reshapes a document stream. [$project](http://docs.mongodb.org/manual/reference/operator/aggregation/project/#pipe._S_project) can rename, add, or remove fields as well as create computed values and sub-documents. |
| ***$match*** | Filters the document stream, and only allows matching documents to pass into the next pipeline stage. [$match](http://docs.mongodb.org/manual/reference/operator/aggregation/match/#pipe._S_match) uses standard MongoDB queries. |
| ***$redact*** | Restricts the content of a returned document on a per-field level. |
| ***$limit*** | Restricts the number of documents in an aggregation pipeline. |
| ***$skip*** | Skips over a specified number of documents from the pipeline and returns the rest. |
| ***$unwind*** | Takes an array of documents and returns them as a stream of documents. |
| ***$group*** | Group’s documents together for the purpose of calculating aggregate values based on a collection of documents. |
| ***$sort*** | Takes all input documents and returns them in a stream of sorted documents. |
| ***$geoNear*** | Returns an ordered stream of documents based on proximity to a geospatial point. |
| ***$out*** | Writes documents from the pipeline to a collection. The [$out](http://docs.mongodb.org/manual/reference/operator/aggregation/out/#pipe._S_out) operator must be the last stage in the pipeline. |

> *db.runCommand (****{aggregate: 'emp', pipeline: [{$project: {ename: true, job: true, sal: true, \_id: false}}]}****)*

> *db.runCommand ({aggregate: 'emp'****, pipeline: [{$match: {$or: [{job: 'salesman'}, {job: 'manager'}]}}, {$project: {empid: true, ename: true, job: true, skills: true, \_id: false}}, {$sort: {ename: 1}}, {$limit: 2}]}****)*

***$toUpper (aggregation)***

> *db.emp.aggregate (****{$group: {\_id: $toUpper: '$job'}}}****)*

# **$concat (aggregation)**

> *db.emp.aggregate ({$project:* ***{title: {$concat: ['Mr.', '$ename']}}****})*

***$ifNull (aggregation)***

***Syntax:* *db.< collection name>.aggregate( { $project : { < field name> : { $ifNull : [ <no-null expression>, <null expression>] } } } )***

> *db.emp.aggregate ({****$project: {Price: {$ifNull: ["$comm", 0]}}****})*

> *db.emp.aggregate ({****$project: {\_id: 1, 'myNum': {$add: ["$salary", {$ifNull: ["$comm", 0]}]}}****})*

***Remove() document (Delete Record)***

***Syntax:* *db.collection.remove (query, justOne)***

* ***the <query> Optional. Specifies deletion criteria using query operators. To delete all documents in a collection, omit this parameter or pass an empty document ({})., and***
* ***the <justOne> Optional. To limit the deletion to just one document, set to true. The default value is false..***

> *db.emp.remove (****{}****)* **// remove all documents**

> *db.emp.remove (****{\_id: 1}****)* **// remove documents according to condition.**

> *db.emp.remove (****{\_id: ObjectId ("5215756b6fc384d96d55b1c2")}****)*

**// remove documents according to condition.**

***1 / True***

> *db.food.remove (****{food: 'apple'}, True****)* **// remove only one document, if multiple**

**// documents are getting matched.**

***Update() document (Update Record)***

***Syntax:* *db.collection.update (<query>, <update>, <options>)***

***Syntax:* *db.collection.update (<query>, <update>, <upsert>, <multi>)***

***Field update operators***

***Name Description***

* 1. ***$inc*** *Increments the value of the field by the specified amount.*
  2. ***$rename*** *Renames a field.*
  3. ***$setOnInsert*** *Sets the value of a field upon documentation creation during an upsert. Has no effect on update operations that modify existing documents.*
  4. ***$set*** *Sets the value of a field in an existing document.*
  5. ***$unset*** *Removes the specified field from an existing document.*
* ***the <query> argument corresponds to the WHERE statement, and***
* ***the <update> corresponds to the SET ... statement, and***
* ***the <upsert> Optional. If set to true, creates a new document when no document matches the query criteria. The default value is false, which does not insert a new document when no match is found, and***
* ***the <multi> Optional. If set to true, updates multiple documents that meet the query criteria. If set to false, updates one document. The default value is false.***

***$set:***

> *db.bookinfo.update (****{\_id:1}, {$set: {pages: 1001, language: 'english'}}****)*

**// update multiple fields according to**

**// condition.**

> *db.emp.update (****{}, {$set: {balance: 5000}}****)*

***$unset:***

***Syntax:*** ***db.collection.update ({field: value1}, {$unset: {field1: "" }})***

> *db.emp.update (****{}, {$unset: {project: ''}}, {multi: true}****)*

**// removes the specified field from an**

**// existing document.**

***$rename:***

***Syntax:*** ***{$rename: {<old col1> : <new col1>, <old col2> : <new col2>}}***

> *db.emp.update (****{\_id: 14}, {$rename: {'mobile': 'mob', project: 'proj'}}****)*

**//rename the specified field from an**

**// existing document.**

***$inc:***

> *db.bookinfo.update (****{title: 'TATA'}, {$inc: {pages: 1}}, {multi: true}****)*

**// *{$inc}****)* **will****increase the pages field by**

**// value 1 all documents**

**// according to condition.**

***multi: true***

> *db.bookinfo.update (****{title: 'TATA'}, {$set: {pages: 2001}}, {multi: true}****)*

**// *{multi: true}*****will****update all documents**

**// according to condition.**

> *db.emp.update (****{}, {$set: {salary: 1000}}, {multi: true}****)*

**// *{} and {multi: true}*****will****update all**

**// documents**

***Add and Remove fields using Update***

***Add Fields***

> *db.bookinfo.update (****{\_id: 2},******{$set: {language: 'hindi', title: 'Core Java'}}****)*

**// 2 new fields language and title are added in**

**// bookinfo collection matching to the**

**// condition.**

> *db.emp.update (****{}, {$set: {balance: 5000}}, {multi: true}****)*

**// new field balance is added in emp**

**// collection.**

***Remove Fields***

***$unset:***

***e.g 1***

> *db.emp.update (****{ename: 'sam'}, {$unset: {project: true}}****)*

***Add and Remove fields using save command***

***Add Fields***

***e.g 1***

> ***x*** *= db.emp.findOne (****{ename: 'saleel'}****)* **// Step #1**

> *print (tojson (x))* **// Step #2**

> ***x****.newColumn = 'hello'* **// Step #3 add a new column in x object.**

> *db.emp.save (****x****)* **// Step #4 saves the object x for EMP**

**// document.**

***e.g 2***

> *db.emp.save ({\_id: 1, ename: "saleel", job: "manager", salary: 1,* ***dob: new Date ()****})*

**// DOB is new column**

***Remove Fields***

***e.g 1***

> ***x*** *= db.bookinfo.findOne (****{\_id: 2}****)* **// Step #1**

> *print (tojson (x))* **// Step #2**

> *delete* ***x.title*** **// Step #3 deletes the field title.**

> *db.emp.save (****x****)* **// Step #4 saves the object x for EMP**

**// document.**

***One-to-One Relationships Between Documents***

|  |
| --- |
| Note: - To achieve *One-to-One relationship* here we have create two collections (*bookmaster & authordetails*) to store the data.  ***bookmaster Collection***  {  ***"\_id":******'ISBN-10-10293-991*** ***',***  "title": "Oracle Database r12c The Complete Reference",  "pages": 1220  }  ***authordetails Collection***  {  "\_id": ObjectId ("521da6908d8653ce803a67d5"),  ***"bookid":******'ISBN-10-10293-991*** ***',***  "name": "kevin",  "email": "kevin@gmail.com",  "tags": [  "education",  "book"  ]  }  Note: - To achieve *One-to-One relationship* we have stored in one collection (*bookinfo*) only.  ***bookinfo Collection***  {  ***"\_id":*** ***'ISBN-10-10293-991*** ***',***  "title": "Oracle Database r12c The Complete Reference",  "pages": 1220,  ***"author":* {**  "name": "kevin",  "email": "kevin@gmail.com",  "tags": [  "education",  "book"  ]  **}**  } |

***One-to-Many Relationships Between Documents***

|  |
| --- |
| Note: - To achieve *One-to-Many relationship* here we have create two collections (*bookmaster & authordetails*) to store the data.  ***bookmaster Collection***  {  ***"\_id":******'ISBN-10-10293-991*** ***',***  "title": "Oracle Database r12c The Complete Reference",  "pages": 1220  }  ***authordetails Collection***  {  "\_id": ObjectId ("521ec3e01d3d1d4807fad3e2"), **// documents one**  ***"bookid":******'ISBN-10-10293-991*** ***',***  "name": "kevin",  "email": "kevin@gmail.com",  "tags": [  "education",  "book"  ]  }  {  "\_id": ObjectId ("521ec3ec1d3d1d4807fad3e3"), **// documents two**  ***"bookid":******'ISBN-10-10293-991*** ***',***  "name": "smith",  "email": " smith@gmail.com",  "tags": [  "education",  "book"  ]  }  Note: - To achieve *One-to-Many relationship* we have stored data in one collection (*bookinfo*) only.  ***bookinfo Collection***  {  ***"\_id":*** ***'ISBN-10-10293-991*** ***',***  "title": "Oracle Database r12c The Complete Reference",  "pages": 1220,  ***"author":* [**  **{**  "name": "kevin",  "email": "kevin@gmail.com",  "tags": [  "education",  "book"  ]  **},**  **{**  "name": "smith",  "email": "smith@gmail.com",  "tags": [  "education",  "book"  ]  **}**  **]**  } |

***publisher collection***

***document: 1***

> *db.publisher.insert (*

*{*

*"\_id" : "TATA",*

*"publishername" : "TATA McGraw-Hill",*

*"contectperson" : [*

*"kevin",*

*"roger"*

*],*

*"address" : [*

*{*

*"headoffice" : {*

*"lane" : 1,*

*"city" : "new delhi",*

*"phone" : 9850884228*

*},*

*"corporateoffice" : [*

*{*

*"lane" : 1,*

*"city" : "pune",*

*"phone" : "020-254-20-200"*

*},*

*{*

*"lane" : 3,*

*"city" : "baroda",*

*"phone" : "023-256-30100"*

*}*

*]*

*}*

*],*

*"email" : "tata@gmail.com",*

*"web" : "tataMcGraw-Hill.com"*

*}*

*)*

***document: 2***

> *db.publisher.insert (*

*{*

*"\_id" : "wrox",*

*"publishername" : "wrox",*

*"contectperson" : [*

*"smith",*

*"sam",*

*"richards"*

*],*

*"address" : [*

*{*

*"headoffice" : {*

*"lane" : "#137",*

*"city" : "new york",*

*"phone" : 9850883366*

*},*

*"corporateoffice" : [*

*{*

*"lane" : 1,*

*"city" : "pune",*

*"phone" : "020-254-22-222"*

*},*

*{*

*"lane" : "#1980/1022",*

*"city" : "banglore",*

*"phone" : "011-256-30135"*

*}*

*]*

*}*

*],*

*"email" : "wroxpublication@gmail.com",*

*"web" : "wroxpublisher.com"*

*}*

*)*

***document: 3***

> *db.publisher.insert (*

*{*

*"\_id" : "oracle",*

*"publishername" : "oraclepress",*

*"contectperson" : [*

*"scott",*

*"ivan"*

*],*

*"address" : [*

*{*

*"headoffice" : {*

*"lane" : "#1-37-5621#",*

*"city" : "bombay",*

*"phone" : 9850121212*

*},*

*"corporateoffice" : [*

*{*

*"lane" : 100,*

*"city" : "new delhi",*

*"phone" : "027-254-22-666"*

*},*

*{*

*"lane" : "#2081/7788",*

*"city" : "banglore",*

*"phone" : "011-254-43926"*

*}*

*]*

*}*

*],*

*"email" : "oracle@gmail.com",*

*"web" : "oraclepress.com"*

*}*

*)*

***JavaScript Function in MongoDB***

***e.g 1***

> *var F1 = function (x, y) {*

*... return (x + y);*

*... }*

***e.g 2***

> *function F2 (x, y) {*

*... return (x + y);*

*... }*

***e.g 3***

> *var F1 = function() {*

*... var s = 0 ;*

*... for (var x=1; x<10; x++) {*

*... s = s + (x\*2);*

*... print (x +' ' + s);*

*... }*

*... return x + ' ' + s;*

*... }*

> *F1 (10, 20)* **// Calling of JavaScript function.**

> *F2 (10, 20)* **// Calling of JavaScript function.**

> *F1* ()

***Copy all objects from one collection to another***

> *db.emp.find ().forEach* ***(function (x) {db.e.insert (x)})***

***Map-Reduce***

***Note: -***

* ***Map-reduce is a data processing paradigm for condensing large volumes of data into useful aggregated results.***

***Redis***

**Redis** is an open source, BSD licensed, advanced key-value cache and store. It is often referred to as a data structure server since keys can contain strings, hashes, lists, sets, sorted sets, bitmaps and hyperloglogs.

*A key difference between Redis and other structured storage systems is that Redis supports not only strings, but also abstract data types:*

1. ***Lists*** *of strings*
2. ***Sets*** *of strings (collections of non-repeating unsorted elements)*
3. *Sorted sets of strings (collections of non-repeating elements ordered by a floating-point number called score)*
4. ***Hashes*** *where keys and values are strings*

***How to start redis server and client***

*E:\redis64-latest>* ***redis-server.exe***

***Note: - Set the number of databases from 16 to 26 in redis.windows.conf***

*E:\redis64-latest>* ***redis-server E:/redis64-latest/redis.windows.conf***

*E:\redis64-latest>* ***redis-cli.exe***

***Redis Commands***

*127.0.0.1:6379>* ***clear***

*127.0.0.1:6379>* ***CONFIG GET databases***

*127.0.0.1:6379>* ***select 0 // selects database***

***// 0 default db, total 16 db***

*127.0.0.1:6379>* ***ping***

*127.0.0.1:6379>* ***keys \* // Display all keys***

*127.0.0.1:6379>* ***keys \*c\* // Display keys by the name ‘c’***

*127.0.0.1:6379>* ***set col1 "sharmin bagde"******// key-value pair***

*127.0.0.1:6379>* ***append col1 " saleel" // Appends value***

*127.0.0.1:6379>* ***get col1 // Print’s value of key***

*127.0.0.1:6379>* ***mset k1 1521 k2 "saleel bagde" k3 9850884228 k4 "pune"***

***// Multiple cols set***

*127.0.0.1:6379>* ***mget k1 k2 k3 k4 // Multiple cols get***

*127.0.0.1:6379>* ***set x 1***

*127.0.0.1:6379>* ***incr x // Increments the value by 1***

*127.0.0.1:6379>* ***incrby x 4 // Increment by 4***

*127.0.0.1:6379>* ***decr col3 // Decrement value by 1***

*127.0.0.1:6379>* ***decrby x 2 // Decrements the value by 2***

***// steps***

*127.0.0.1:6379>* ***del col1 // Delete keys***

*127.0.0.1:6379>* ***flushdb //Remove all keys from the current database***

*127.0.0.1:6379>* ***flushall // Remove all keys from all databases***

*127.0.0.1:6379>* ***move k1 1 // Moves key from db [0] to db [1]***

*127.0.0.1:6379>* ***client list***

*127.0.0.1:6379>* ***info***

*127.0.0.1:6379>* ***monitor***

*https://www.youtube.com/watch?v=BLQIyYreK64*

[*http://redis.io/commands*](http://redis.io/commands)
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db.emp.find({\_id:3}, {ename:1 , job:1,sal:1})

> db.emp.insert({\_id:5, empno:8844, ename:'vasant', job:'clerk', hiredate:new Date(), sal:5000, comm:1500, deptno:20, mobile:{[9850884228, 9850443775]})

<http://www.youtube.com/watch?v=PlaJsseTgk4>

Primary Key in MongoDB: ObjectId

Primary Key and Foreign Key Concept in MongoDB

SELECT Columns or Fields ( { KEY: VALUE } ): MongoDB

MongoDB: It's Not Just About Big Data

by [handsonerp](http://www.youtube.com/user/handsonerp)

<http://www.youtube.com/watch?v=5R68LI0h6Fk&list=PLdDkCwh_eIfQe_ehPb0JII7d-pmGyDqbm>

<http://www.youtube.com/watch?v=u4BT9-3VN1Y&list=PLgWPwY_mXf4WehvLweImOtYwWPTi5RS-->

**> db.system.js.save({\_id:"addNumbers", value:function(x, y){ return x + y; }});**

**db.eval('addNumbers(17,18)');**

**> db.system.js.save ({\_id:"addNumbers",value:function(){return 2;}});**

**> db.system.js.save ({\_id:"addEmp", value: function (empNo, eName, hireDate){db.emp.insert ({empno: empNo, ename: eName, hiredate: hireDate})}});**

**> db.eval('addEmp(1233,"vipul",new Date())');**

*JSON*

*<html>*

***<script type="text/JavaScript">***

***var obj1 = {};***

***obj1.ename="Saleel";***

***obj1.data = {***

***street : "Paud Road",***

***city : "Pune",***

***state : "Maharashtra"***

***};***

***var obj2 = {};***

***obj2.phone = {***

***mobile: [9850884228, 9922200200],***

***landline: ['020-25420200', '022-8837723']***

***};***

***function F2() {***

***document.write ("Name: " + obj1.ename + "<br>");***

***document.write ("Street: " + obj1.data.street + "<br>");***

***document.write ("City: " + obj1.data.city + "<br>");***

***document.write ("State: " + obj1.data.state + "<br>");***

***document.write ("Mobile: " + obj2.phone.mobile [0] + "<br>");***

***document.write ("Land Line: " + obj2.phone.landline [1] + "<br>");***

***document.write ("<hr color='red' />");***

***}***

***</script>***

*<body>*

*<input type="button" id="B1" name="B1" value="Submit"* ***onclick="F2();"****>*

*</body>*

*</html>*

[*http://www.solarpowerenergyindia.com/home\_package.php*](http://www.solarpowerenergyindia.com/home_package.php)

[*http://www.dieselserviceandsupply.com/Power\_Calculator.aspx*](http://www.dieselserviceandsupply.com/Power_Calculator.aspx)

*> db.emp.aggregate ({$group: {\_id: '$deptno',total: {$sum:'$sal'}}}, {$group: {\_id: '$\_id.deptno', total1:{$max: '$total'}}})*

* ***The Database Writer (DBWR)*** *writes modified blocks from the buffer cache to the database files.*
* ***The Recovery*** *Writer (RVWR) writes modified blocks from the buffer cache to the flashback logs*
* ***The Log Writer (LGWR)*** *writes modified blocks from the log buffer to the redo log.*

***Demo Application on Bank***

*CREATE type ADDRESS as object*

*(addr1 varchar2 (10),*

*addr2 varchar2 (10));*

*/*

*-------------------------------------------------------------------------------------------------------*

*CREATE table ACHOLDER*

*(acno number,*

*acname varchar2(10),*

*acdate date default sysdate,*

*addr address)*

*/*

*-------------------------------------------------------------------------------------------------------*

*CREATE table TRANS*

*(srno number,*

*acno number,*

*transdate date,*

*transtype char,*

*amount number)*

*/*

*-------------------------------------------------------------------------------------------------------*

*CREATE table BALANCE*

*(acno number,*

*total number)*

*/*

*-------------------------------------------------------------------------------------------------------*

*CREATE or REPLACE trigger T1 before INSERT or DELETE on ACHOLDER for each row*

*declare*

*x number := 0 ;*

*begin*

*if inserting then*

*SELECT max (nvl2 (acno, acno, 1)) + 1 into x from ACHOLDER;*

*if x is null then*

*:new.acno := 1;*

*else*

*:new.acno := x;*

*end if;*

*INSERT into BALANCE values (:new.acno, 1000);*

*dbms\_output.put\_line ('=====================================');*

*dbms\_output.put\_line ('Record inserted successfully...');*

*dbms\_output.put\_line ('Account of ' || upper (:new.acname) || ' is created, A/C No is ' || to\_char (:new.acno,'000000000'));*

*dbms\_output.put\_line ('=====================================');*

*:new.acname := upper(:new.acname);*

*elsif updating then*

*null;*

*elsif deleting then*

*DELETE from BALANCE where acno = :old.acno;*

*DELETE from TRANS where acno = :old.acno;*

*dbms\_output.put\_line ('=====================================');*

*dbms\_output.put\_line ('Record deleted successfully...');*

*dbms\_output.put\_line ('Account of ' || :old.acname || ' is closed, A/C No is ' || :old.acno);*

*dbms\_output.put\_line ('=====================================');*

*end if;*

*end;*

*/*

*-------------------------------------------------------------------------------------------------------*

*CREATE or REPLACE trigger T2 before INSERT on TRANS for each row follows t3*

*declare*

*x number;*

*y varchar2(20);*

*z number;*

*begin*

*if :new.amount > 0 then*

*SELECT rowid, total into y, z from balance where acno = :new.acno;*

*if SQL%Found then*

*--SELECT max (nvl2 (srno, srno, 1)) + 1 into x from TRANS where acno = :new.acno;*

*SELECT max (srno) + 1 into x from TRANS where acno = :new.acno;*

*if x is null then*

*:new.srno := 1;*

*else*

*:new.srno := x;*

*end if;*

*:new.TRANSTYPE := upper(:new.TRANSTYPE);*

*dbms\_output.put\_line ('=====================================');*

*dbms\_output.put\_line ('Transaction completed successfully...');*

*dbms\_output.put\_line ('=====================================');*

*if :new.TRANSTYPE = 'D' then*

*UPDATE BALANCE set total = total + :new.AMOUNT where acno = :new.acno;*

*elsif :new.TRANSTYPE = 'W' and z > :new.Amount then*

*UPDATE BALANCE set total = total - :new.AMOUNT where acno = :new.acno;*

*else*

*raise\_application\_error (-20000,'Low balance...');*

*end if;*

*if SQL%Found then*

*dbms\_output.put\_line (‘==================================');*

*dbms\_output.put\_line ('Balance updated successfully...');*

*dbms\_output.put\_line ('=====================================');*

*end if;*

*end if;*

*else*

*raise\_application\_error (-20000,'Amount must be more than 0...');*

*end if;*

*exception*

*when no\_data\_found then*

*raise\_application\_error (-20000,'Invalid Account...');*

*end;*

*/*

*-------------------------------------------------------------------------------------------------------*

*CREATE or REPLACE trigger T3 before INSERT on TRANS for each row follows t4 when (new.TRANSTYPE not in ('D','d','W','w'))*

*begin*

*raise\_application\_error (-20000,'Invalid transaction type [W or D] only...');*

*end;*

*/*

*-------------------------------------------------------------------------------------------------------*

*CREATE or REPLACE trigger T4 before INSERT on TRANS for each row*

*begin*

*if to\_char(sysdate,'fmDay') = 'Sunday' then*

*raise\_application\_error (-20001,'Transaction cannot be done on Monday...');*

*end if;*

*end;*

*/*

*-------------------------------------------------------------------------------------------------------*

*SQL> SELECT n.acno, n.acname, n.acdate, n.addr.addr1, n.addr.addr2, total, cursor (SELECT \* from TRANS where trans.acno = n.acno order by 2, 1) from acholder n, balance where n.acno = balance.acno*

*-------------------------------------------------------------------------------------------------------*

*SQL > SELECT \* from TRANS group by acno, srno, transdate, transtype, amount order by 2;*

*-------------------------------------------------------------------------------------------------------*

*CREATE table t (*

*id number,*

*l\_blob blob );*

*SQL> INSERT into t values (1, utl\_raw.cast\_to\_raw ('Saleel Bagde'));*

*SQL> INSERT into t values (2, utl\_raw.cast\_to\_raw ('C:\img1.jpg'));*

*SQL> SELECT UTL\_RAW.CAST\_TO\_VARCHAR2 (l\_blob) from t;*

*-------------------------------------------------------------------------------------------------------*

*declare*

*--cursor c1 is SELECT tname from tab where tabtype='TABLE' order by 1 ;*

*--xRecord tab.tname%Type;*

*xx number;*

*begin*

*for xRecord in (SELECT tname from tab where tabtype='TABLE' order by 1)*

*loop*

*execute immediate 'SELECT count(\*) from ' || xRecord.tname into xx;*

*if xx >=10 then*

*dbms\_output.put\_line (xRecord.tname || ' has -> ' || xx || ' Record(s)');*

*end if;*

*end loop;*

*/\*open c1;*

*loop*

*fetch c1 into xRecord;*

*exit when c1%NotFound;*

*execute immediate 'SELECT count (\*) from ' || xRecord into xx;*

*if xx >=10 then*

*dbms\_output.put\_line (xRecord || ' has -> ' || xx || ' Record(s)');*

*end if;*

*end loop;*

*close c1; \*/*

*end;*

*/*

*System Information Command*

*C:\Users\administrator>****msinfo32***

***#########################################################***

*SQL> exec dbms\_java.grant\_permission ('C##SALEEL', 'SYS:java.net.SocketPermission', '192.168.100.20:1521', 'listen, resolve’);*

*SQL> call dbms\_java.grant\_permission ('C##SALEEL', 'java.util.PropertyPermission','\*','read, write');*

***#########################################################***

*CREATE or REPLACE and compile java source named CLASS1 as*

*import java.sql.\*;*

*public class Class1 {*

*public static java.lang.String InsertData () {*

*Connection cn = null;*

*Statement stmt = null;*

*try {*

***Class.forName ("oracle.jdbc.driver.OracleDriver");***

***cn = DriverManager.getConnection ("jdbc:oracle:thin:192.168.100.20:1521:orcl", "c##saleel","saleel");***

*stmt = cn.createStatement ();*

*String sql = "INSERT INTO dept VALUES (1, 'Zara', 'Ali', 6)";*

*stmt.executeUpdate (sql);*

*return ("Inserted records into the table...");*

*} catch (Exception ex) {*

*return (ex.getMessage());*

*}*

*}*

*}*

*/*

***#########################################################***

*CREATE or REPLACE function F1 return varchar2 as language java name ‘Class1.InsertData () return java.lang.String';*

*‘---------------------------------------*

***ALTER SESSION SET CONTAINER = PDB22;***

***Create user u1 identified by u1 container=current;***

SQL> CONN system/password@//localhost:1521/pdb1

SQL> connect sys/sony@192.168.100.20:1521/cdb1 as sysdba

***ALTER SESSION SET CONTAINER = PDB21;***

***create user u1 identified by u1 container=current;***

***sys/sony@cdb1 as sysdba***

***show con\_name***

***show parameter db\_name***

***SQL> select name, con\_id, open\_mode from v$pdbs;***

***SQL> alter pluggable database pdb21 open;***

***SQL> alter pluggable database pdb22 open;***

***SQL> alter pluggable database all open;***

ALTER PLUGGABLE DATABASE pdb1, pdb2 OPEN READ ONLY FORCE;

ALTER PLUGGABLE DATABASE pdb1, pdb2 CLOSE IMMEDIATE;

ALTER PLUGGABLE DATABASE ALL OPEN;

ALTER PLUGGABLE DATABASE ALL CLOSE IMMEDIATE;

ALTER PLUGGABLE DATABASE ALL EXCEPT pdb1 OPEN;

ALTER PLUGGABLE DATABASE ALL EXCEPT pdb1 CLOSE IMMEDIATE;

***Lsnrctl help***

***SQL> ALTER USER c##u1 quota unlimited on users;***

***declare***

***x varchar2(30);***

***str varchar2(100);***

***type xx is ref cursor;***

***c1 xx;***

***xRow varchar2(1000);***

***xx1 varchar2 (100);***

***begin***

***xx1 := '&tnm';***

***select cname into x from col where tname=xx1 and colno=2;***

***str := 'SELECT ' || x ||' from ' || xx1;***

***open c1 for str;***

***loop***

***fetch c1 into xRow;***

***exit when c1%NotFound;***

***dbms\_output.put\_line(xRow);***

***end loop;***

***close c1;***

***end;***

***/***

***SQL> CREATE TABLE T (C1 VARCHAR2 (10), C2 VARCHAR2 (4000) GENERATED ALWAYS AS (F1 (C1)) VIRTUAL);***

***CREATE OR REPLACE FUNCTION F1 (X VARCHAR2) RETURN VARCHAR2 DETERMINISTIC IS***

***BEGIN***

***RETURN (X);***

***END;***

***/***

***SQL> set long 32000***

***SQL> variable x1 CLOB***

***SQL> exec dbms\_utility.expand\_sql\_text ('SELECT TABLE\_NAME FROM DBA\_TABLES', :x1);***

***SQL> print x1***

[***http://www.avatto.com/computer-science/test/mcqs/questions-answers/database/73/1.html***](http://www.avatto.com/computer-science/test/mcqs/questions-answers/database/73/1.html)